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================================================
PDFlib - A library for generating PDF on the fly
================================================

Portable library for dynamically generating PDF documents with support
for many other programming languages and development environments.

PDFlib distribution packages for many platforms are available from
www.pdflib.com.

PDFlib is a library for generating PDF files. It offers an API with
support for text, vector graphics, raster images, and hypertext. Call PDFlib
routines from within your client program and voila: dynamic PDF files!

PDFlib is available on a wide variety of operating system platforms,
and supports many programming languages and development environments:

- C
- C++
- Cobol
- COM (Visual Basic, ASP, Windows Script Host, and many others)
- Java via the JNI, including servlets and JSP
- .NET framework (VB.NET, ASP.NET, C# and others).
- Objective-C
- Perl
- PHP
- Python
- REALbasic/Xojo
- RPG
- Ruby

An overview of PDFlib features can be found in the PDFlib Tutorial and
the PDFlib API Reference.


PDFlib flavors
==============
The PDFlib product family includes the following products (see the PDFlib
tutorial for a detailed comparison):

- PDFlib includes a variety of functions for generating PDF output.

- PDFlib+PDI includes all PDFlib functions, plus the PDF Import Library (PDI)
  for including existing PDF pages in the generated output. It also includes
  the pCOS interface for querying PDF objects.

- PDFlib Personalization Server (PPS) includes PDFlib+PDI plus functions for
  automatically filling PDFlib Blocks. A PPS license also covers the
  PDFlib Block Plugin for creating Blocks interactively with Adobe Acrobat
  on OS X/macOS and Windows.


Binary Packages
===============
PDFlib, PDFlib+PDI, and PPS are available in binary form, and require
a commercial license. All of these products are available in a single
combined library, and can be evaluated without a commercial license. However,
unless a valid license key is applied a demo stamp will be generated
across all pages, and the pCOS facility (included in PDFlib+PDI and PPS)
is restricted to small input documents.

Instructions for using the binary packages for various platforms and
language bindings can be found in the document readme-binary.txt.


Other PDFlib resources
======================
In addition to the PDFlib API Reference and Tutorial the following resources
are available:

- The PDFlib mailing list discusses PDFlib deployment in a variety of
  environments. You can access the mailing list archives over the Web,
  and don't need to subscribe in order to use it:
  tech.groups.yahoo.com/group/pdflib

- Commercial PDFlib licensees are eligible to standard product
  support from PDFlib GmbH. Please send your inquiry along with your
  PDFlib license number to support@pdflib.com.


Submitting Bug Reports
======================
We offer support agreements in combination with our product licenses.
They provide many advantages over the lifetime of a purchased product,
see www.pdflib.com/support-policy/ for more details.

If you run into a problem you should first make sure that you are using the
latest maintenance release for the version you licensed. Maintenance
releases are available for free download from the www.pdflib.com Web site.

If the problem persists please observe the notes below.

If you have trouble with a PDFlib product, please send the following
information to support@pdflib.com:

- Your company name and (unless you are still evaluating the product)
  your license key

- A description of your problem

- Exact product version (including maintenance release and possibly
  patchlevel number), the operating system platform and language binding
  
- Relevant code snippets for reproducing the problem, or a small PDF file
  exhibiting the problem if you can't construct a code snippet easily
  
- Sample data files if necessary (image files, for example).
  We guarantee full confidentiality within PDFlib GmbH for data supplied
  with support cases.

- In some cases PDFlib logging output may be required. Logging can be
  enabled as follows:
  
  command-line: export PDFLIBLOGGING="filename=trace.log"
  source code: p.set_option("logging={filename=trace.log}");
  (or similar for other shells and language bindings).
  
- Details of the PDF viewer (if relevant) where the problem occurs


Licensing
=========
Please contact us if you are interested in obtaining a commercial license:

PDFlib GmbH
Licensing Department
Franziska-Bilek-Weg 9, 80339 Munich, Germany
www.pdflib.com
fax +49/89/452 33 84-99

License inquiries: sales@pdflib.com
Support requests: support@pdflib.com
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===================================
PDFlib 9.1.1p3 (September 26, 2017)
===================================
  
- 2017-09-26 (bug #5976)
  PDFlib unconditionally tried to create a log file "hello.log" in the
  current working directory when PDF_info_graphics() was called with
  the "fittingpossible" keyword. This could cause an exception if the
  process had no right to create the file in the current working directory.
  
- 2017-09-26 (bug #5978)
  Placing a table within a template in a Tagged PDF document caused the
  unexpected error message "Invalid end of marked content (no matching
  begin)".
  
- 2017-09-22 (bug #5972)
  PDFlib crashed when using an OpenType font with a CFF table, if the
  "endchar" operator was used within the character data of a global
  subroutine.
  
- 2017-09-22 (bug #5962)
  Subsetting is enforced for SID fonts in vertical mode to work around a
  problem that caused wrong glyphs to be displayed in vertical mode.
  
- 2017-09-11 (feature #2282)
  Identify variable OpenType fonts (also called font variations) with
  PostScript outlines in a "CFF2" table so that they can be rejected with
  an appropriate message.

- 2017-09-11 (bug #5963)
  Invalid PDF output was generated if the font handle supplied to option
  "font" of PDF_create_field() was retrieved from PDF_load_font() in object
  scope.


===================================
PDFlib 9.1.1p2 (September 04, 2017)
===================================

- 2017-09-04 (bug #5959)
  Clarified error messages for situations where option list problems in
  PDF_load_graphics() (with "templateoptions") were only reported later
  in PDF_fit_graphics().

- 2017-09-04 (bug #5956)
  PNG images with a palette and a transparency chunk could result in
  "uninitialized read" errors for a certain combination of palette size and
  tRNS size.

- 2017-09-04 (bug #5932)
  The Ruby 2.4 binding on macOS contained an unwanted dependency to an
  external library.
  
- 2017-09-04 (bug #5952)
  The new optimized subsetting for OpenType fonts with TrueType outlines
  (feature #2197) could cause PostScript printing problems for encoding=unicode.

- 2017-09-04 (bug #5953)
  Loading a font with the "simplefont" option could result in a crash
  if a TrueType font without any glyph name was used with an encoding
  different from winansi.


================================
PDFlib 9.1.1p1 (August 16, 2017)
================================

- 2017-08-16 (bug #5944)
  Eliminated unnecessary search for default font for SVG files that don't
  contain any text.
  
- 2017-08-09 (bug #5940)
  Using a handle returned by PDF_load_graphics() in document scope in another
  document scope caused a crash. It is now only allowed to use a handle
  returned by PDF_load_graphics() in multiple document scopes if the
  PDF_load_graphics() call is made in object scope.
  
- 2017-08-09 (bug #5921)
  In some situations the writing of a XObject for a SVG file loaded with
  option "templateoptions" was deferred until PDF_end_document() was called.
  Because in this situation transparency was not detected in the SVG data,
  this could prevent the automatic creation of a transparency group for the
  generated page and could cause invalid PDF/A-2/3 output.
  
- 2017-08-09 (bug #5929)
  When the PDF_load_graphics() option "templateoptions" was used with
  certain sub-options when loading a SVG file, a XObject for the SVG
  data was created in the output document even if the graphics handle
  returned by PDF_load_graphics() was never used with PDF_fit_graphics().
  The scope of PDF_load_graphics() has been relaxed to "any" (without any
  restrictions).
  
- 2017-08-08 (bug #5935)
  The host font feature was accidentally disabled in the source code packages
  since PDFlib 9.1.0p3.

- 2017-08-07 (bug #5931)
  If PDF_info_graphics() was called with the "fittingpossible" keyword
  after a gstate had been created, this caused PDF_info_graphics() to fail
  with the error message "Option 'gstate' has bad gstate handle".
  
- 2017-08-07 (bug #5930)
  Improved the performance of SVG processing.
  
- 2017-07-28 (bug #5928)
  Added a workaround for a compiler bug on Solaris Intel that could cause
  a crash when creating gradients between different spot colors with
  PDF_shading().


==============================
PDFlib 9.1.1 (July 26, 2017)
==============================

- 2017-07-26 (bug #5924)
  Importing pages from documents with layers into PDF/X output documents
  could result in invalid PDF/X output if different values for the
  "uselayers" option were used with PDF_open_pdi_document().
   
- 2017-07-26 (bug #5926)
  Enabled the use of C library functions for the zlib Z_SOLO build. This
  improves the performance for setting up compressed streams.
  
- 2017-07-24 (bug #5925)
  Calling PDF_process_pdi() with "action=copyoutputintent" in PDF/X-5n could
  result in a crash later when grayscale or CMYK colors were used since the
  colorant list incorrectly was not available.

- 2017-07-24 (feature #2242, feature #2267, feature #2269)
  Improved PDF/VT encapsulation of Form XObjects. The GTS_Encapsulated flag is
  now assigned to almost all Form XObjects created for imported PDF pages and
  SVG graphics with the "templateoptions" option; a transparency group is
  attached to the Form XObject only if required. This new strategy facilitates
  in-RIP caching of Form XObjects which can result in accelerated ripping.
  Before the change transparent templates and SVG graphics could incorrectly be
  encapsulated if users provided a transparency group without the "colorspace"
  suboption.

- 2017-07-24 (bug #5792)
  Improved the implementation of option "transparencygroup=auto" of
  PDF_open_pdi_page() to avoid unexpected color shifts for imported pages in
  certain scenarios. Imported or automatically created transparency groups
  for imported pages are now always isolated. In PDF/A-2/3 and PDF/X-4/5
  mode "transparencygroup=auto" is enforced to prevent invalid PDF/A or
  PDF/X output.
  
- 2017-07-24 (bug #5897)
  Eliminated unnecessary search for transparency in imported pages for
  PDF/A output, and improved the performance of the search for transparency
  in imported pages in general.
  
- 2017-07-24 (bug #5916)
  OpenType features or "shaping=true" could result in unnecessary ActualText
  attributes for the generated text even if the ActualText wasn't different
  from the text string.
  
- 2017-07-24 (bug #5920)
  Using option "templateoptions" with PDF_load_graphics() could cause a
  crash with PDF/VT output.
  
- 2017-07-24 (bug #5923)
  Option "strokecolor=none" of PDF_fit_table() did not actually suppress
  the line drawing of the table cell border.
  
- 2017-07-13 (bug #5914)
  Relaxed stricter parsing of PostScript AFM files that was implemented
  with PDFlib 8. This allows processing of broken AFM files again that were
  accepted in PDFlib 7 and earlier versions.
  
- 2017-07-11 (bug #5908)
  Added 64-bit FreeBSD support for Ruby 2.3 and Ruby 2.4.

- 2017-07-11 (bug #5900)
  OpenType fonts with CFF tables trigger an SID-to-CID conversion when loaded
  with option "vertical=true". In this situation invalid Notice, Copyright and
  Weight strings were generated on EBCDIC platforms.
  
- 2017-07-06 (feature #2215)
  Added build support for Visual Studio 2017.

- 2017-07-04 (bug #5903)
  DeviceGray was not accepted as the page transparency group colorspace in
  PDF/A-2/3 mode with a RGB output intent.


==============================
PDFlib 9.1.0p5 (June 29, 2017)
==============================

- 2017-06-29 (bug #5899)
  Fixed a memory leak in PDF_load_font() that was introduced in
  PDFlib 9.1.0p4.
  
- 2017-06-28 (bug #5898)
  When a layer handle was used on multiple pages without calling
  PDF_end_layer() on each page, the layer did only appear on the first page. 

- 2017-06-28 (bug #5895)
  Glyphs from fallback fonts were not shaped, although layout features were
  enabled for the base font.
  
- 2017-06-28 (bug #5893)
  When multiple fonts were used within vertical textline text because of
  the application of fallback fonts, the text box calculation was incorrect,
  which caused incorrectly positioned glyphs and zero-height matchboxes.
  
- 2017-06-23 (bug #5867, bug #5864)
  It was not possible to build ICU from source on IBM i5 systems.

- 2017-06-21 (bug #5891)
  PDI unnecessarily rejected the import of a page that has an isolated
  transparency group without a color space entry, with the error message
  "Transparency group from imported page cannot be used: Incorrect data type
  'null' for color space" being produced.
  
- 2017-06-21 (bug #5888)
  Fixed a performance regression that was introduced in PDFlib 9. Improved
  the performance of writing PDF string objects.
  
- 2017-06-21 (bug #5885)
  With the PHP 7 PDFlib wrapper a problem was introduced that when extending
  the PDFlib class it was not possible to access any members of the extended
  class.
  
- 2017-06-20 (bug #5890)
  It is allowed to call PDF_create_annotation() for a non-existing matchbox,
  in which case the function silently returns without creating an annotation.
  When abbreviated tagging with the "tag" option was used with
  PDF_create_annotation() in this scenario, a tag was created nevertheless.
  
- 2017-06-19 (bug #5899)
  In non-Unicode-capable languages several API functions receive a string
  and the corresponding length as parameters. If 0 was passed for the length
  of a null-terminated string and if the actual length of the string was
  2 or 3, it could sporadically happen that an error message about the
  string having length 0 was produced.

- 2017-06-18 (feature #2126)
  Improved import of Tagged PDF pages for situations where a structure element
  spans more than one page and all affected pages are imported. Previously
  PDFlib duplicated the top-level tag if it was imported on more than one
  page. This situation is now detected and only a single parent tag for the
  items on both imported pages is created. A precondition is that no new
  grouping tag has been set for any of the imported pages.

- 2017-06-14 (bug #5887)
  PDFlib did not correctly initialize the fill and stroke color spaces for an
  imported PDF/A or PDF/X page with a CMYK output intent.
  This affected only rare pages which rely on the initial DeviceGray 
  color space. If the imported page used the SC or sc operator for setting
  the color this could even lead to a syntax error for the generated document.
  The initialization for PDF/A documents with RGB output intents now uses
  DeviceRGB instead of Lab. Finally, the initialization for PDF/X-5n uses
  DeviceGray if the Colorants in the output intent ICC profile include Black.

- 2017-06-07 (feature #2257)
  Implemented the "animation" option for PDF_load_3ddata() which can be used
  to set views for 3D RichMedia annotations.

- 2017-06-07 (bug #5880)
  Improved the build process for AIX 6 and 7 and enhanced the code for
  dynamically loading PDFlib in applications to also support AIX.
  For source builds support was added to build PDFlib on AIX 6 and AIX 7.

- 2017-06-01 (bug #5866)
  Enhanced the tools and documentation for building plain PDFlib (without
  PDI) from source code on i5 systems. 

- 2017-05-31 (feature #1719)
  PDF_open_pdi_page() now removes the /BBox attribute from imported structure
  elements, as well as /Width and /Height since these values may no longer be
  correct if the user applies a transformation in PDF_fit_pdi_page().

- 2017-05-31 (feature #2187)
  PDF_shading() supports gradients between different spot colors by
  constructing a suitable DeviceN color space for the shading.

- 2017-05-24 (bug #5869)
  Textflow: if only space characters were present between inline option lists
  these were not treated as line-breaking opportunity.

- 2017-05-24 (bug #5816)
  The XMP engine incorrectly accepted broken XMP where rdf:Alt was missing
  in dc:description. This input problem is now automatically fixed unless
  strict XMP mode is enabled.

- 2017-05-23 (bug #5870)
  errno=0 after fopen() triggered an exception which is not appropriate
  on systems with a plain C runtime, but no POSIX support.

- 2017-04-24 (bug #5856)
  PDF_begin_template_ext() in PDF_VT mode now creates the /GTS_Encapsulated
  entry even in the absence of the "scope" option to facilitate in-RIP
  caching of Form XObjects without any user intervention. 

- 2017-04-20 (bug #5855)
  The rare and unreasonable use of the /RunLengthDecode filter for content
  streams was rejected by PDI although it can easily be processed.

- 2017-04-19 (bug #5851)
  The matchbox option "round" could create unexpected output if the specified
  value was too large. In order to create consistent output the value is
  now clamped to the minimum of the halves of the box's width and height. 

- 2017-04-19 (feature #2197)
  Optimized subsetting for OpenType fonts with TrueType outlines which
  significantly reduces the size of subsets, especially for fonts with
  a large number of unused glyphs.

- 2017-04-19 (bug #5849)
  SVG processing: the attribute display="none" was ignored for <tspan>
  elements. As a result, content could be displayed which actually should be
  suppressed. 

- 2017-04-12 (feature #2217)
  SVG processing: emit a warning for <switch> elements which don't contain
  any elements with a "systemLanguage" attribute that matches the "lang"
  setting provided by the environment or specified by the user. The language
  value "C" (which is common on many Linux/Unix systems) is mapped to "en"
  to avoid missing output.

- 2017-04-12 (feature #2218)
  Added the option "round" for PDF_fit_table() which creates rounded corners
  as table stroke and fill decoration.


===============================
PDFlib 9.1.0p4 (April 05, 2017)
===============================

- 2017-04-05 (feature #2235)
  Added the keyword "current" for the "matrix" suboption of the "transform"
  option of PDF_begin_pattern_ext(), PDF_begin_template_ext(),
  PDF_shading_pattern() and PDF_open_pdi_page(). This may be useful for
  creating a transformation which matches the current user coordinate system. 

- 2017-03-30 (bug #5778)
  Several improvements in CSS processing for SVG:
  - A trailing comma at the end of a selector list incorrectly implied the
    universal selector '*'.
  - The "!important" rule for attributes was not correctly parsed.
  - Skipping of C-style comments within CSS was not correctly implemented.

- 2017-03-28 (feature #2226)
  Added support for Ruby 2.4.

- 2017-03-27 (bug #5812)
  Implemented the new option "dpi" for PDF_load_graphics() which is used to
  determine the size of the "px" unit in CSS.

- 2017-03-21 (bug #5830)
  Clarified the required compiler flags and fixed a small bug in a preprocessor
  directive when using c89 and c99 of the Oracle Studio compiler.

- 2017-03-21 (bug #5828)
  Reject TrueType/OpenType fonts with an "sbit" table (i.e. Apple fonts with
  color bitmaps) since the glyph outlines are unusable in PDF.

- 2017-03-21 (bug #5822)
  PDF_shading() did not throw an exception of both the r0 and r1 options
  were missing for "type=radial".

- 2017-03-17 (feature #2223)
  Switched zlib to the Z_SOLO build which saves some resources and avoids
  undesirable include file dependencies.

- 2017-03-16 (bug #5823)
  Emit a more user-friendly message for TrueType/OpenType fonts which contain
  only color bitmaps (e.g. CBDT/CBLC), but no "glyf" table.


===============================
PDFlib 9.1.0p3 (March 10, 2017)
===============================

- 2017-03-10 (feature #2220)
  Added dedicated support for Renesas SHC compiler (PDFlib Mini Edition).

- 2017-03-10 (feature #2219)
  Implemented Windows build for PDFlib Mini Edition.


===============================
PDFlib 9.1.0p2 (March 02, 2017)
===============================

- 2017-03-01 (bug #5803)
  The attribute "systemLanguage" in SVG is compared case-insensitive now.

- 2017-02-28 (feature #2155/REOPENED)
  While Posix functionality could be disabled, a few unneeded Posix header
  files were still included in the PDFlib Mini Edition build.

- 2017-02-28 (bug #5793)
  PDF_info_textline(): implemented the new keyword "missingglyphs" which can
  be used to check whether the supplied text did completely fit on a path.

- 2017-02-28 (bug #5799)
  The examples for Android didn't work out of the box since the IpCOS
  interface was not included in the package.

- 2017-02-24 (bug #5796)
  Modify handling of "null" tokens when dictionary entries are queried with
  pCOS. The new behavior conforms to ISO 32000-1 and avoids unjustified
  error messages, e.g. when importing a PDF page with layers where "null"
  was encountered in a dictionary:
  "Illegal index -1 in path 'objects[-1]/Subtype' (must be >= 0)"

- 2017-02-23 (bug #5778)
  Improved hierarchy processing of SVG elements which is required for
  correctly handling ancestor, descendent, parent, child and sibling of an
  element for proper CSS processing.

- 2017-02-14 (bug #5789)
  PDF_fit_graphics(): fixed incorrect scaling when placing graphics with
  "fitmethod=nofit", "scale" with a value != 1 and "boxsize={w h}" with
  positive values of w and h.

- 2017-02-14 (bug #5757)
  SVG import: improved processing of a list of CSS class identifiers where
  previously an assertion was emitted.

- 2017-02-07 (bug #5784)
  PDF_info_matchbox() could crash when a NULL parameter (in C/C++) or
  empty String (in Java) was supplied for the "boxname" parameter.

- 2017-02-07 (bug #5779)
  PDF_fit_textline(): charspacing applied to text in vertical writing mode
  incorrectly modified the horizontal glyph position in addition to the
  vertical position. 

- 2017-01-31
  Made parsing of Photoshop resources (for clipping paths in JPEG or TIFF
  images) and validation of the PostScript transform function for DeviceN
  color spaces configurable for the PDFlib Mini Edition (ME).

- 2017-01-30 (bug #5758)
  XMP processing: if a node contains duplicated properties only the last
  instance is copied to the output in an attempt to correct non-conforming
  XMP input.

- 2017-01-30 (feature #2200)
  Included the source module of the Java wrapper in the JAR package to
  make parameter names and deprecation info available in Eclipse and other
  IDEs without further configuration.

- 2017-01-27 (feature #2198, feature #2196, feature #2203, feature #2199)
  Mark deprecated API functions in pdflib.h and language bindings so that
  GCC, Clang and Visual Studio (C/C++/.NET) emit warnings for deprecated calls.

- 2017-01-26 (bug #5775)
  Modified the Perl samples to eliminate warnings emitted with the Perl
  command-line option "-W".

- 2017-01-24 (bug #5770)
  SVG: when a property in a style attribute was repeated, the first value
  was used instead of the last one.

- 2017-01-23 (bug #5764)
  Improved the warnings emitted by PDF_info_font() when unsupported lookups
  for OpenType features were found in a font. Also, a clearer warning is
  emitted if requested feature definition was not found in the font.

- 2017-01-23 (bug #5769)
  The "deprecated" declaration was missing for a few API functions in the
  C++, PHP and .NET wrappers:
  PDF_get_value(), PDF_setmiterlimit(), PDF_open_mem(), PDF_xshow().
  
- 2017-01-20 (bug #5763)
  Avoid some incorrect warnings in the log file when setting the "license"
  or "licensefile" options.

- 2017-01-20 (bug #5756)
  Windows: avoid crash when a memory-mapped network file becomes unavailable.

- 2017-01-17 (bug #5755)
  Calling PDF_set_parameter() with "stringformat" incorrectly triggered
  an "unsupported" entry in the logging output.

- 2017-01-17 (feature #2194)
  Suppress all deprecated API functions in the PDFlib Mini Edition.

- 2017-01-09 (bug #5742)
  Warnings in the logging output for PDF_fill_textblock() in PHP contained
  a Textflow handle which was too small by 1.

- 2017-01-09 (feature #2168, bug #5740)
  SVG color extensions: always use the sRGB fallback color (without defining
  any new spot color) when the name of an unknown spot color is encountered.



=================================
PDFlib 9.1.0p1 (January 09, 2017)
=================================

- 2016-12-27 (feature #2190, feature #2191)
  Replaced the old ISOcoated.icc profile which is used as output intent in
  many samples with the newer ISOcoated_v2_eci.icc. Affected samples are
  starter_pdfx4, starter_pdfvt1, starter_pdfvt2, starter_pdfvt2s,
  starter_pdfx3, starter_pdfx5g.
  The starter_pdfa2b has been changed to use sRGB as output intent which is
  more practical for PDF/A output.

- 2016-12-27 (bug #5743)
  Building the PDFlib binding for PHP with the PECL package failed with
  "main/internal_functions.c:119:2: error: 'phpext_pdf_ptr' undeclared here"
  due to a recent change in the PHP wrapper. (This bug did not affect
  precompiled PDFlib binaries for PHP.)

- 2016-12-27 (bug #5744)
  Enhancements in the hellodl sample for dynamically loading PDFlib from C
  and C++ applications.

- 2016-12-27
  Added modified C samples and Makefile to the PDFlib ME package.


================================
PDFlib 9.1.0 (December 12, 2016)
================================

PDFlib 9.1 implements various new features related to color handling;
see PDFlib Tutorial for details.

- 2016-12-12 (feature #2159)
  Updated and enhanced the starter_color samples.

- 2016-12-12 (bug #5687)
  The options 'fillcolor' and 'spotcolor' of various functions incorrectly
  rejected ICC-based CMYK color specifications with the error
  "Option 'fillcolor' has too many values (> 5)".

- 2016-12-12 (bug #5736)
  PDF_begin_template_ext() didn't detect invalid client code where a template
  handle was used before its own definition was finished, e.g. the currently
  generated template was used in PDF_fit_image() during its own definition.

- 2016-12-08 (feature #2155)
  Allow the PDFlib Mini Edition to be built without use of any Posix functions.

- 2016-12-07 (bug #5733)
  Optimized code and documentation regarding loading fonts for use in form
  fields.
 
- 2016-12-07 (bug #5732)
  Multi-strip little-endian OJPEG TIFF images were not processed correctly on
  big-endian platforms.
  
- 2016-12-05 (bug #5727)
  PDF_set_option() didn't accept the "maxfilehandles" option; the use of
  PDF_get_option() with this option wasn't documented.

- 2016-12-05 (bug #5731)
  PDF_load_asset() didn't correctly check for compatibility=1.7ext3.


==================================
PDFlib 9.0.7p4 (November 30, 2016)
==================================

- 2016-11-30 (bug #5703)
  The .NET binding could not be built from source with Visual Studio 2015
  due to an incorrect linker option.

- 2016-11-30 (bug #5726)
  The test for invalid values of beta in PDF_skew_matrix() was incorrect.

- 2016-11-28 (bug #5717)
  XMP extension schema checking for PDF/A: custom value types were not
  honored if used in the definition of fields for another custom type.

- 2016-11-18 (bug #5713)
  PDF_create_textflow(): an error in the "matchbox" option could cause a
  memory leak.

- 2016-11-15 (bug #5710)
  Invalid PDF output could be created when the "reference" XObject option
  was used in page scope.

- 2016-11-11 (bug #5708)
  Spot colors created with PDF_makespotcolor() were written to the Resources
  dictionary even if they were not used on the respective page, pattern,
  template or glyph description.

- 2016-11-07 (bug #5700)
  Using "fakebold" at the beginning of a Textflow could incorrectly make
  subsequent text invisible.

- 2016-11-06 (bug #5701)
  The "optimize" or "linearize" options didn't handle non-ASCII characters
  in the user-supplied temp file name and the value of the "TMP" environment
  variable on Windows. 

- 2016-11-06 (bug #5698)
  Using save/restore in a Textflow could incorrectly change the tab alignment.

- 2016-11-06 (bug #5702)
  Text with artificial "fontstyle=italic" wass incorrectly positioned in
  Textflows.

- 2016-10-31 (bug #5608)
  Another kind of damaged TrueType font could cause a crash.

- 2016-10-31 (bug #5694)
  The graphics appearance option list "shading" did not take into account the
  current fill color if the "fillcolor" option was missing.

- 2016-10-31 (bug #5696)
  PDF_shading() didn't check whether the color values provided in the parameters
  c0, c1, c2, c3 were legal according to the selected colorspace. As a result,
  shadings could appear too short if invalid large color values were supplied.


=================================
PDFlib 9.0.7p3 (October 28, 2016)
=================================

- 2016-10-28 (bug #5693)
  The suboption "endcolor" of the "shading" graphics appearance option did
  not check whether the supplied colorspace was identical to the one in the
  "fillcolor" option.
  
- 2016-10-27 (bug #5692)
  Using "startcolor=none" in PDF_shading() could cause a crash.

- 2016-10-27 (bug #5690)
  Shadings based on ICCBased Gray colorspace were emitted with an incorrect
  function, resulting in pure black output instead of the expected gradient.

- 2016-10-25 (bug #5459)
  Changed the font encoding handling for form fields to work around
  display problems in Acrobat: for type=checkbox and radiobutton in
  PDF_create_field() no font is required. If a font is specified, only
  ZapfDingbats with encoding=builtin is accepted.
  Fonts loaded with encoding=unicode will not be loaded automatically with 
  encoding=winansi again. It is recommended to load TrueType/OpenType fonts
  with an 8-bit encoding instead of "unicode".

- 2016-10-25 (bug #5683)
  PHP 7 could crash when application code extended the PDFlib class.

- 2016-10-19 (bug #5676)
  PDF_fit_table(): rewind=1 did not completely rewind Textflows in cells
  outside the table instance. 

- 2016-10-19 (bug #5677)
  Fixed a small memory leak in PDF_create_field() in case an exception was
  thrown.

- 2016-10-18 (bug #5679)
  The tagging option "lang" did not accept some correct ISO 639-1 language
  codes, e.g. "nb" for Norwegian.

- 2016-10-17 (bug #5673, bug #5591/REOPENED)
  PDF_info_textflow(): textwidth=0 and textheight>0 are only reported
  for empty text lines if "truncatetrailingwhitespace=false" is set. By
  default, trailing whitespace is removed.
  
- 2016-10-11 (bug #5675)
  When a spot color was set (for example, with PDF_setcolor() or
  PDF_set_graphics_option(), PDFlib did not check whether the supplied handle
  actually referred to a spot color.


===================================
PDFlib 9.0.7p2 (September 27, 2016)
===================================

- 2016-09-27 (bug #5662)
  PDF_fit_table(): a table row could incorrectly be repeated in the next
  table instance under very specific conditions involving use of the
  "minrowheight" option.

- 2016-09-26 (bug #5666)
  An incorrect SMask was created for PNG images with more than one entry in
  the tRNS chunk if bitsPerComponent=1/2/4 and the image width wasn't divisible
  by 8/4/2.

- 2016-09-23 (bug #5665)
  If the /Group of an imported page was represented by an indirect object
  it got lost with PDF_open_pdi_page() in PDF/VT mode (a null object was
  emitted instead of the Group dictionary).

- 2016-09-06 (bug #5658)
  PDF_fit_textline() didn't honor the "blind" option, i.e. the text output
  appeared on the page although it shouldn't.

- 2016-09-06 (bug #5656)
  PDF_load_image() with "infomode" could incorrectly be called in object
  scope, resulting in a crash.

- 2016-09-01 (bug #5653)
  SVG import: images and vector graphics within a pattern could appear
  mirrored.

- 2016-08-29 (bug #5639)
  Implemented the "removeunusedlayers" option for PDF_open_pdi_document(). If
  it is set to false, all layer definitions are preserved regardless of their
  actual use on a page. This may be required to preserve hierarchical layers
  which don't have any own content, but only child layers. This setting also
  speeds up processing, but may result in unneeded layer definitions in the
  output.


================================
PDFlib 9.0.7p1 (August 26, 2016)
================================

- 2016-08-26 (bug #5631)
  The PHP7 wrapper did not call PDF_delete() in the destructor.

- 2016-08-24 (bug #5650)
  PDFlib for Ruby 2.3 could fail with
  LoadError in Customers::ArtefactsController#show
  "libgmp.so.3: cannot open shared object file:
   No such file or directory - .../PDFlib.so"
  due to a build problem

- 2016-08-24 (bug #5645)
  The "fontstyle" font option was not correctly processed for fallback fonts.

- 2016-08-21 (bug #5636)
  The last line of a Textflow could be missing under specific circumstances
  as a result of the fix for bug #5233 which was incomplete for charspacing > 0.


============================
PDFlib 9.0.7 (July 26, 2016)
============================

- 2016-07-26 (feature #2122)
  Modified the starter_geospatial samples to apply geospatial information to
  the page instead of to an image, which is required to create output that
  works with the Avenza viewer. For the same reason a workaround for the
  optional "bounds" entry is now demonstrated in the sample code.
  
- 2016-07-26 (feature #2124)  
  Modified the starter_block sample to demonstrate processing of input
  Block templates containing multiple pages.

- 2016-07-26 (bug #5614/bug #5137)
  The table engine could emit a confusing error message
  "Calculated table height X is too large (> Y, shrinking Z%)"
  if the last cell in a row was too small to hold a Textflow. Now a clear
  message is emitted in this situation.

- 2016-07-25 (bug #5622)
  The simple text output functions PDF_set_text_pos() etc. emitted a
  non-sensical error message
  "Floating point number 73000000000000000.000000 too large for PDF"
  instead of
  "Font size not specified for text"
  if the "font" option was set, but not "fontsize".

- 2016-07-25 (bug #5621)
  The option "xadvancelist" of PDF_fit_textflow() ignored the last specified
  value if the number of values in the list was smaller than the number of
  glyphs.

- 2016-07-25 (feature #2058)
  Replaced the Visual Studio 2005 project files for the C/C++ samples with
  newer ones for Visual Studio 2010.

- 2016-07-25 (bug #5620)
  The names of the temporary files created by the "linearize" and "optimize"
  options of PDF_begin_document() could collide in very rare cases, resulting
  in spurious PDI error messages during the second processing pass.

- 2016-07-25 (bug #5618)
  PDF_fit_table() now supports fitmethod=auto as follows: if the table box is
  narrower than the fitbox it is enlarged to the fitbox width. This slightly
  changes the previously undocumented behavior of fitmethod=auto for tables.
  The default fitmethod for tables was incorrectly documented as "meet"
  instead of "clip".

- 2016-07-22 (bug #5617)
  ICC profiles with a device class other than "prtr" or "mntr" were incorrectly
  accepted as output intent for PDF/A-2/3. Although not mandated by ISO
  19005-1 they are now also rejected in PDF/A-1 mode.

- 2016-07-21 (feature #2131)
  The deprecated function PDF_add_thumbnail() is now a no-op since users
  didn't create thumbnails, and Acrobat ignores embedded thumbnails anyway.

- 2016-07-21 (feature #2099)
  Reduced the amount of administrative memory per page by ca. 13%. This is
  important for documents with a large page count since all page structures
  are kept in memory until the end of the document.

- 2016-07-20 (bug #5616)
  Supplying a template handle (instead of an image handle) to
  PDF_fill_imageblock() resulted in wrong scaling of the template.

- 2016-07-19 (bug #5608)
  Certain kinds of damaged TrueType fonts could cause a crash.

- 2016-07-19 (feature #2119)
  Further reduced code and data size of the PDFlib Mini Edition (ME) by
  removing features which are usually not required on embedded systems.

- 2016-07-07 (bug #5605)
  The starter_pdfvt2.c sample used the deprecated API function
  PDF_setdashpattern() instead of the newer PDF_set_graphics_option().

- 2016-06-28 (bug #5587)
  Automatic table tagging must create a dummy table cell tag for cells which
  haven't been specified and therefore remain empty. However, the dummy tag
  was not created for empty header cells.

- 2016-06-27 (bug #5591)
  PDF_info_textflow() now returns a positive value for textheight instead of 0
  (and textwidth=0) for empty text lines.

- 2016-06-25 (bug #5595)
  The starter_pcos.c sample didn't compile on OS X in C++ mode due to a missing
  cast.

- 2016-06-25 (bug #5584)
  PDF/X-4p and PDF/X-5pg incorrectly used string format for URLs instead of the
  required URL specification format.

- 2016-06-20 (bug #5585)
  Calling PDF_fill_textblock() for the second Block in a series of linked
  Textflow Blocks didn't produce any text output although the first call to
  PDF_fill_textblock() returned "_boxfull" and not all text was filled into
  the first Block (bug introduced with the fix for bug #5468 in PDFlib 9.0.6p4).

- 2016-06-15 (bug #5579)
  Avoid a potential crash in the XML parser caused by malformed XML data.

- 2016-06-15 (bug #5573)
  PDF_fit_textflow() allows a tolerance of 1e-6 when processing tab values
  to prevent unexpected behavior caused by unavoidable inaccuracy of floating
  point calculations. 


==============================
PDFlib 9.0.6p9 (June 09, 2016)
==============================

- 2016-06-09 (bug #5569)
  Made the source code compatible with C++11 syntax requirements as enforced
  by Visual Studio 2015 in C++ mode.
 
- 2016-06-09 (bug #5572)
  The /W array in the font resource of a form field could incorrectly be
  omitted for CID fonts, resulting in wrong text spacing in the field for
  glyphs with a width different from 1000.

- 2016-06-07 (bug #5547)
  The pCOS pseudo object "linearized" incorrectly returned false/0 for
  linearized PDF documents > 2GB. Note that ISO 32000-1 doesn't clearly
  state that such files are actually legal.
  PDFlib now emits a warning when linearizing files > 2GB since Acrobat
  doesn't flag such documents as linearized.

- 2016-06-06 (bug #5540, feature #2104)
  pCOS: significantly improved the performance of bookmark retrieval (iterating
  over the bookmarks[] array) by ca. 20 percent.

- 2016-05-30 (bug #5559)
  A wrong glyph was emitted for U+F900 if the font contained more than
  0x1600 glyphs, e.g. NotoSansCJKjp-Medium.otf.

- 2016-05-30 (bug #5558)
  PDF_info_matchbox() didn't ignore named matchboxes created by PDF_fit_image()
  in blind mode.

- 2016-05-30 (bug #5554)
  The emulation of the deprecated API PDF_show_boxed() with Textflow didn't
  treat trailing spaces correctly. The problem has been fixed by applying
  the Textflow option "truncatetrailingwhitespace=false".

- 2016-05-24 (bug #5550)
  PDF_info_pdi_page() incorrectly did not accept (and ignore) some options
  of PDF_fit_pdi_page() with the keywords "fittingpossible", "lang",
  "topleveltag", "topleveltagcount". This is a documented convenience
  feature to facilitate unified option lists.

- 2016-05-23 (bug #5548)
  Loading a TrueType font without "cmap" table could cause a crash. 


=============================
PDFlib 9.0.6p8 (May 09, 2016)
=============================

- 2016-05-09 (bug #5536)
  PDF_open_pdi_page() incorrectly threw an error
  "Page 'X' of Tagged PDF document 'YYY' can be placed only once with
  usetags=true"
  when the same page was opened again for another output document.

- 2016-05-08 (bug #5532)
  Significantly improved the performance of splitting very large documents
  into small fragments of a few pages. When a PDI document is kept open across
  multiple output documents the time required for importing a single page is
  now independent from the total number of pages in the imported document.

- 2016-05-02 (bug #5533)
  PDF_create_annotation(), option "name": the function call now fails if
  a name is supplied which was already used for an earlier annotation on the
  same page. 

- 2016-05-02 (bug #5523)
  PDF_load_image() with imagetype=ccitt or raw: copy the incoming image data
  only if required due to the "invert" option.

- 2016-04-26 (feature #2048)
  Changed the default of the "copy" option of PDF_create_pvf() from "false"
  to "true" for all language bindings except C/C++. This avoids possible
  problems in situations where the client doesn't have full control over
  memory allocation and freeing, especially with garbage collection where
  the language no longer sees any reference to the data.

- 2016-04-25 (bug #5525)
  Gracefully handle certain invalid character reference sequences instead of
  applying incorrect character replacement.

- 2016-04-25 (bug #5523)
  Improved the performance of image processing with PDF_create_pvf() and
  PDF_load_image() (especially for bitmapped glyphs of Type 3 fonts) by
  avoiding a redundant copy of the data and optimization the allocation
  strategy.

- 2016-04-19 (bug #5513)
  Adding the mapping U+00DF (germandbls) to "ss" to the list of typographically
  similar characters. This way the character can be approximated even when used
  with fonts which don't contain it. Similar mappings for U+1E9E, U+0132 and
  U+0133 have been added. 


===============================
PDFlib 9.0.6p7 (April 13, 2016)
===============================

- 2016-04-13 (bug #5504)
  In Tagged PDF mode PDF_fit_pdi_page() could reject a page which contains
  only Artifacts or ILSEs (but no structure elements) with the error message
  "Element type 'Document' cannot contain direct content, but only other
  structure elements"
  if a grouping element is active. In this situation the page is now
  wrapped with a "PlibASpan" tag to avoid direct content. This approach
  works only in PDF/UA mode since here all content consists of structure
  elements and Artifacts.

  In PDF/UA mode PDF_fit_pdi_page() could reject an empty page with the
  inappropriate message
  "Element type 'Document' cannot contain direct content, but only other
  structure elements".
  Now empty pages can always be imported regardless of the tag structure.

- 2016-04-05 (bug #5497)
  PHP binding: PDF_info_graphics() with "fittingpossible" could incorrectly
  complain about invalid handles (e.g. "Option 'defaultrgb' has bad ICC profile
  handle X").

- 2016-04-05 (bug #5501)
  PDF_load_image() with option "clippingpathname": if "infomode=true" an
  image handle is returned instead of an error even if the specified
  clipping path is not present in the image file. The handle can be supplied
  to PDF_info_image() with the keyword "clippingpath" to check the existence
  of clipping paths. This behavior solves the problem that image data was
  embedded even if PDF_load_image() returned an error caused by a missing
  clipping path.


===============================
PDFlib 9.0.6p6 (March 30, 2016)
===============================

- 2016-03-30 (bug #5493)
  Fixed problem in PDF_get_value() with key "textx", which happens after
  calling PDF_fit_texline() with a font loaded with encoding=unicode and
  charspacing != 0.

- 2016-03-30 (bug #5491)
  Fixed buffer overflow for long file names.


===============================
PDFlib 9.0.6p5 (March 23, 2016)
===============================

- 2016-03-23 (bug #5475)
  Further performance improvements for importing very large Tagged PDF
  documents with a linear tag structure.
  
- 2016-03-23 (bug #5479)
  Implemented the new "strict" suboption of the "metadata" option which
  disables automatic fixing of minor syntactic issues in the user-supplied
  XMP.

- 2016-03-23 (bug #5487)
  The parser for the CSS shorthand "font" property in SVG didn't correctly
  handle unquoted font family names containing spaces.

- 2016-03-22 (bug #5456/REOPENED)
  The previous fix for Textflows with verticalalign=bottom and wrap boxes
  wasn't complete.

- 2016-03-21 (bug #5480)
  Fixed a crash in PDF_fit_graphics() which occurred when PDF_info_graphics()
  had been called earlier with "fittingpossible" and a named matchbox.

- 2016-03-21 (bug #5478)
  Reduced the memory usage of PDF_open_pdi_document() with usetags=true by
  ca. one third through more efficient parameterization of the vector class.

- 2016-03-21 (bug #5483)
  Source code packages only: removed a confusing internal option from the
  help message of the configure script for Windows.

- 2016-03-10 (bug #5472)
  PDF_create_field() incorrectly rejected the "action" option with
  "Unknown option '<trigger>'" when one of the trigger events open/close/
  visible/invisible was supplied.


===============================
PDFlib 9.0.6p4 (March 02, 2016)
===============================

- 2016-03-02 (bug #5485)
  The PHP binaries for OS X required OS X 10.9 or above due to a problem with
  the build process (problem introduced in PDFlib 9.0.6p1). Now they work
  with OS X 10.6 and above, with the exception of PHP 7 binaries which require
  OS X 10.9.

- 2016-03-02 (bug #5471)
  Updated the PECL package for PHP to pdflib-4.0.0.tgz.

- 2016-03-02 (bug #5469)
  PDF_fit_table() would unexpectedly produce an empty cell and split a table
  if minrowheight was set to a value between 0 and the height of the first
  line for a Textflow line. Although the Textflow couldn't be placed, an
  undesired empty table cell was created nevertheless. Now the last table
  row is no longer split in this situation.

- 2016-02-25 (bug #5464)
  If an SVG graphics contained an image which could not be loaded,
  PDF_load_graphics() silently ignored the image instead of failing, even with
  the option "errorconditions={references={image}}". Now processing fails
  when this option is supplied.

- 2016-02-24 (bug #5468)
  Clarified the behavior of PDF_fill_textblock() for Blocks with status=ignore
  where the "textflowhandle" option is supplied. If the handle is -1, a
  handle to an empty Textflow is returned; otherwise the Textflow handle
  is returned without modifying the Textflow (since no output is created).

- 2016-02-23 (bug #5467)
  The charspacing and wordspacing values were applied with incorrect sign
  in vertical writing mode (bug introduced in PDFlib 9.0.5).

- 2016-02-23 (bug #5465)
  Significantly improved the performance of PDF_open_pdi_page() for very
  large PDF/UA documents. A lot of time was spent for checking the "Lang"
  attribute of imported structure elements which is now optimized.

- 2016-02-23 (bug #5463)
  Implemented support for the CSS shorthand "font" property in SVG graphics.
  
- 2016-02-19 (bug #5460)
  In PDF/UA mode PDF_fit_pdi_page() could fail if an imported page was
  placed in multiple different output documents:
  "Page '..' of Tagged PDF document '...' can be placed only once
  with usetags=true"
  This message is not appropriate if the placements affect different output
  documents.

- 2016-02-19 (bug #5462)
  In PDF/UA mode PDF_fit_pdi_page() could reject an empty page with the
  inappropriate message
  "Element type 'Document' cannot contain direct content, but only other
  structure elements".
  Now empty pages can always be imported regardless of the tag structure.
  
- 2016-02-15 (bug #5456)
  Textflow: the combination of verticalalign=bottom and wrap boxes could
  result in incorrect placement where the vertical alignment requirement was
  not met.

- 2016-02-15 (bug #5455)
  CEF fonts without a "head" table were assumed to always use 1000 units per
  em, which isn't correct for some fonts. As a result, the glyph widths were
  scaled incorrectly.

- 2016-02-15 (bug #5454)
  Font handling for SVG documents could occasionally trigger an internal
  error message
  "Illegal array index ... in function pdc__vtr_at"
  or
  "Floating point parameter 'fontsize' has bad value 0.000000000000000
   (too close to 0)".
  This was caused by incorrect handling of fallback fonts for a font with
  artificial font style or weight if a fallback font for the main font was
  already available.
  

==================================
PDFlib 9.0.6p3 (February 03, 2016)
==================================

- 2016-02-03 (bug #5443)
  Textflow: although the "leader" option disables kerning, the kerning values
  were nevertheless taken into account for the width calculations, resulting
  in incorrect output. Typically, the dotted leader line would overshoot if
  the font contained a kerning pair for "..". 

- 2016-02-03 (bug #5445)
  Improved performance of Tagged PDF generation for document structures with
  large numbers of sibling elements in the structure tree.

- 2016-02-02 (bug #5435, feature #1550)
  The PHP 7 binding for Windows 64-bit did not correctly pass parameters and
  could emit inappropriate error messages of the kind
  "Handle parameter or option of type '...' has bad value 0".

- 2016-02-02 (bug #5444)
  When a TTC font was found, but the requested font name was not available
  in the collection, PDF_load_font() would emit an incorrect message
  "Function must not be called in 'object' scope".

- 2016-01-25 (feature #2062)
  Implemented the keyword "type" for PDF_info_path() to query the type of a
  point on the path.

- 2016-01-20 (bug #5437)
  PDF_get_pdi_parameter() in the PHP 7 binding did not handle returned strings
  correctly, which could result in garbage characters at the end of a string.

- 2016-01-08 (bug #5430)
  PDF_makespotcolor() could crash in the COM binding (bug introduced in
  PDFlib 9.0.2p4)

- 2016-01-08 (feature #2055)
  Implemented the CSS property "background-color" for SVG graphics.

- 2016-01-05 (feature #2054)
  Fetch the capHeight and xHeight values from the PCL table of TrueType fonts
  without any OS/2 table to improve the accuracy of glyph placement.


==================================
PDFlib 9.0.6p2 (December 17, 2015)
==================================

- 2015-12-17 (bug #5359/REOPENED)
  The option "createrichtext" of PDF_create_annotation() did not ensure that
  only grayscale or RGB colors were used in the supplied Textflow. As a result,
  CMYK colors were incorrectly interpreted as RGB values.

- 2015-12-17 (bug #5422)
  Fixed a crash when importing SVG files where a "transform" attribute
  contained only whitespace.

- 2015-12-14 (bug #5417)
  The PHP mini samples starter_svg.php, starter_pdfvt1.php, starter_webform.php
  did not use the "dirname" idiom for specifying the searchpath in a
  platform-independent way.

- 2015-12-11 (bug #5423)
  Reject ICC profiles with an internal version number < 2.0 since such
  versions have never been published and Acrobat issues an error message for
  such profiles.

- 2015-12-09 (bug #5420)
  The "colorize" option was incorrectly accepted for RGB and RGBA PNG images.

- 2015-12-08 (bug #5416)
  The PDFlib class could not be extended in the PHP 7 binding due to a
  combination of an incorrect flag in the language wrapper and modified
  behavior in PHP 7. 


==================================
PDFlib 9.0.6p1 (December 04, 2015)
==================================

- 2015-12-04 (bug #5411)
  The DSO for PHP 7 on OS X didn't work with the PHP 7 final release due
  to a build problem.


================================
PDFlib 9.0.6 (November 24, 2015)
================================

- 2015-11-24 (bug #5362)
  When feeding a Textflow to the "createrichtext" option of
  PDF_create_annotation(), a newline is now created in XFA automatically.

- 2015-11-23 (bug #5377)
  Modified the starter_pcos mini samples for C, PHP, Python and Ruby to avoid
  the deprecated API PDF_utf8_to_utf16() in favor of PDF_convert_to_unicode(). 
 
- 2015-11-23 (bug #5353)
  Added a sanity check for the number of components in JPEG 2000 images
  relative to the colorspace.

- 2015-11-20 (bug #5402)
  Suppress empty rectangles which were created internally in certain situations,
  e.g. for the "showborder" option in the absence of a fitbox.

- 2015-11-19 (feature #1582)
  Implemented the option "transform" for PDF_open_pdi_page() so that an
  imported page can be adjusted in size, rotation, or location.

- 2015-11-18 (feature #2012)
  Implemented support for watermarks which can be edited in Acrobat (new
  option "watermark" in PDF_begin_template_ext()).

- 2015-11-18 (bug #5389)
  The tagging sequence "tagname=Artifact artifacttype=Pagination" with
  compatibility < 1.7 triggered an incorrect exception
  "Value 'Pagination' of property 'artifacttype' for tag 'Artifact' requires
  PDF 1.7" although there are no restrictions for the option "artifacttype".

- 2015-11-18 (feature #1927)
  Check XMP on non-document-level (e.g. page-level XMP) for PDF/A extension
  schema requirements. Unlike PDF/A-1, this is required for PDF/A-2 and PDF/A-3.

- 2015-11-17 (bug #5339)
  Modified the colorspace checks in the JPEG 2000 parser as follows:
  - "colr" boxes with METH=4 don't immediately trigger rejection, but only
    if no other usable colorspace is present.
  - The check that the "colr" box with APPROX=1 uses only METH=1, 2, or 3 is
    now only applied in PDF/A-2/3 mode.

- 2015-11-17 (bug #5350)
  Modified the JPEG parser to avoid mistreating certain JPEG 2000 flavors as
  damaged JPEG images. This modification involved removal of very old and
  deprecated code for skipping initial garbage and some conditional code
  for the SAS compiler.

- 2015-11-16 (feature #2039)
  Implemented the additional IpCOS interface in the Java binding which offers
  all core pCOS API functions plus various support functions for error handling,
  PVF handling etc. This interface facilitates demonstration of pCOS features
  in the pCOS Cookbook regardless of which product is used.

- 2015-11-16 (feature #2030)
  Relax the PDF/UA-1 requirement that TH elements require the "Scope"
  attribute since this requirement has been dropped from ISO 14289-1:2014.

- 2015-11-16 (bug #5390)
  PDF_fit_textline() and other content placement functions could crash in
  Tagged PDF mode if no structure element was active. This rare situation can
  happen, for example, when creating a template before the first page.

- 2015-11-11 (bug #5365)
  Text options installed with PDF_set_text_option() could get lost if
  PDF_setfont() was called afterwards (note that the API Reference warns
  against mixing both kinds of calls).
  
- 2015-11-03 (bug #5373)
  Incorrectly encoded TrueType text fonts with PUA values in the Microsoft
  Windows cmap are treated as Unicode text fonts provided usable glyph
  names are present in the font's "post" table.

- 2015-11-03 (bug #5359)
  The option "createrichtext" of PDF_create_annotation() did not ensure that
  only grayscale or RGB colors were used in the supplied Textflow. As a result,
  CMYK colors were interpreted as RGB values.
 
- 2015-10-27 (bug #5357)
  Implemented the options "artifactsubtype", "artifacttype" and "contents"
  for PDF_begin_mc() and PDF_begin_mc_point(), and clarified the supported
  subset of standard tagging options for these functions.

- 2015-10-26 (bug #5352)
  Prevent denial of service attack via crafted TIFF images with huge pixel
  size (CVE-2015-7313). 

- 2015-10-20 (bug #5349)
  PDF_create_annotation(): the PDF 1.5 keywords "rclosedarrow" and
  "rclosedarrow" for the option "endingstyles" did not work.


=================================
PDFlib 9.0.5p5 (October 14, 2015)
=================================

- 2015-10-14 (bug #5338)
  The OS X framework could be broken in some packages.

- 2015-10-14 (bug #5340)
  Adjusted the following PHP mini samples to prepare them for PHP 7:
  starter_fallback.php, starter_pdfvt1.php, starter_portfolio.php,
  starter_shaping.php

  Without the constructor renaming PHP 7 would emit the following warning:
  "Methods with the same name as their class will not be constructors in a
   future version of PHP; shaping has a deprecated constructor in XXX.php".

- 2015-10-12 (feature #2021)
  Added support for the RDF shorthand attribute syntax which is sometimes used
  in XMP metadata.

- 2015-10-09 (bug #5329)
  The sample application in the iOS package didn't run out of the box due
  to a packaging problem.

- 2015-10-09 (bug #5331)
  Modified the fix for bug #5072 such that the Unicode remapping is also
  suppressed for U+00AD to prevent the mapping for U+002D from being lost
  for fonts where both characters are represented by the same glyph.

- 2015-10-05 (bug #5327)
  In certain situations PDFlib could reject XMP due to PDF/A extension schema
  description problems even when not creating PDF/A output. 

- 2015-09-28 (bug #5325)
  Fixed heap corruption caused by EBCDIC-encode PFA files on EBCDIC systems.


===================================
PDFlib 9.0.5p4 (September 18, 2015)
===================================

- 2015-09-18 (feature #1903)
  Added support for PHP 7 (which is currently in beta).

- 2015-09-18 (bug #5319)
  Subsetting certain OpenType fonts, e.g. DFMaruGothicPro5-W5 could result
  in invalid subsets which triggered an Acrobat error message
  "Cannot extract the embedded font '...'. Some characters may not display
  or print correctly."
  The reason was that the fix for bug #5173 was not yet general enough.
  
- 2015-09-18 (bug #5303)
  Reject TIFF CIELab images with bpc != 8.

- 2015-09-17 (bug #5302)
  Drop .jpm from the list of file name suffixes for images since JPEG 2000
  part 6 (Compound) images are not actually supported.

- 2015-09-16 (bug #5317)
  Encoding IBM-1145 could not be opened on zSeries.

- 2015-08-18 (feature #2000)
  TrueType/OpenType fonts with a type 12 cmap: the generated ToUnicode CMap
  could incorrectly map the space character to U+FFFD instead of to U+0020
  if the font mapped multiple control characters and U+0020 to the same glyph.

- 2015-08-18 (bug #5296)
  PDF_fill_image_block() didn't ignore position=auto as it should, but placed
  the image outside the block instead.


================================
PDFlib 9.0.5p3 (August 17, 2015)
================================

- 2015-08-17 (bug #5289)
  PDF_fit_textflow() did not correctly identify attempts at using "restore"
  without any prior "save".

- 2015-08-13 (feature #1991)
  Implemented the "datestring" option for PDF_create_annotation() to pass
  a specific creation date for annotations. This may be useful for applications
  which clone old annotations.

- 2015-08-13 (bug #5260)
  Added support for Perl 5.8 on HP-UX IA64.

- 2015-08-13 (bug #5287)
  PDF_fit_textflow() with verticalalign=bottom and fitmethod=nofit: overflowing
  text was no longer placed above the top border, but below the bottom
  border, therefore violating the vertical bottom alignment (introduced with
  the fix for bug #5253 in PDFlib 9.0.5p2).

- 2015-08-12 (bug #5288)
  The characters U+00A0 NO-BREAK SPACE and U+202F 202F NARROW NO-BREAK SPACE
  have incorrectly been replaced with the .notdef glyph instead of with the
  glyph for U+0020 if no corresponding glyph was found in the font. 

- 2015-08-12 (feature #1941)
  PDF_create_annotation(): added support for annotations with type "Caret".

- 2015-08-12 (bug #5278)
  A check was missing when loading a raw image with more than 1 bits per
  component and the "mask" option. As a result invalid PDF was generated.

- 2015-08-11 (bug #5276)
  The extension-based search for font or image files was terminated
  prematurely if a directory in the search path was not accessible. As a
  result the misleading error message was emitted:
  "Couldn't open font file 'XXX.tte' for reading (permission denied)".

- 2015-08-11 (bug #5279)
  Fixed a crash on MVS with CICS when no UPR file was found in PVF.

- 2015-08-05 (feature #1944)
  Added support for Perl 5.22.

- 2015-08-04 (bug #5273)
  The 64-bit Python 2.6 binary was missing from the OS X package.


==============================
PDFlib 9.0.5p2 (July 29, 2015)
==============================

- 2015-07-29 (bug #5271)
  The compatibility check for ICC profiles was wrong for TIFF images with
  palette color. As a result, correct RGB profiles were rejected with
  "ICC profile for image file 'XXX' doesn't match image data"
  and incorrect grayscale profiles were accepted.

- 2015-07-28 (bug #5269)
  Interpret Photoshop resource id 0x435 to identify spot color channels as
  such. Previously only the similar older resource id 0x03EF was interpreted.
  As a result, TIFF images which have been created with Photoshop CS3 or
  above and contained a spot color channel had the spot color channel
  incorrectly applied as alpha channel.

- 2015-07-28 (bug #5267)
  The mask (alpha channel) in multi-strip TIFF images with separate image
  planes was not processed correctly.
  
- 2015-07-27 (bug #5265)
  Multi-strip TIFF images with separate image planes could cause a crash if
  the last strip was shorter than the previous strips.

- 2015-07-27 (bug #5266)
  Reject extended JPEG 2000 images (JPX) which use features outside the
  baseline set except those which are explicitly allowed in the PDF reference.
  This check is required to ensure ISO 32000-1 conforming output. 

- 2015-07-27 (bug #5263)
  Reject JPEG 2000 images which are larger than 2GB since such images are
  subject to the 32-bit "integer" restriction in ISO 32000-1. Also, JPEG 2000
  images with a non-zero entry in the XLBox have been interpreted incorrectly.

- 2015-07-21 (bug #5253)
  PDF_fit_textflow() ignored wrapboxes outside the fitbox (bug introduced
  in PDFlib 9.0.2p4).

- 2015-07-15 (bug #5252)
  PDF_add_table_cell(): trying to create tables with more than 32 cells
  resulted in an inappropriate error message
  "Cell in column(s) 33 and row(s) X: Illegal array index 32".
  (Bug introduced in PDFlib 9.0.4p1.)

- 2015-07-10 (bug #5251)
  Guard the logging code against TIFF images with damaged Photoshop
  DisplayInfo resources.

- 2015-07-07 (bug #5245)
  PDF_fit_textflow(): text could end with a single-line paragraph despite
  minlinecount=2.

- 2015-07-07 (bug #5246)
  Clarified the effect of "textrendering" on Type 3 fonts in code and
  documentation.


==============================
PDFlib 9.0.5p1 (June 29, 2015)
==============================

- 2015-06-29 (bug #5234)
  A misleading message "Invalid UTF-8 sequence" was emitted if the text options
  "charref" and "textformat=utf8" were set and the first half of a surrogate
  character was supplied as character reference. Now the clearer message
  "Illegal keyword or HTML character entity '&#x....;' (illegal character code)"
  is emitted.

- 2015-06-26 (bug #5233)
  Textflow: "verticalalign=center" or "bottom" was violated if
  adjustmethod=split was provided and the last text line would fit into the
  line, but not with an additional hyphen character. In this situation an
  additional empty line was created.

- 2015-06-24 (bug #5241)
  The "filename" parameter of PDF_info_pvf() was incorrectly treated in
  the non-Unicode-aware language bindings which could result in garbled
  filenames or an inappropriate error "Invalid UTF-16 string (odd byte count)".
  Affected bindings: C++, Perl, PHP, Python, Ruby, Tcl

- 2015-06-23 (bug #5239)
  TIFF images with photometric=min-is-white, extra samples, and separate
  image plane organization appeared inverted.
  
- 2015-06-19 (bug #5237)
  The "createpvf" option PDF_begin_document() triggered an inappropriate warning
  "Couldn't open PDF file '/pvf/XXX.pdf' for reading (no such regular file)".
  Now the file size of the generated PVF file is emitted for logging level
  api=1.

- 2015-06-16 (bug #5232)
  The "xadvancelist" option of PDF_fit_textflow() didn't accept the value 0
  although this is reasonable for non-spacing glyphs.

- 2015-06-09 (bug #5230)
  PHP binding: PDF_load_image() could crash if an image had an ICC profile
  embedded and the image data had to be inverted (e.g. CMYK JPEG or "invert"
  option). 

- 2015-06-08 (bug #5224)
  PDF_fill_graphics_block(): if a graphics block contained an invalid entry
  "defaultpdf" (which was created by some older versions of the Block Plugin)
  this entry was used instead of "defaultgraphics", and triggered an
  inappropriate error message.

- 2015-05-21 (bug #5213)
  Avoid an empty JBIG2Globals stream for JBIG2 images which have been
  loaded with the "copyglobals" option, but don't actually contain any
  global segment.


===========================
PDFlib 9.0.5 (May 20, 2015)
===========================

- 2015-05-20 (feature #1890)
  PDF_load_image() now rejects JPEG2000 images with illegal palette size,
  and correctly determines the number of components for palette-based JPEG2000
  images which is relevant for rejecting or accepting a user-supplied ICC
  profile.

- 2015-05-18 (feature #1897/continued)
  Always omit the trailing section of embedded Type 1 fonts since this section
  with zero bytes is not actually required per ISO 32000-1.

- 2015-05-18 (bug #5199)
  PDF_create_field() with type=pushbutton, checkbox, or radiobutton incorrectly
  accepted trigger events other than the allowed "activate".

- 2015-05-18 (bug #5205)
  PDF_create_annotation() no longer emits /QuadPoints if usercoordinates=true
  and the annotation edges are parallel to the page edges. This change works
  around display problems in Acrobat with very large or very small scaling
  factors in the CTM.

- 2015-05-18 (bug #5190)
  Perl binding: changed the order of cleanup operations to avoid the message
  "Library context pointer 0x0 is invalid ***" on stdout in rare situations
  related to the order in which the Perl operator calls destructors. The
  problem happened only very close to the end of the process.

- 2015-02-18 (feature #1872)
  Optimized PDI page import to avoid unnecessary wrapping with a Form XObject
  for pages from documents which themselves have been imported with PDI
  without any transformation (e.g. scaling or rotation), provided certain
  conditions related to page import options are met.

- 2015-05-18 (bug #5198)
  PDF_process_pdi(): action=copyallblocks and action=copyblocks could hang
  when copying Blocks which have been converted from AcroForms with the
  PDFlib Block Plugin (any version).

- 2015-05-18 (bug #5202)
  Some JBIG2-compressed images were rejected with the message
  "Corrupt JBIG2 image file 'XXX.jbig2'"
  This problem affected JBIG2 images which contained a segment of type
  "immediate generic region" and and the value 0xFFFFFFFF in the "length"
  field (which is legal according to the JBIG specification).

- 2015-05-18 (feature #1938)
  PDF_open_pdi_document() always imported the structure hierarchy of imported
  Tagged PDF documents, even for untagged output or in object scope. This
  has been changed to the documented default of importing tags only for
  Tagged PDF output to avoid a performance hit in the untagged output case.

- 2015-05-13 (feature #926)
  Added support for proportional metrics in vertical writing mode; it can
  be enabled with the new "readverticalmetrics" font option.

- 2015-05-12 (bug #5195)
  Added support for Visual Studio 2013 (VS12) and 2015 (VS14) to the build
  system.

- 2015-05-06 (bug #5130)
  PDF_create_field() rejects a signature field if a field with the same
  name already exists in the same document.

- 2015-05-08 (feature #1896)
  Implemented the new option "boundingbox" for PDF_begin_template_ext().

- 2015-05-06 (feature #1929)
  Added support for user-supplied custom CMaps.

- 2015-05-06 (bug #5189)
  The SVG property "baseline-shift" is now properly applied to vertical text.

- 2015-05-01 (bug #5188)
  Black-and-white TIFF images with more than 100 megapixels are no longer
  handled in passthrough mode by default, resulting in a single image instead
  of many small strips. The previous limit had been implemented to work
  around memory restrictions in COM, but was no longer required due to changes
  in the processing of black-and-white TIFF images.

- 2015-04-29 (feature #1765)
  Documented support for OpenType Collection (also called Font Collections)
  files according to the OpenType 1.7 specification.

- 2015-04-29 (bug #5185)
  Add the file name to the error message which is emitted for damaged PNG
  images.

- 2015-04-27 (bug #5182)
  Reject HDR TIFF images with photometric=PHOTOMETRIC_LOGLUV or
  PHOTOMETRIC_LOGL since PDFlib cannot convert these to PDF correctly.

- 2015-04-27 (bug #5180)
  Named matchboxes defined in the "fittextflow" option of PDF_add_table_cell()
  could results in wrong matchbox coordinates returned by PDF_info_matchbox().

- 2015-04-27 (bug #5178)
  The /FontName entry in the FontDescriptor did not always match the
  /BaseFont entry in the corresponding font or CIDFont dictionary. Although
  the match is irrelevant for PDF rendering, ISO 32000-1 mandates identical
  entries, and some validators check for equality. 

- 2015-04-23 (bug #5172)
  Emit an error message if the number of fallback fonts for a particular
  font exceeds a font-specific implementation limit.

- 2015-04-23 (feature #1924)
  The "colorize" option of PDF_load_image() now supports a Color option list
  in addition to a spot handle. This facilitates defining and using a spot
  color for colorizing an image without the need for creating and passing a
  spot color handle.

- 2015-04-23 (bug #5176)
  Added a PDI workaround to fix syntax problems in documents created by
  Oracle PDF driver.
 
- 2015-04-23 (bug #5173)
  Subsetting fonts in the "Noto Sans CJK" font family resulted in invalid
  subset font output due to the specific internal nature of the CFF data.
  This triggered the Acrobat message
  "Cannot extract the embedded font '...'. Some characters may not display
  or print correctly."

- 2015-04-23 (bug #5169)
  PDF_fit_image() with the "clipping" option incorrectly clipped BMP images
  from the top instead of from the bottom

- 2015-04-16 (bug #5164)
  Fixed a problem with an uninitialized variable in the XMP parser.

- 2015-04-15 (bug #5163)
  The /Decode array created via the "invert" or "colorize" options of
  PDF_load_image() could be wrong for Indexed and Lab colorspaces or
  rare cases of ICCBased color.
 
- 2015-04-09 (bug #5158)
  Text output in vertical writing mode did not take into account the
  charspacing and wordspacing options. Kerning values for vertical writing
  mode can be applied now, but for compatibility reasons the default of
  the "readkerning" option is false for vertical fonts.  


===============================
PDFlib 9.0.4p2 (April 08, 2015)
===============================

- 2015-04-08 (bug #5105)
  Significantly improved the performance of Tagged PDF import with documents
  containing a very large structure hierarchy.

- 2015-04-02 (bug #5145)
  Updated the published CMap package to PDFlib-CMap-2.0 since PDFlib-CMap-1.0
  contained an outdated Unicode mapping file "Adobe-GB1-UCS2".

- 2015-04-01 (bug #5152)
  Improved the consistency check for JPEG2000 images to ensure that images
  without the required "ihdr" box are rejected before accessing the data
  (and risking an exception). Also check for the required "ftyp" box.
  
- 2015-04-01 (bug #5150)
  Fixed a crash on little-endian platforms with 16-bit RGB TIFF images if
  the TIFF contained damaged row data.

- 2015-04-01 (feature #1913)
  Added a binding for Python 3.3 and above on OS X.

- 2015-03-31 (bug #5149)
  Text output could fail with the message
  "Illegal array index 54328 in function pdc__vtr_at"
  if a glyph from a fallback font was used where the glyph id was larger
  than the number of glyphs in the master font.
 
- 2015-03-31 (bug #5147)
  Accept character devices such as /dev/null as output file.

- 2015-03-26 (bug #5138)
  The default search path entries were incorrectly registered again after
  deleting them when a UPR file was explicitly loaded with the "resourcefile"
  option.

- 2015-03-23 (bug #5136)
  PDI incorrectly rejected strings larger than 64KB with a misleading
  message
  "PDF format error: "Unbalanced '(' in string (file 'XXX' at offset YYY)."
  Since such strings don't appear in well-formed imported pages this problem
  went unnoticed for a long time.

- 2015-03-20 (bug #5134)
  Importing a PDF page with layers caused a crash if /Root/OCProperties/D/OFF
  didn't contain any entries.

- 2015-03-18 (bug #5064)
  Textflow rejected incoming text with more than 255 space characters
  ("Text contains too many spaces (> 255) between words").

- 2015-03-18 (bug #5131)
  Attempting to load unsupported WOFF2 fonts resulted in an unexpected
  message.

- 2015-03-07 (bug #5116)
  Debug builds for Windows crashed upon startup. Since PDFlib GmbH does
  not deliver such binaries the problem affected only source code customers
  with a custom build process.

- 2015-03-05 (bug #5114)
  Fixed wrong format of long integers in TIFF logging output on Windows 64-bit.

- 2015-03-04 (bug #5110)
  CMYK and RGB TIFF images with 1, 2 or 4 bits per component are not supported
  with passthrough=false, but were not rejected.

- 2015-03-03 (bug #5111)
  PDI incorrectly dealt with object streams without any whitespace between
  the last object offset and the first object if the first object represented
  a number.

- 2015-02-27 (bug #5109)
  16-bit TIFF images with little-endian byte order and LZW compression with
  Predictor resulted in incorrect PDF display if they were processed in
  passthrough mode. Workaround: use "passthrough=false".


==================================
PDFlib 9.0.4p1 (February 26, 2015)
==================================

- 2015-02-26 (feature #1892)
  Implemented the new keyword "hostfont" for the "skipembedding" font option.

- 2015-02-26 (bug #5075)
  Refined the search for images referenced from SVG files in combination with
  searchpath to match user expectations. If PDFlib doesn't find a referenced
  file according to the previous method:
  <prog2svg>/<svg2image>/<imagefile> and
  <searchpath>/<prog2svg>/<svg2image><imagefile>
  then it attempts to locate the file without the <prog2svg> component:
  <searchpath>/<svg2image>/<imagefile>.

- 2015-02-25 (bug #5102)
  TIFF images with 1, 2 or 4 bits per component and an alpha channel are
  unsupported, but were not properly rejected, resulting in garbage image
  output.

- 2015-02-25 (bug #5108)
  OpenType features with GSUB LookupType 7 were not interpreted correctly,
  but triggered a warning "Member CoverageFormat has invalid value XXX".

- 2015-02-23 (bug #5062)
  PDFlib for Ruby 2.1 and 2.2 could fail on Linux and FreeBSD with a message
  ".../kernel_require.rb:54:in `require': libgmp.so.3: cannot open shared
  object file: No such file or directory"

- 2015-02-23 (bug #5106)
  UPR files without a newline character at the end could cause a crash.

- 2015-02-23 (bug #5100)
  PDF_open_pdi_page() could throw an exception "Internal error: assertion
  failed" when trying to import a page without a /Type key if this page
  was not the first imported page.

- 2015-02-23 (bug #5104)
  SVG import: the specification does not define the behavior of <textPath>
  elements which are surrounded by text with the attribute text-anchor="middle".
  PDFlib output now drops the surrounding text along with the path text
  to match the behavior of common browsers.

- 2015-02-16 (bug #5091)
  During the first pass of Type 3 font generation with subsetting
  PDF_load_image() with inline=true could incorrectly write glyph outline
  descriptions to the PDF output into the dead area between objects.

- 2015-02-15 (feature #1897)
  Accept PostScript Type 1 fonts in PFB format where the block of trailing
  zero bytes is missing.

- 2015-02-15 (feature #1895)
  Implemented the resource category "cmap" which was already documented,
  but not actually supported in PDFlib.

- 2015-02-13 (bug #5072)
  User-supplied control characters trigged ActualText creation per feature
  #1786, which in turn results in problems with Acrobat's text extraction.
  Control characters now no longer trigger ActualText creation.

- 2015-02-12 (bug #5077)
  Fixed a potential problem with uninitialized memory related to CCITT-
  compressed TIFF images.

- 2015-02-11 (bug #5074)
  Fixed a memory problem in PDF_fit_textflow() which could happen under
  rare circumstances.

- 2015-02-10 (bug #5065)
  Significantly improved performance of resource enumeration for very large
  numbers of fonts or images, e.g. when querying the pCOS paths "length:fonts"
  or "length:pages[...]/fonts".

- 2015-02-10 (bug #5066)
  Control characters replaced by the replacement character in PDF_fit_textline()
  no longer trigger creation of ActualText. 

- 2015-02-10 (bug #5053)
  Eliminated an inappropriate warning with logging class api=2 related to
  the internal use of PDF_deflate_unicode() in the wrappers for Unicode-aware
  language bindings.

- 2015-02-02 (bug #5052)
  PDF_open_pdi_page() could cause a stack overflow with input documents
  which contain layers and invalid recursive resource definitions. As a
  workaround userlayers=false can be used.

- 2015-01-26 (bug #5049)
  Reduced the stack requirements of PDF_fit_table() for tables with Textflow
  cells. Especially on 32-bit machines a very large number of Textflow cells
  in a table could cause a stack overflow.

- 2015-01-22 (bug #5039)
  In some cases Textflow could create isolated lines even if "minlinecount=2"
  was specified.

- 2015-01-19 (feature #1879)
  PDF_set_encoding_char() now honors implicit Unicode semantics in glyph
  names, e.g. "unixxxx", "uxxxxx", "Uxxxxxxxx" etc.

- 2015-01-15 (bug #5032)
  The (unsupported) encodings "macexpert" and "adobesymbol" resulted in
  missing glyphs.

- 2014-12-16 (bug #5005)
  PDF_load_font() with the option "initialsubset" could result in an
  inappropriate warning for the supplied encoding name(s)
  "Illegal HTML character entity 'iso8859' (illegal character name)".


================================
PDFlib 9.0.4 (December 15, 2014)
================================

- 2014-12-15 (bug #5001)
  If a font with fontstyle=bold was active and a template was placed, text
  within the template appeared embolded even if the font for that text didn't
  have fontstyle=bold.

- 2014-12-12 (feature #1861)
  Added a comment to all PHP samples about disabling host font access to
  avoid potential crashes with certain combinations of PHP builds and
  OS X versions.

- 2014-12-11 (bug #4994)
  The "enumeratefonts" action did not create proper resource definitions
  for font styles contained in a TTC file, e.g. "Gill Sans,Italic" was
  created instead of "Gill Sans Italic".

- 2014-12-05 (bug #4931)
  PDF_create_gstate(), option "softmask", suboption "template": according
  to ISO 32000-1 PDFlib now enforces the following rule: if type=luminosity,
  the supplied template handle must have been created with the "colorspace"
  suboption of the "transparencygroup" option with a value different from
  "none". 

- 2014-11-28 (bug #4952)
  The XMP engine produced invalid output if incoming XMP used a prefix
  different from "rdf" for the namespace URI
  "http://www.w3.org/1999/02/22-rdf-syntax-ns#".

- 2014-11-21 (bug #4980)
  The graphics appearance option "dasharray" didn't accept the value "{0 0}"
  for a solid line, and the text option "dasharray" didn't accept the keyword
  "none" for a solid line. For consistency both options now support both
  flavors.   

- 2014-11-20 (bug #4890)
  Emit the /AS entry (appearance state) for radio buttons and check boxes for
  ISO 32000-1 conformance.

- 2014-11-20 (bug #4881)
  The *.vbp project files for Visual Basic included a wrong GUID reference
  to the PDFlib DLL.

- 2014-11-02 (bug #4942)
  Fixed a crash in the XMP engine related to a missing "rdf:Description"
  element.

- 2014-11-06 (feature #1786)
  Implemented the option "actualtext" for PDF_set_text_option(),
  PDF_fit_textline() and PDF_fill_textblock() which controls the creation of
  an ActualText span with appropriate Unicode values for glyphs in a font
  which are used to represent multiple different Unicode values.

- 2014-11-02 (bug #4929)
  The "decorationabove" option was incorrectly set to "false" after a
  PDF_save()/PDF_restore() pair.

- 2014-11-02 (bug #4928)
  The option "fontstyle=bold" didn't have any effect after setting a dash
  pattern.

- 2014-10-28 (bug #4922)
  If PDF_end_mc() was called in template, pattern or glyph scope an incorrect
  error message "Invalid end of marked content (no matching begin)" was
  emitted even with proper nesting of PDF_begin_mc()/PDF_end_mc().

- 2014-10-28 (bug #4923)
  PDF_open_pdi_page() incorrectly rejected the option "transparencygroup"
  with an empty list value although this should be allowed.

- 2014-10-24 (bug #4918)
  Fixed a memory problem when writing high-accuracy float values for geospatial
  PDF or 3D artwork.

- 2014-10-21 (bug #4915)
  PDI did not properly take into account the /Version entry in the Catalog
  when determining the PDF version number.

- 2014-10-20 (feature #1831)
  PDF_info_graphics() with keywords "title" and "description": in addition
  to the outermost <svg> element the outermost <g> element is searched for
  <metadata> to match the behavior of common browsers.

- 2014-10-20 (bug #4912)
  PDF_set_option() did not apply scope checks for the "license" and
  "licensefile" options. This could result in a confusing message
  "Unmatched save level" when a license key was set in page scope.


=================================
PDFlib 9.0.3p5 (October 16, 2014)
=================================

- 2014-10-16 (feature #1766)
  Added support for OpenType lookup type 7 which is required for GSUB tables
  which exceed the 16-bit limit. Lookup type 7 is used in some new fonts
  including Adobe's SourceHanSans.

- 2014-10-16 (bug #4913)
  SVG images could be placed with wrong size if units were used and a viewBox
  was present.

- 2014-10-16 (feature #922/REOPENED, bug #4882)
  The PANTONE spot colors 7548 C - 7771 C and 7548 U - 7771 U were missing
  from the internal list.
 
- 2014-10-15 (bug #4910)
  Avoid the encoding entry "/BaseEncoding/StandardEncoding" since it doesn't
  conform to ISO 32000-1 and is correctly rejected by the PDF syntax check
  in Acrobat Preflight.

- 2014-10-15 (bug #4908)
  Fixed a problem in the build process for the "Release" version of the .NET
  build. The bug prevented successful linking when building PDFlib from the
  source code package.

- 2014-10-15 (feature #1805)
  A small number of file attachments is no longer written with a generalized
  name tree, but the simpler form which uses only a flat array. This is a
  workaround for restricted PDF consumers who cannot deal with general name
  trees, especially in the context of ZUGFeRD invoices.

- 2014-10-09 (feature #1827)
  In addition to the base character the variation selector is now also
  written to the ToUnicode CMap to allow round-tripping of Standard and
  and Ideographic Variation Sequences (IVS).

- 2014-09-30 (bug #4898)
  If a font was loaded in objects scope and supplied to the "font" option of
  PDF_create_field(), an invalid object reference was emitted in the PDF
  output, and the field was ignored by Acrobat.

- 2014-09-24 (bug #4738)
  Added support for PHP 5.6.

- 2014-09-24 (bug #4889)
  A Textflow cell in a table could incorrectly end up without any contents
  under specific circumstances.

- 2014-09-23 (bug #4893)
  Textflow: the "textrise" option was not taken into account correctly for
  calculating the text strips for wrapping. As a result, wrapboxes e.g.
  created by dropcaps were not honored.

- 2014-09-08 (feature #1795)
  Added support for tapping system code pages on Linux with iconv.

- 2014-09-03 (bug #4871)
  PDF_setlinewidth() was incorrectly marked as deprecated in the logging
  output.

- 2014-09-03 (bug #4867)
  Removed deprecated API functions from the prototype list for Eclipse PDT
  and Zend Studio for use with PHP.


===================================
PDFlib 9.0.3p4 (September 01, 2014)
===================================

- 2014-09-01 (bug #4869)
  pCOS: silently ignore invalid ColorSpace resources to avoid an error message.

- 2013-08-26 (bug #4566/REOPENED)
  Using the "fakebold" option before placing an imported PDI page could
  incorrectly also embolden text on the imported page because the text
  state parameters were not correctly reset.
  
- 2014-08-21 (bug #4856)
  Improved the conversion of SVG RGB values which are represented as
  unsigned bytes to double values. This results in improved accuracy and
  better round tripping of RGB color values.

- 2014-08-11 (bug #4850)
  The "svgpath" option of PDF_add_path_point() did not correctly close the
  path with the "z" or "Z" operator.

- 2014-08-11 (bug #4848)
  SVG with stroke-width="0" incorrectly produced a stroked line in the PDF
  output, although SVG demands that no stroke be produced in this case.

- 2014-08-11 (bug #4847)
  SVG: the "transform" attribute in a "text" element was ignored for text
  in a "clipPath" element.

- 2014-08-11 (bug #4843)
  Wrong glyphs could be emitted for TrueType fonts with overlapping segmented
  cmaps.

- 2014-08-04 (feature #1769)
  Added support for Perl 5.20.

- 2014-08-02 (bug #4844)
  PDF_open_pdi_page() could end up in an infinite loop (actually crashing
  because of stack overflow) when importing a page with layers if the page
  contained invalid cyclic references in Form XObjects.

- 2014-07-30 (bug #4835/feature #1779)
  Added support for Ruby 2.1.

- 2014-07-30 (bug #3984)
  The Perl binding emits a clear message now if the Perl interpreter and
  the extension library are not compatible, e.g.

  "Perl API version v5.16.0 of pdflib_pl does not match v5.14.0 at
  /usr/local/perl-514/lib/5.14.1/x86_64-linux-thread-multi/DynaLoader.pm...".

  This feature works with Perl 5.14 and above.


==============================
PDFlib 9.0.3p3 (July 28, 2014)
==============================

- 2014-07-28 (bug #4834)
  Adjusted the C++ wrapper to make it compatible with the historic Visual
  Studio 6 compiler. Note that some of the supplied C++ samples also don't
  compile in VS6, but we didn't make any attempt to rewrite these.

- 2014-07-24 (bug #4145)
  SVG: implemented a missing special rule for radial gradients.

- 2014-07-24 (feature #1763)
  SVG: added support for the "spreadMethod" attribute of the "linearGradient"
  and "radialGradient" elements. 

- 2014-07-22 (bug #4767)
  Updated the build for Windows Compact Embedded (Windows CE), using the
  PDFlib Mini Edition (ME) configuration.

- 2014-07-21 (bug #4828)
  Fixed a packaging problem with the iSeries package.

- 2014-07-21 (bug #4817)
  Some platform-specific auxiliary files were missing in the EBCDIC source
  code packages.
  The --enable-xplink and --with-dataset options can now be combined.
  The --enable-xplink and --disable-ieee options are now passed through to
  auxiliary libraries.

- 2014-07-17 (bug #4821)
  File names are now checked against the specified "filenamehandling" also
  for "filenamehandling=unicode". As a result, file names with invalid UTF-8
  sequences are now rejected.

- 2014-07-16 (bug #4818)
  Large fonts with exactly 65535 glyphs could lead to a crash when creating
  subsets.

- 2014-07-16 (bug #4810)
  A XMP extension schemas for PDF/A was incorrectly rejected with
  "PDF/A extension schema 'xxx' doesn't have description embedded"
  if it used a namespace prefix different from the preferred prefix defined
  in the corresponding extension schema description.
  
- 2014-07-13 (bug #4807)
  XMP merging: PDF/A extension schema description or other nodes could get
  lost if they appeared in two XMP fragments (e.g. supplied to
  PDF_begin_document() and PDF_end_document()) due to a bug in the duplication
  prevention code.

- 2014-07-12 (bug #4813)
  XMP processing: namespace declarations for attributes could get lost for
  elements other than "rdf:Description", resulting in invalid XMP output.

- 2014-07-10 (bug #4808)
  PDF documents larger than 2GB could not be processed correctly on Windows
  64-bit in some situations. The previous limit of 4GB for the unsupported
  "mmiolimit" option has been lifted to support memory-mapping of arbitrarily
  large documents.

- 2014-07-10 (bug #4814)
  PDF input documents with a direct /Encrypt dictionary in the trailer were
  incorrectly rejected ("Indirect object reference expected"). This construct
  is very rare, but legal.

- 2014-07-10 (bug #4798)
  Trying to produce text output in vertical writing mode in combination with
  "italicangle" resulted in an exception. This exception is now downgraded
  to a warning, and "italicangle" is ignored.

- 2014-07-08 (bug #4795)
  Radial SVG gradients with an initial offset larger than 0 or a final offset
  smaller than 1 were not processed correctly.

- 2014-07-08 (bug #4808)
  Preserving XMP metadata from JPEG images with "metadata={keepxmp}" in
  PDF_load_image() didn't work if no Exif marker was present.

- 2014-07-08 (bug #4806)
  .NET: the C++ CLI samples didn't work out of the box due to an incorrect
  path in a "using" directive. Also updated the .NET 4.0 solutions to Visual
  Studio 2010.

- 2014-07-07 (bug #4799, bug #4703/REOPENED)
  The fix for bug #4703 was not complete. PDF_fit_textline() could incorrectly
  issue an error "Floating point number xxx too large for PDF" if
  PDF_set_text_option() was called with textrendering >= 4 before a font was
  set.

- 2014-07-02 (bug #4803)
  (Source code packages only) Added support for 64-bit cross-compilation for
  creating MVS binaries on USS.

- 2014-07-01 (bug #4797)
  (Source code packages only) Extended the build system to support cross-
  compilation for 31-bit/32-bit zLinux/Linux targets on 64-bit systems.

- 2014-06-18 (bug #4787)
  PDI no longer automatically triggers repair mode for a certain kind of
  inconsistency in the xref structures, but attempts to fix the problems
  without a full re-scan of all PDF objects.
 

==============================
PDFlib 9.0.3p2 (June 16, 2014)
==============================

- 2014-06-16 (bug #4782)
  When PDI repair mode adjusted the length of a stream object, the
  /Length3 entry for PostScript Type 1 fonts was not adjusted correspondingly.
  As a result, Acrobat did not use the embedded font, but complained
  "Cannot extract the embedded font XXX. Some characters may not display or
  print correctly".

- 2014-06-16 (feature #1690)
  Dynamic XFA forms are rejected as non-PDF documents since they do not
  conform to ISO 32000-1 and cannot be processed in any meaningful way.
  Previously the dummy page with information about updating Adobe Reader
  has been processed. This caused a lot of confusion but didn't provide
  any benefit.

- 2014-06-16 (bug #4786)
  Text in SVG could have wrong font size in the PDF output since attribute
  values with the units "em" and "ex" were calculated incorrectly, especially
  in the case of fontsize values.

- 2014-06-02 (bug #4773)
  Implemented the font option "simplefont" which helps Acrobat's font
  substitution for unembedded TrueType fonts with an 8-bit encoding.


=============================
PDFlib 9.0.3p1 (May 26, 2014)
=============================

- 2014-05-16 (bug #4764)
  pCOS reported wrong embedding status for embedded OpenType fonts with
  subtype CIDFontType2.

- 2014-05-23 (bug #4763)
  PDF/X-1/3 documents were not correctly identified as PDF/X if the
  standard identifier in the document info dictionary was encoded in
  UTF-16.
 
- 2014-05-21 (bug #4762)
  Aligned the packages for embedded systems more closely with the Linux
  packages, and clarified the role of the PDFlib Mini Edition (ME).


===========================
PDFlib 9.0.3 (May 15, 2014)
===========================

- 2014-05-15 (feature #1738)
  Verified that the source code compiles in C11 mode.

- 2014-05-12 (bug #4754)
  The .NET installer creates the registry entries which are required for
  direct selection of the .NET assembly in VisualStudio's "add reference"
  tab. The "Typical" installation flavor now installs only the .NET 4.0
  assembly.

- 2014-05-12 (bug #4757)
  If a font contained glyphs for use with multiple different Unicode values
  the generated ToUnicode CMap could contain a wrong entry for such glyphs.
  Now the first Unicode mapping is used in case multiple mappings are present.

- 2014-05-12 (bug #4746)
  Fixed an infinite loop in PDF_fit_textflow() related to wrap boxes in a
  fitbox with verticalalignment=bottom. (The previous fix was incomplete.)
  
- 2014-05-12 (bug #4756)
  Updated Makefiles to set X/Open defines which are required for getopt() on
  some platforms (only relevant for sample applications in source code
  packages).

- 2014-05-08 (feature #1737)
  Replaced the DejaVuSerif font in the samples to LinLibertine_R which
  offers more OpenType features. 

- 2014-05-06 (feature #1733)
  Implemented the suboptions includepid/includetid/includeoid for the
  "logging" option to facilitate logging in multi-threaded applications.

- 2014-05-05 (feature #1732)
  Added vendor, product and version information to the manifest of the
  Java binding.


===============================
PDFlib 9.0.2p6 (April 30, 2014)
===============================

- 2014-04-30 (bug #4746)
  Fixed an infinite loop in PDF_fit_textflow() related to wrap boxes in a
  fitbox with verticalalignment=bottom.

- 2014-04-29 (bug #4747)
  Fonts which used a single glyph for Arabic presentation form and general
  form could result in incorrect Unicode mapping since the font engine
  selected the inappropriate Unicode value for the presentation form. As
  a result, glyphs were not visible when addressed with the general Unicode
  value. Now Unicode values for the general forms have priority over
  presentation form values.

- 2014-04-29 (bug #4729 and bug #4749)
  Corrected the behavior of PDF_info_matchbox():
  - Keyword=count and boxname=* returned the number of rectangles for all
    matchboxes on the page instead of the number of matchboxes on the page.
  - Keyword=name incorrectly iterated over all matchbox rectangles instead of
    over all matchboxes. The returned matchbox names could be wrong if at
    least one matchbox had more than one rectangle.
  - Consolidated matchbox and rectangle selection with the "boxname" and
    "num" parameters.

- 2014-04-28 (bug #4741)
  Removed confusing "unsupported parameter" warnings in the logging output
  which were caused by internal settings in the language bindings.

- 2014-04-25 (bug #4724)
  No longer throw an exception when removing a file fails, but emit only
  a warning since this is never a fatal condition and may obscure another
  more important error message.

- 2014-04-25 (bug #4728)
  Unconditionally emit the /W, /S and /Border entries in an annotation
  dictionary (instead of relying on the default values) to work around a
  bug in Adobe Reader.

- 2014-04-23 (bug #4736)
  Improved the error message when forbidden text options were used in
  combination with stringformat=utf8.

- 2014-04-23 (bug #4737)
  Unicode-aware language bindings did not correctly process the option list
  data type "Unichar". However, options of this type (e.g. "charclass")
  accepted only ASCII characters if a literal character was supplied.

- 2014-04-22 (bug #4660)
  Added support for PHP 5.6beta1.

- 2014-04-22 (bug #4727)
  PDF_info_table() and tables with more than one table instance: the y value
  of the last horizontal line (keyword yhorline#) of all but the last table
  instances was incorrectly reported as 0.


===============================
PDFlib 9.0.2p5 (April 10, 2014)
===============================

- 2014-04-04 (bug #4725)
  Clarified the behavior of PDF_info_font() for querying OpenType features,
  and added support for the falt, fina, init, isol and medi features.

- 2014-04-04 (bug #4717)
  Added support for PHP 5.5.0-nozts VS9 which is required for ZendServer 6.3.

- 2014-04-02 (bug #4711)
  Textflow: wrap boxes in combination with verticalalign != top could result
  in incorrect formatting (too few text lines).

- 2014-03-31 (bug #4656)
  Minor adustments for Python 3.4.

- 2014-03-20 (feature #1714)
  Added 84 new colors in the PANTONE PLUS Solid Coated and Uncoated spot
  color libraries. The new colors have been introduced by Pantone, Inc.
  in March 2014.

- 2014-03-27 (bug #4708)
  C++ binding: when using a custom string type with the basic_PDFlib template
  class members of the Exception object were not converted to the custom
  string type. For example, using unsigned short arrays for UTF-16 strings
  (as opposed to native wstrings) would trigger this bug.

- 2014-03-27 (bug #4710)
  Matchboxes could be wrong for images with a mask.

- 2014-03-26 (feature #1686)
  Added support for FreeBSD 10.
  
- 2014-03-20 (feature #1717)
  Improved the PDFlib Mini Edition (ME) for balancing functionality and
  memory requirements.


===============================
PDFlib 9.0.2p4 (March 20, 2014)
===============================

- 2014-03-20 (bug #4705)
  Fixed a crash in PDI related to encrypted PDF for which no userpassword
  was supplied, and where the /Extensions dictionary resides in an object
  stream. As a result, pCOS in minimum mode reports a PDF version number
  in this case which may be too low since the ExtensionLevel is no longer
  honored.

- 2014-03-19 (bug #4703)
  An inappropriate exception "Floating point number ... too large for PDF"
  could be thrown if PDF_set_text_option() was called for a text option
  before any font was set.

- 2014-03-19 (bug #4696)
  Significantly reduced the amount of memory on the stack required for
  importing PDF documents with tags or layers. This reduces the overall
  stack requirements and avoids problems with limited stack size on IIS. 

- 2014-03-17 (feature #1716)
  Reorganized and improved internal PDF_FEATURE_... #defines.

- 2014-03-10 (bug #4691)
  Textflow: for some combinations of wrapping shapes and values of firstlinedist
  the text could be placed incorrectly, resulting in text outside of the
  wrapping shape.

- 2014-03-07 (bug #4688)
  Calling PDF_makespotcolor() in C++ or another Unicode-aware language
  binding with a spot color name containing non-ASCII characters triggered
  an inappropriate error message. 

- 2014-03-06 (bug #4686)
  Fixed a bug with parsing the top DICT Data of the CFF table in OpenType
  fonts. As a result of this bug certain CFF fonts could result in unusable
  font subsets in the PDF and an Acrobat message "Cannot extract the embedded
  font 'XXX'. Some characters may not display or print correctly."
 

==================================
PDFlib 9.0.2p3 (February 24, 2014)
==================================

- 2014-02-24 (feature #1682)
  Implemented the "clockwise" option of PDF_add_path_point() also for
  type=circle, ellipse, elliptical, rect in addition to type=elliptical.

- 2014-02-21 (bug #4684)
  PDF_elliptical_arc() could erratically throw exceptions if the starting
  point of the arc coincided with the end point. Now this situation is
  silently ignored (with a warning).

- 2014-02-13 (feature #1706)
  Implemented the new option "code" for PDF_begin_glyph_ext() which can be
  use to force a specific ordering of glyphs which may be different from
  the creation order. This is useful for using encoding=builtin with Type 3
  fonts.

- 2014-02-12 (bug #4676)
  Improved the output for SVG gradients with multiple identical values
  of stop-opacity in combination with opaque referring shapes.

- 2014-02-12 (bug #4674)
  Significantly improved memory performance by reducing the number of
  malloc/free cycles related to large buffers. This mainly affects
  applications with a large number of pages and few page contents.

- 2014-02-06 (bug #4673)
  When merging two XMP packets the namespace definitions of the second
  package could get lost. 


=================================
PDFlib 9.0.2p2 (January 29, 2014)
=================================

- 2014-01-29 (bug #4662)
  The USS cross build for MVS ended with a compilation error when creating
  XPLINK binaries.

- 2014-01-27 (bug #4659)
  Allow the use of Unicode control characters in user-defined encodings for
  Type 3 fonts. Semantically this doesn't make sense, but some legacy
  application rely on such mappings.
  
- 2014-01-24 (bug #4469)
  Added support for Perl 5.18 on Windows (ActiveState and Strawberry
  builds).

- 2014-01-24 (bug #4657)
  Significantly improved the performance of PDI for tagged input documents.

- 2014-01-22 (bug #4655)
  PDF_fit_table() could trigger an inappropriate error message
  "Invalid UTF-16 string" in Unicode-capable language bindings when "fitfield"
  or "fitannotation" had been used in a corresponding prior call to
  PDF_add_table_cell().
 
- 2014-01-19 (bug #4648)
  Significantly improved the performance of PDI for input documents
  containing layers.
 
- 2014-01-17 (bug #4651)
  pCOS could return PDF/X version information for PDF/X-1 documents with
  a wrong pdfxid:GTS_PDFXVersion property in the XMP metadata (which
  must be ignored for PDF/X-1).


=================================
PDFlib 9.0.2p1 (January 13, 2014)
=================================

- 2014-01-13 (bug #4667)
  Registration of the COM DLL did not work correctly since the version entry
  it the type library did not reflect the fact that a new API function has
  been added in PDFlib 9.0.2

- 2014-01-10 (bug #4644)
  Shapes of type "rect" in PDF_add_path_point() were created in clockwise
  direction. In order to unify the direction of all shapes they are now also
  created in counterclockwise direction, just like "circle" and "ellipse"
  shapes.

- 2014-01-10 (bug #4646)
  Windows builds from a source code package stopped with an obscure error
  message if the Windows SDK 7.0 was not installed.

- 2014-01-10 (bug #4633)
  The XMP parser emitted an inappropriate error message
  "XMP metadata: PDF/A extension schema '...' doesn't have description embedded"
  if a namespace was declared locally at some element instead of at the
  corresponding rdf:Description element.

- 2014-01-07 (bug #4643)
  An inappropriate exception "Unknown option 'tagname'" occurred if the
  "tag" option was supplied to PDF_add_table_cell() in a Unicode-aware
  language binding or a non-Unicode-aware language binding with
  stringformat=utf8.

- 2014-01-02 (bug #4641)
  PDFlib_ios.framework was missing from the PDFlib 9.0.2 package for iOS.

- 2013-12-24 (bug #4635)
  Modified the behavior of the pCOS path prefix "type:" in case of damaged
  PDF documents: instead of throwing an exception, the type "null" is now
  returned when a PDF syntax error is encountered while trying to access
  the PDF object specified in the pCOS path.

- 2013-12-19 (bug #4634)
  When importing a PDF page with layers, PDI ignored layer definitions
  consisting of an OCMD with a single dictionary entry in /OCGs (as opposed
  to an array containing multiple OCGs). As a result, the contents of layers
  appeared on top of each other on the output page.
 

================================
PDFlib 9.0.2 (December 17, 2013)
================================

- 2013-12-17 (bug #4627)
  Setting an empty or NULL license key now results in an exception
  "Invalid license key". Previously it triggered a full resource search
  for a license file, which was undesired and undocumented behavior.

- 2013-12-17 (bug #4631)
  Improved performance in situations with large numbers of image or Form
  XObject resources and many output pages. Most importantly this optimization
  resulted in a significant performance boost when importing many PDF pages.
 
- 2013-12-16 (bug #4632)
  The following functions used parameter names x_1, y_1 etc. instead
  of the documented names x1, y1 etc.:
  PDF_circular_arc(), PDF_curveto(), PDF_rcurveto(), PDF_shading()
  These have been changed to use the documented names. This requires
  corresponding adjustments in Objective-C language clients.

- 2013-12-12 (bug #4629)
  The PDF/UA check in PDF_fit/info_pdi_page() incorrectly rejected documents
  with H1, H2 etc. heading elements on the same level with the message
  "Heading level 'H1' must not be skipped in weakly structured PDF/UA"
  although this construct is allowed if the headings appear in the correct
  order.


==================================
PDFlib 9.0.1p5 (December 06, 2013)
==================================

- 2013-12-06 (bug #4565)
  Implemented Automatic Reference Counting (ARC) in the Objective-C
  sample to reduce overall memory requirements of the sample application.

- 2013-12-06 (feature #1630)
  Although not explicitly forbidden in ISO 32000-1, nested Artifacts within
  a structure element are considered incorrect. PDFlib now avoids this
  construct by automatically suspending and resuming the currently active
  structure element when an Artifact is created. Since this is not possible
  for pseudo elements and Span, Quote, Note, Reference, BibEntry, Code
  (with inline=true), Artifacts are no longer allowed if one of these
  elements is active.

- 2013-12-05 (bug #4612)
  Due to improvements in the Java wrapper the "synchronized" keyword could
  be removed from the internal new() and delete() methods (except for i5).
  This results in a significant speedup of applications with a large number
  of simultaneous threads.

- 2013-12-04 (feature #1649)
  Implemented the "Placement" suboption for the "tag" option and
  PDF_begin_item(). It helps in situations where a Figure element or
  other ILSE is placed as direct child of a grouping element. The new
  attribute avoids the "Possibly inappropriate use" warning in PAC 2.

- 2013-12-04 (bug #4553)
  PDF_fit_textflow() could emit leading spaces at the beginning of a line
  if a space character appeared immediately after an inline option list.

- 2013-12-03 (feature #1652)
  Updated the iOS build with support for iOS 7, XCode 5, and ARM 64-bit.

- 2013-12-03 (feature #1639)
  PDF_open_pdi_page() now also imports the page transparency group by
  default if one is present in an imported page. This behavior can be
  controlled via the option "transparencygroup". The new keyword
  transparencygroup=none has been introduced, and the behavior of this
  option has been streamlined regarding PDF/A and PDF/X. Finally, some
  documentation bugs regarding this option have been fixed.

- 2013-12-02 (feature #1660 and feature #1661)
  Tested PDFlib kernel and all relevant language bindings with Windows Server
  2012 R2 and Windows 8.1. These systems are now part of the list of
  supported platforms.

- 2013-11-29 (bug #4620)
  Text output with activated OpenType features and PDF_info_font() with
  the keyword "featurelist" could emit an incorrect error message
  "Font 'X': Tried to allocate 0 bytes in function tt_get_ligat_subst_format1"
  for OpenType fonts where the number of ligature components in the GSUB
  ligature substitution lookup table (format 1) was larger than the actual
  number of available components in the subtable.

- 2013-11-28 (bug #4613)
  The XMP parser could confuse properties with the same name, but different
  namespace. This could especially affect the PDF/A identifier in the presence
  of a PDF/UA identifier, resulting in wrong values for the "pdfa" pCOS
  pseudo object.
  As a side effect of the change, non-conforming PDF/A documents with a
  wrong namespace URI are no longer treated as PDF/A.

- 2013-11-28 (bug #4614)
  PDF_elliptical_arc() emitted an incorrect warning
  "Floating point parameter 'x_1' has bad value (not a number)"
  when the supplied end point (x, y) coincided with the current point.
  Now this situation is silently ignored.

- 2013-11-25 (bug #4610)
  PDFlib could crash when the rdf:RDF node was missing from user-supplied
  XMP metadata.

- 2013-11-20 (feature #1664)
  Implemented the "preservepua" font loading option which is particularly
  useful to make sure that Japanese Gaiji characters can be extracted
  correctly from the generated document.

- 2013-11-20 (feature #1601)
  Declared PDF_begin_pattern() deprecated; use PDF_begin_pattern_ext() instead.

- 2013-11-20 (feature #1158)
  Reorganized XMP parsing of PDI documents for more efficient access to
  standard identification properties.

- 2013-11-18 (bug #4601)
  PDF_draw_path() with the option "clip" didn't work if none of the options
  "fillrule" or "cliprule" was supplied; the default was implemented
  incorrectly.

- 2013-11-11 (bug #4588)
  PDF_fill_textblock() did not correctly process the "matchbox" option.

- 2013-11-08 (bug #4589)
  PDF_fit_graphics() incorrectly scaled SVG graphics if the current
  transformation matrix included scaling.
  
- 2013-11-08 (bug #4585)
  Added checks in the XMP engine to avoid problems when processing
  Description entries with an empty or missing xmlns attribute. 
  
- 2013-11-04 (bug #4584)
  The PDF output for the georeference options "mappoints" and "worldpoints"
  as well as the 3D options "camera2world" and "cameradistance" is
  automatically emitted with extended floating point accuracy to avoid
  rounding and truncation artifacts.
  
- 2013-10-28 (bug #4509)
  Clarified the requirement of Microsoft redistributable runtime libraries
  for the .NET edition and updated the .NET HowTo correspondingly.
  
- 2013-10-22 (feature #1651)
  If an element contains mixed content (direct content and structure elements)
  the kids are no longer sorted. This has previously been done to work around
  restrictions in Acrobat's Read Aloud and Reflow features, but results in
  undesired modifications to the client-provided tag structure.

- 2013-10-21 (feature #1650)
  Changed the starter_pdfua1 samples to add another P element as parent
  of the Figure element. This more closely matches the recommended use of
  the Figure element.
  
- 2013-10-21 (feature #1634)
  Reworked the starter_webform samples to simplify font handling as a
  benefit of the changes for feature #1625 and bug #4559. Since the Gentium
  font is no longer used in examples it has been removed from all packages.

- 2013-10-18 (bug #4369)
  Clipping rectangles for SVG graphics could trigger an inappropriate
  error "Images and graphics must be tagged as 'Artifact', 'Figure' or
  'Formula' in PDF/UA". Now they are automatically tagged as Artifact.


=================================
PDFlib 9.0.1p4 (October 14, 2013)
=================================

- 2013-10-14 (bug #4573)
  The "enumeratefonts" option didn't create a PostScript font name alias
  for TrueType fonts with a PostScript name which don't have any style
  specification.

- 2013-10-14 (bug #4571)
  The deprecated functions PDF_get_pdi_value() and PDF_get_pdi_parameter()
  could issue a misleading error "Internal error: assertion failed" when
  document and page handles from different PDI documents were mixed.

- 2013-10-14 (bug #4561)
  The starter_basic sample failed with Ruby 1.9 (but not Ruby 1.8 or 2.0)
  due to its use of UTF-8-encoded strings. This has been fixed by adding
  the "coding: utf-8" directive in the header.

- 2013-10-11 (bug #4568)
  When a font was preloaded with embedding, PDF_fill_textblock() did not
  find the cached font, but tried to load it again without embedding. As
  a result an error message "Font must be embedded in PDF/A" was issued
  in PDF/A mode (similar for PDF/X and PDF/UA).

- 2013-10-11 (bug #4570)
  Loading LWFN fonts with certain style properties on the Mac could result
  in a crash.

- 2013-10-10 (bug #4567)
  Symbolic TrueType fonts could be force-subsetted even if subsetting=false
  was requested.

- 2013-10-10 (feature #1625, bug #4559)
  Redesigned the treatment of fonts for form fields in an attempt to balance
  quirks in Acrobat's form handling with ISO 32000 and PDF/UA requirements.
  In the course of the redesign the font option "autocidfont" has been
  declared as deprecated.
  
- 2013-10-09 (bug #4566)
  Using the "fakebold" option before placing an imported PDI page could
  incorrectly also embolden text on the imported page because the text
  state parameters were not correctly reset.

- 2013-10-04 (bug #4473)
  Checked compatibility with OS X 10.9 ("Mavericks"). This involved
  a few changes in the build system and the Xcode project, as well as
  a Mac build for Perl 5.16.

- 2013-09-30 (bug #4554)
  The SVG attributes "textLength" and "lengthAdjust" for vertical text 
  (affected SVG elements: text, textpath, tref, tspan) are now ignored
  since they are not implemented for vertical text.


===================================
PDFlib 9.0.1p3 (September 25, 2013)
===================================

- 2013-09-25 (bug #4557)
  File access didn't work on MVS (bug introduced with the fix for bug
  #4527 in PDFlib 9.0.1p2).

- 2013-09-24 (bug #4555)
  The glyph name table of Mac LWFN Type 1 fonts was not interpreted correctly
  resulting in unusable glyphs.

- 2013-09-20 (bug #4552)
  The dummy appearances created for form fields contained incorrect name
  entries. Now an empty dummy Form XObject is created.


===================================
PDFlib 9.0.1p2 (September 20, 2013)
===================================

- 2013-09-20 (bug #4544)
  The REALbasic binding for Mac didn't support cross-compiling for Linux
  due to a packaging error.

- 2013-09-19 (feature #1627)
  Implemented the option "checkoutputintentprofile" for PDF_open_pdi_document().
  Setting it to false reduces memory requirements if PDF/X or PDF/A
  documents are imported which are known to contain correct output intent
  ICC profiles.

- 2013-09-19 (bug #4548)
  Avoid parsing the output intent ICC profile of PDF/A or PDF/X input
  documents if no PDF/A or PDF/X output is created in order to reduce memory
  requirements.

- 2013-09-18 (bug #4547)
  The final byte in Base64-encoded data could be missing or wrong, resulting
  in inappropriate error messages or warnings for image, graphics or other
  data embedded in SVG.

- 2013-09-18 (bug #4546)
  Using layers could result in an empty /AS entry although this entry is
  not allowed in PDF/A, PDF/UA, and PDF/X. Now the empty dictionary is
  suppressed to avoid validation errors (it didn't do any real harm). 

- 2013-09-17 (bug #4545)
  The PDF/UA standard identifier XMP property "pdfuaid" could get lost
  for user-supplied XMP with multiple namespace declarations for an element.

- 2013-09-16 (bug #4540)
  Work around a compiler bug in the Borland/Embarcadero 64-bit compiler
  which could result in a crash when loading PNG or TIFF images.
  
- 2013-09-16 (bug #4542)
  Empty XMP files for the "metadata" option triggered an internal error.
  Empty files for the "attachments" option were rejected. 

- 2013-09-12 (bug #4532)
  Invalid XMP was emitted if the input XMP contained properties in attribute
  syntax which contained "&" or other characters which cannot be written
  as literals, but require character references.

- 2013-09-11 (bug #4515)
  Added new suboptions "strokecolor", "strokewidth" and "textrendering" for
  the "shadow" text option to enhance control over shadowed text in
  combination with textrendering modes.

- 2013-09-11 (feature #1622)
  Support the "iccprofile" option for BMP, CCITT, GIF, JPEG 2000 and raw
  images (in addition to the existing support for JPEG, JBIG2, PNG, and TIFF).

- 2013-09-11 (bug #4527)
  Incorrect out-of-memory errors could occur if a file name was supplied
  which didn't point to a regular file (e.g. a directory).

- 2013-09-11 (bug #4531)
  PDF_load_iccprofile() could issue a confusing warning
  "Option 'embedprofile' ignored"
  even if this option wasn't provided by the user.

- 2013-09-10 (bug #4539)
  The option "iccprofile" of PDF_load_image() was ignored for JBIG2 images.

- 2013-09-09 (bug #4526)
  PDF_fit_textflow() could emit wrong glyph IDs (resulting in garbled text)
  for SID OpenType fonts if more than 256 different glyphs were used and
  a certain rare condition was true at the end of a text output chunk.

- 2013-08-14 (bug #4523)
  JPEG 2000 images could incorrectly be written with the entry /SMaskInData
  if the "masked" option was supplied to PDF_load_image().
  Even if "ignoremask" was set for JPEG 2000 images, they were considered
  as transparent nevertheless.


================================
PDFlib 9.0.1p1 (August 13, 2013)
================================

- 2013-08-13 (bug #4518)
  The "display" option of PDF_create_annotation() and PDF_create_field/group()
  did not correctly process the "noview" option: the annotation or field
  was invisible on print and visible on screen (instead of vice versa).

- 2013-08-13 (bug #4521)
  Creating page content in PDF/X mode without prior setting the output intent
  was rejected with a confusing message. Now a message is emitted which
  directly mentions the reason of the problem.

- 2013-08-07 (bug #4516)
  PDF_open_pdi_document() with inmemory=true could cause a crash.

- 2013-08-05 (bug #4508)
  convert_to_unicode() in the .NET and COM bindings cut off the generated
  string after the first character.

- 2013-08-05 (bug #4507)
  Detect Apple's sbix-based bitmap fonts and reject them with a suitable
  message.

- 2013-08-05 (bug #4502)
  PDF_info_textflow(): the value of "lastfontsize" could be wrong if
  "fontscale" was applied.

- 2013-07-31 (bug #4497)
  Follow-up to bug #4482: "replacementchar" was still forced to "error" in
  another place. As a result, custom replacement characters could not be
  used in PDF/X-4/5, PDF/A-2/3, and PDF/UA.

- 2013-07-29 (bug #3842)
  The starter_fallback sample didn't work on MVS because the data directory
  did not contain the required CMaps with short MVS file names.


============================
PDFlib 9.0.1 (July 29, 2013)
============================

- 2013-07-29 (bug #4495)
  Empty values for the "userpassword" and "masterpassword" options
  have not been treated correctly in non-Unicode-aware language bindings
  with stringformat=utf8; similar for an empty value of the "searchpath"
  option.
  An empty value for the option "outputformat" of PDF_convert_to_unicode()
  has incorrectly been rejected instead of being interpreted as "utf16".
  
- 2013-07-24 (bug #4488)
  The combination of the options "enumeratfonts" and "saveresources"
  didn't treat file names with non-ASCII characters correctly on Windows.

- 2013-07-24 (bug #4432)
  Added support for the REALbasic successor Xojo.

- 2013-07-24 (bug #3842)
  Fixed searchpath problems in the C samples for MVS.

- 2013-07-24 (bug #4487)
  PDF_create_field/fieldgroup() didn't process some options correctly with
  C++ on EBCDIC platforms if the corresponding font was loaded with a
  non-EBCDIC encoding.
  The following parameters were treated incorrectly as UTF-8 in the
  .NET, Perl, Python, REALbasic, Tcl, Objective-C, and COM bindings: 
  PDF_get_option(), parameter "keyword"
  PDF_load_asset(), parameter "type"
  PDF_load_graphics(), parameter "type".
  
- 2013-07-24 (bug #4485)
  PDF_create_field/fieldgroup() didn't process some options correctly with
  Java on EBCDIC platforms if the corresponding font was loaded with a
  non-EBCDIC encoding.

- 2013-07-24 (bug #4486)
  The "tagname" parameter of PDF_begin_item() was not processed correctly
  in the Java binding if it contained non-ASCII characters.
  
- 2013-07-23 (bug #4381)
  Fixed problems in the C samples for MVS related to encoding and textformat
  issues.

- 2013-07-21 (bug #4417)
  Use double braces for the "searchpath" entries in all samples to caution
  users because otherwise path entries containing a space character would
  be interpreted as two separate entries.

- 2013-07-18 (bug #4482)
  The font option "replacementchar" is no longer forced to "error" in
  PDF/A-2/3, PDF/UA and PDF/X-4/5 modes to allow clients to visualize
  problematic text portions.

- 2013-07-17 (feature #1596)
  Modified the handling of H7, H8 etc. so that they are no longer treated
  as standard elements, but require rolemap entries. Since PDF/UA consumers
  are advised to ignore the rolemapping PDFlib also ignores the rolemaps
  of H7 etc. in PDF/UA mode (other than writing them to the PDF output).

- 2013-07-16 (bug #4479)
  Patterns were displayed differently depending on whether the "topdown"
  option was supplied to PDF_begin_page_ext() or to PDF_set_parameter().

- 2013-07-10 (bug #2558)
  Introduced a new PECL package for building a PDFlib 7/8/9 DSO for use
  with PHP.

- 2013-07-10 (bug #4476)
  Matchbox decorations created for SVG graphics were slightly displaced in
  a topdown coordinate system.

- 2013-07-09 (bug #4474)
  Graphics could have a wrong matchbox if all of the following conditions
  were true: fitmethod=clip, the height of the graphics is larger than
  the height of the fitbox, and a topdown coordinate system is active.

- 2013-07-09 (spin-off of feature #1582)
  Implemented the option "transform" for PDF_begin_template_ext().

- 2013-07-09 (feature #1582)
  Implemented an extended pattern interface in PDF_begin_pattern_ext();
  currently it is only available in the C and C++ language bindings.

- 2013-07-08 (bug #4445)
  Textflow could split the text in an unexpected way with verticalalignment=
  bottom or center and wrap boxes which resulted in increasing line widths
  towards the bottom of the fitbox. 

- 2013-07-05 (bug #4466)
  With errorpolicy=return PDF_end_page_ext() could throw an exception
  "Unmatched save level" if a prior call to PDF_fill_textblock() failed due
  to a missing font.

- 2013-07-02 (bug #4460)
  If an SVG font does not include any glyph for the space character an
  artificial empty glyph is created. In order to match the behavior of
  browsers this artificial space glyph is used instead of the missing-glyph
  even if it is present in the font.

- 2013-07-02 (bug #4456)
  Fixed a packaging problem (wrong lineend charactes) with the CMap package
  for MVS.

- 2013-07-02 (bug #4458)
  PPS: if the Block property "features" was set together with one or more
  other text properties PDF_fill_textblock() did not apply OpenType
  features correctly.

- 2013-07-01 (bug #4451)
  Tuned the XMP implementation as follows:
  - XMP metadata supplied in PDF_end_document() can override XMP supplied
    in PDF_begin_document().
  - If multiple chunks of XMP contained the same properties duplicate
    entries could result in the merged output. Such duplicates are now
    detected and avoided.

- 2013-06-28 (bug #4447)
  Set the glyph bit in the CIDSet stream in PDF/A-1 mode even for glyphs
  without an outline to satisfy the stricter PDF/A-2 check in Acrobat XI
  Preflight. This is required for workflows which create PDF/A-1 and later
  import it into a PDF/A-2 document.
  The CIDSet stream could contain an extra null byte at the end.

- 2013-06-28 (bug #3467)
  Increased the assumed resolution value which is used for scaling SVG
  graphics where no viewBox attribute is present and the viewport size is
  specified in pixels. 

- 2013-06-28 (bug #4454)
  Modified the clipping behavior for the outermost viewport of SVG graphics.
  According to the SVG specification SVG graphics are now clipped only for
  stand-alone graphics, i.e. SVG where width and height of the outermost
  viewport are not specified as percentage.

- 2013-06-28 (bug #4440)
  SVG gradients with gradientUnits="objectBoundingBox" were missing if they
  were referenced from a text element.
   
- 2013-06-26 (bug #4441)
  PDFlib did not emit a /ModDate entry for PDF/A-3 associated files if
  the attachment was loaded from a PVF file.
  
- 2013-06-24 (bug #4434)
  PDF_process_pdi() with "action=copyoutputintent" now silently does
  nothing if the input document doesn't contain any output intent. This
  facilitates blind cloning of PDF/A documents which don't necessarily
  contain an output intent.
 
- 2013-06-21 (bug #4437)
  XMP handling for PDF/A: improved the error message if a custom XMP property
  without PDF/A extension handling was found.

- 2013-06-21 (feature #1580)
  Implemented stricter XMP namespace checks for PDF/A-2 and PDF/A-3 to
  follow the XMP 2005 spec and match the behavior of Acrobat Preflight:
  namespace URIs are now required to end in a "/" or "#" character.
  Otherwise the XMP will be rejected.

- 2013-06-18 (bug #4433)
  The XMP processor incorrectly rejected PDF/A XMP with an extension schema
  if the metadata properties for the extension schema were contained in
  the same rdf:Description node as the corresponding extension schema
  description.


==============================
PDFlib 9.0.0p4 (June 17, 2013)
==============================

- 2013-06-17 (bug #4426)
  Host font support didn't work in the 32-bit build for Borland/Embarcadero.

- 2013-06-17 (feature #1572)
  Relaxed handling of file size and object limits in PDF/A and PDF/X as
  follows:
  - Due to practical demand and consensus with other vendors the 2GB file
    size limit is no longer enforced. This is particularly relevant for
    PDF/VT workflows.
  - The check for the 8M limit for the number of indirect objects can be
    disabled with the new document option "limitcheck".
  
- 2013-06-14 (bug #4422)
  Optimized the linearization of large PDF/VT documents with a DPart
  hierarchy. This significantly reduces processing time and output file
  size. 

- 2013-06-13 (bug #4425)
  Detect errors in invalid BMP image files related to too few image data.
  Missing image parts will be filled up with white pixels.

- 2013-06-13 (bug #4418)
  Modified the C++ sample project for the Borland/Embarcadero compiler to
  turn off optimization. This is required to work around an optimizer
  compiler bug related to C++ string handling.

- 2013-06-11 (feature #1572)
  Increased the maximum number of entries in the "dasharray" option from
  8 to 12 to meet the requirements of demanding graphics applications.

- 2013-06-11 (feature #1430)
  Enhanced the interpretation of OpenType features to support lookup
  types 2, 5, and 6. These context-sensitive lookups are required e.g. for
  fonts which resemble cursive handwriting. As a follow-up the OpenType
  features "calt", "ccmp", "clig", and "cswh" are now also supported.

- 2013-05-08 (feature #1564)
  Enhanced the treatment of clipping paths in Tagged PDF.


==============================
PDFlib 9.0.0p3 (June 05, 2013)
==============================

- 2013-06-05 (bug #4415)
  PDF_info_textline() with the keyword "unknownchars" would incorrectly
  throw an exception "Glyph id 0 (notdef character) not allowed" in
  PDF/A-2/3, PDF/UA and PDF/X-4/5 mode if the tested string contained a
  character for which no glyph was available in the font.

- 2013-06-04 (bug #4412)
  Improved the accuracy of bounding box calculations for Bezier curves in
  image clipping paths to avoid inaccurate image placement in cases with
  large Bezier segments.

- 2013-06-03 (bug #4407)
  SVG patterns could be rendered incorrectly if the global option "topdown"
  was set.

- 2013-06-03 (bug #4404)
  The text option "fontstyle=bold" in combination with "topdown" incorrectly
  increased the font size.

- 2013-06-03 (bug #4400)
  The option "checkcolorspace" was incorrectly documented as "colorspacecheck".

- 2013-05-31 (bug #4409)
  The global option "topdown" was not treated as Boolean type so that the
  variant "notopdown" didn't work.

- 2013-05-28 (bug #4405)
  Added C++ support files to the Borland package.

- 2013-05-27 (bug #4399)
  Option lists with a leading UTF-8 BOM and a space character before the
  first option were incorrectly rejected.

- 2013-05-23 (bug #4394)
  The global option "topdown" was not honored in PDF_begin_template_ext().

- 2013-05-22 (bug #4342)
  Fixed searchpath problems with the C mini samples on MVS.

- 2013-05-22 (bug #4387)
  PDFlib didn't work with Ruby 2.0 on Windows.

- 2013-05-22 (bug #4391)
  Resetting the transparency blending mode with "blendmode=None" didn't work.

- 2013-05-17 (bug #4377/feature #1230)
  Files attached with PDF_add_portfolio_file() were not associated with
  any document component in PDF/A-3 mode. Now they are implicitly associated
  with the whole document.

- 2013-05-16 (bug #4357)
  Automatically create a transparencygroup entry for the page if an image
  with a color key mask was placed. These are created from PNG and GIF
  images with a single transparent color value or PNG with a single
  transparent entry in the tRNS chunk. Strictly speaking this shouldn't
  be required since no real transparency is involved, but it significantly
  improves the screen display in Acrobat.

- 2013-05-16 (bug #4352/REOPENED)
  While the previous fix worked, it had been applied only to PDF_xshow(),
  but not PDF_fit_textline().

- 2013-05-13 (bug #4380)
  The table formatter could chop off some contents of a textflow cell in
  the last row. Now an error message is emitted if the Textflow cannot be
  squeezed into the cell according to the specified shrinking limits.


=============================
PDFlib 9.0.0p2 (May 08, 2013)
=============================

- 2013-05-08 (bug #4379)
  Replaced stray non-ASCII characters in the description text of the
  FOGRA15 and FOGRA23 standard output intents for PDF/X-3.

- 2013-05-08 (bug #4368)
  The final output file (as opposed to the temporary file) is now opened
  in PDF_begin_document() even with the "linearize" and "optimize" option
  to make sure that problems with opening the file are already diagnosed
  when starting a document instead of in PDF_end_document().

- 2013-05-06 (bug #4375)
  The global "usercoordinates" setting was not correctly honored in
  PDF_create_field(). 

- 2013-05-02 (bug #4360)
  XMP properties in the "pdfx" (PDF eXtended) namespace were rejected in
  PDF/A mode even if the corresponding extension schema description was
  present. As a side effect of this change incorrect namespace prefixes
  within PDF/A extension schema descriptions are now corrected.

- 2013-04-29 (bug #4372)
  SVG: fixed incorrect treatment of large numerical values in the scanner.

- 2013-04-29 (bug #4371)
  Reinstalled the former treatment of invalid Rational entries in TIFF
  images so that denominator=0 is again treated as 1 (e.g. to avoid
  unreasonable resolution values).

- 2013-04-22 (bug #4352)
  PDF_xshow() and PDF_fit_textline() with the "xadvancelist" option produced
  wrong output, wrong metrics and/or the inappropriate error message
  "Floating point number xtoo large" if the text contained text layout control
  characters of the following list:
  NBSP NNBSP ZWNJ ZWJ LRM RLM LRE RLE PDF LRO RLO

- 2013-04-22 (bug #4353)
  A misleading message "File 'xxx.PFB' does not seem to be an SVG file" was
  emitted if a FontOutline resource was configured for a font which was
  neither TrueType nor OpenType, and no corresponding AFM or PFM file was
  configured. Now the more appropriate message "AFM or PFM font metrics file
  not found" is produced.

- 2013-04-16 (bug #4350)
  A crash could occur if pCOS accessed an invalid UTF-8 sequence and neither
  CMaps nor cpxxxx host encodings were available.

- 2013-04-11 (bug #4347)
  Compressed stream data was truncated if the uncompressed stream input
  exceeded 4GB.

- 2013-04-11 (bug #4348)
  PDFlib builds without encryption support (PDF_FEATURE_SECURITY) didn't
  work.


===============================
PDFlib 9.0.0p1 (April 09, 2013)
===============================

- 2013-04-09 (bug #4344)
  In case of an ICC profile mismatch (e.g. CMYK profile instead of RGB) the
  error message didn't include the name of the profile.

- 2013-04-09 (bug #4342)
  Importing Tagged PDF documents into an untagged document without closing
  the documents resulted in the following exception in PDF_delete():
  "Illegal array index 1 in function pdc__vtr_at".

- 2013-04-09 (bug #4330)
  Fixed a crash when loading large TIFF images with
  (width*height*bpc*components)/8 > 4GB.

- 2013-04-08 (bug #4245)
  Switched the build process for the Ruby binding on Windows to MinGW to
  support Ruby 1.9 and above.

- 2013-04-07 (bug #4329)
  Deriving a PHP class from the PDFlib class could result in a crash.

- 2013-04-03 (bug #4333)
  Fixed a memory leak for TIFF images which are handled in raw pixel mode
  and have an orientation tag.

- 2013-03-27 (bug #4318)
  Modified the treatment of SVG viewports with percentage values.

- 2013-03-25 (bug #4327)
  Fixed a memory leak in PDFlib-only source code packages.

- 2013-03-21 (bug #4325)
  Fixed a problem with the calculation of matchboxes in a Textflow.

- 2013-03-21 (bug #4326)
  Fixed a problem with compiling source code packages on Linux 32-bit.


=============================
PDFlib 9.0.0 (March 14, 2013)
=============================

- Implements a variety of new features and options, see PDFlib Tutorial
  and API Reference for details.




PDFlib-9.1.1p3-Windows-REALbasic/doc/compatibility.txt
API changes
===========

This file documents those API changes which affect existing PDFlib client
programs. Although we go to some efforts in maintaining the existing API
functions, it is sometimes necessary to incorporate a few non-backward
compatible changes in order to streamline the API and introduce new or
extended functions.


PPS, PPS API, Block plugin and Acrobat versions
===============================================
                                    Acrobat            Acrobat
PPS        PPS API   Block Plugin   Windows            OS X/macOS
-------------------------------------------------------------------
8.0.0      8         4.0            7,8,9              8,9
8.0.1      9         4.1            7,8,9              8,9
8.0.2      9         4.2            7,8,9              8,9
8.0.3      9         4.3              8,9,X            8,9,X
8.0.4      9         4.4              8,9,X            8,9,X
8.0.5      9         4.5              8,9,X,XI         8,9,X,XI
8.0.6      9         4.6              8,9,X,XI         8,9,X,XI
9.0.0     10         5.0              8,9,X,XI         8,9,X,XI
9.0.1     10         5.1              8,9,X,XI         8,9,X,XI
9.0.2     10         5.2              8,9,X,XI         8,9,X,XI
9.0.3     10         5.3              8,9,X,XI         8,9,X,XI
9.0.4     10         5.4              8,9,X,XI         8,9,X,XI
9.0.5     10         5.5              8,9,X,XI,DC      8,9,X,XI,DC
9.0.6     10         5.6              8,9,X,XI,DC      8,9,X,XI,DC
9.0.7     10         5.7              8,9,X,XI,DC      8,9,X,XI,DC
9.1.0     10         5.10             8,9,X,XI,DC      8,9,X,XI,DC
9.1.1     10         5.11             8,9,X,XI,DC      8,9,X,XI,DC


Identifying deprecated API functions
====================================
API features are never removed between a particular version and its successor.
Instead, features are first declared as deprecated. There are several methods
for identifying deprecated API calls in user code. These are discussed in the
document "PDFlib Migration Guide".


PDFlib 9.1.1
============
The option "transparencygroup" of PDF_open_pdi_page() and PDF_load_graphics()
is now forced to "auto" in PDF/A-2/3 and PDF/X-4/5 modes to ensure standard-
conforming output with a suitable blend color space and group isolation.

PDF_open_pdi_document(): if uselayers=false is supplied no other documents
can be imported with layers. Vice versa, as soon as layers have been defined
directly with PDF_define_layer() or indirectly with PDF_open_pdi_document()
with uselayers=true the option uselayers=false is no longer allowed. This
is required to comply with the PDF requirement that all layers must be listed
in the OCProperties structure.


PDFlib 9.1
==========

New API function
----------------
PDF_create_devicen()


Deprecated items
----------------
Removed the following deprecated functions and options from the API Reference
(they are still available in the code):

PDF_set_parameter()
PDF_set_value()
PDF_get_parameter()
PDF_get_value()
PDF_xshow()
PDF_begin_glyph()
PDF_setdash()
PDF_setdashpattern()
PDF_setflat()
PDF_setlinejoin()
PDF_setlinecap()
PDF_setmiterlimit()
PDF_initgraphics()
PDF_begin_pattern()


PDF_load_font(): autocidfont

PDF_load_image(): downsamplemask

PDF_info_font(): checkcolorspace (hasn't been implemented anyway)

PDF_makespotcolor(): removed the color libraries "PANTONE Goe coated" and
"PANTONE Goe uncoated" as they are no longer supported by Pantone, Inc.

Changes in PDF_create_field():
Changed the font encoding handling for form fields to work around
display problems in Acrobat: for type=checkbox and radiobutton in
PDF_create_field() no font is required. If a font is specified, only
ZapfDingbats with encoding=builtin is accepted.
Fonts loaded with encoding=unicode will not be loaded automatically with 
encoding=winansi again. It is recommended to load TrueType/OpenType fonts
with an 8-bit encoding and the option "simplefont".

Common XObject options for PDF_load_image() and PDF_begin_template_ext():
OPI-1.3, OPI-2.0

PDF_load_graphics(): devicergb


PDFlib 9.0.7
============
- PDF_set_layer_dependency(): removed unsupported type=Variant and
  corresponding layer variant options from the PDFlib API Reference.

- PDF_create_annotation(), option "name": the names must be unique on each
  page, but PDFlib issued only a warning. If a duplicate name is supplied,
  the function call now fails to prevent inconsistent PDF output.

- PDF_create_pvf(): the default of the "copy" option has been changed from
  "false" to "true" for all language bindings except C/C++. This temporarily
  requires more memory, but avoids spurious memory problems in situations
  where the language's garbage collector no longer has a reference to the
  memory.
  
- The deprecated function PDF_add_thumbnail() is now a no-op since users
  didn't create thumbnails, and Acrobat ignores embedded thumbnails anyway.

- PDF_fit_table() now supports fitmethod=auto as follows: if the table box is
  narrower than the fitbox it is enlarged to the fitbox width. This slightly
  changes the previously undocumented behavior of fitmethod=auto for tables.  


PDFlib 9.0.6
============
No changes which affect compatibility.


PDFlib 9.0.5
============
PDF_open_pdi_document() no longer reads Tagged PDF structure by default if
called in object scope, i.e. if no output document is open. If the PDI
document is intended for use with a Tagged PDF output document, the option
usetags=true must be provided.


PDFlib 9.0.4
============
No changes which affect compatibility.


PDFlib 9.0.3
============
No changes which affect compatibility.



PDFlib 9.0.2
============

Modified Parameter Names
------------------------
The following functions used parameter names x_1, y_1 etc. instead
of the documented names x1, y1 etc.:
PDF_circular_arc(), PDF_curveto(), PDF_rcurveto(), PDF_shading()
These have been changed to use the documented names.

Objective-C: this change requires corresponding parameter name
adjustments in client code.


Deprecated Option
-----------------
Font options: "autocidfont" is deprecated and no longer functional due to
internal changes in the font engine.


Deprecated Function
-------------------
PDF_begin_pattern(): use PDF_begin_pattern_ext() (now for all bindings)


Font handling
-------------
Due to feature #1625 and bug #4559 (modified treatment of fonts for form
fields) fonts may now be embedded by default. If this is not desired font
embedding can be disabled with "embedding=false".


Tagged PDF
----------
Artifacts are no longer allowed when the currently active element is a
pseudo element or one of Span, Quote, Note, Reference, BibEntry, Code with
inline=true.


PDFlib 9.0.1
============

New API function
----------------
PDF_begin_pattern_ext() (only for C and C++)


New option
----------
Option "transform" for PDF_begin_template_ext()


Deprecated Functions
--------------------
PDF_xshow(): use PDF_fit_textline() with "xadvancelist" option
(PDF_xshow() is available only in the C and C++ language bindings)


XMP metadata
------------
Implemented stricter XMP namespace checks for PDF/A-2 and PDF/A-3 to
follow the XMP 2005 spec and match the behavior of Acrobat Preflight:
namespace URIs are now required to end in a "/" or "#" character.
Otherwise the XMP will be rejected.


Tagged PDF
----------
Modified the handling of H7, H8 etc. so that they are no longer treated
as standard elements, but require rolemap entries. Since PDF/UA consumers
are advised to ignore the rolemapping PDFlib also ignores the rolemaps
of H7 etc. in PDF/UA mode (other than writing them to the PDF output).



PDFlib 9.0
==========

New API functions
-----------------
PDF_begin_glyph_ext()
PDF_close_graphics()
PDF_fill_graphicsblock()
PDF_fit_graphics()
PDF_get_option()
PDF_get_string()
PDF_info_graphics()
PDF_load_asset()
PDF_load_graphics()
PDF_set_graphics_option()
PDF_set_text_option()


Modified Functionality
----------------------
PDI:
The checks for PDF/A, PDF/X and PDF/UA compatibility were moved from
PDF_open_pdi_document() to PDF_open_pdi_page(). This may slightly change
the behavior of applications since incompatible documents can now be opened,
but no pages can be imported from such documents.

PDI now imports layer definitions by default. As a result the output contains
layer definitions if the input contains layers. Previously all layer
definitions were dropped upon import. In order to restore the previous
behavior supply the option uselayers=false in PDF_open_pdi_document().

Layers for PDF/X:
PDF_set_layer_dependency(): changed the default of "createorderlist" to
"true" also in the PDF/X case to improve compatibility with Acrobat X.

Standard Output Intents for PDF/X:
The "StandardOutputIntent" resource category for UPR files is deprecated.

Image clipping paths:
If the "clippingpathname" of PDF_load_image() was supplied although the image
does not contain any clipping path at all, the option was silently ignored.
Now PDF_load_image() correctly emits an error "Couldn't find clipping path".

Image orientation for JPEG images:
PDF_load_image() now interprets the orientation tag in the Exif marker of
JPEG images and automatically rotates the image accordingly. The image output
looks different than with PDFlib <= 8 if the orientation tag is different
from 1.
Workaround: use the option ignoreorientation=true in PDF_load_image() or
PDF_fit_image()

sRGB treatment of JPEG images with Exif marker:
JPEG images with an Exif marker which contains the entry "uncalibrated
colorspace" are no longer treated as sRGB, but rather as DeviceRGB to
match the Exif specification. Such images are very rare, though.
Workaround: you can force sRGB handling by supplying the "iccprofile" option
to PDF_load_image().

16-bit image masks:
Acrobat 7/8/9 do not handle 16-bit images with an alpha channel correctly.
In order to work around this problem you can use the "downsamplemask" option
of PDF_load_image(). By default no downsampling is applied; this differs from
PDFlib 8 which always reduced 16-bit masks to 8-bit.

Tagged PDF:
PDF_begin_item() and the "tag" option of various functions reject the "Alt"
or "ActualText" option if some ancestor in the structure hierarchy already
has the same attribute.
The "taborder" option of PDF_begin/end_page_ext() has the new default
"structure" in Tagged PDF mode (previously: "none") in order to work around
problems in Tagged PDF validators.

Nesting of tags is now checked according to ISO 32000-1. This may result
in exceptions for applications which apply tags in wrong nesting order. The
checks can be disabled with the document option "checktags=none" to migrate
legacy applications. However, it is strongly recommended to adjust the
application code to work with checktags=strict to ensure accessible PDF output.

Standard CJK fonts:
The concept of "Standard CJK fonts" is deprecated. Use externally configured
TrueType (TTF, TTC) or OpenType (TTF, OTF) fonts instead (with or without
font embedding). Note that PDFlib GmbH offers free Japanese fonts for
PDFlib users at www.pdflib.com.

PDF 1.3 output:
PDF output according to compatibility=1.3 is no longer supported although
still functional. However, if encryption is requested the PDF version is
automatically bumped to PDF 1.4 to avoid weak RC4 encryption with 40-bit keys.


Deprecated Options
------------------
PDF_create_annotation(): options "filename" and "mimetype": use "attachment"
PDF_load_font(): options "fontstyle" and "monospace": use suitable fonts
instead


Deprecated Keywords
-------------------
PDF_info_textline(): keywords "scalex" and "scaley":
use "fitscalex" and
"fitscaley"


Deprecated Functions
--------------------
PDF_begin_glyph(): use PDF_begin_glyph_ext()

PDF_set_parameter(),
PDF_set_value():
use PDF_set_option(), PDF_set_text_option() and PDF_set_graphics_option()

PDF_get_parameter(),
PDF_get_value(): use PDF_get_option() and PDF_get_string()

PDF_get_majorversion(),
PDF_get_minorversion(): use PDF_get_option()

PDF_setdash(),
PDF_setdaspattern(),
PDF_setflat(),
PDF_setlinejoin(),
PDF_setlinecap(),
PDF_setmiterlimit(),
PDF_initgraphics(): use PDF_set_graphics_option()

PDF_add_thumbnail(): It is recommended to completely avoid
this feature since PDF viewers create thumbnails automatically.


Deprecated Parameters
---------------------
The parameter/value system with PDF_get_parameter/value() is generally
deprecated, and corresponding options of the same name should be used with
PDF_set_option() etc. However, no corresponding global options are available
for the following keywords for PDF_get/set_parameter():

honoriccprofile: use the "honoriccprofile" option of PDF_load_image()
renderingintent: use the "renderingintent" option of PDF_load_image()
topdown: use the "topdown" option of PDF_begin_page_ext()
setcolor:iccprofilegray/rgb/cmyk: use the "iccprofilegray/rgb/cmyk" 
graphics appearance option


C++ binding
-----------
The convert_to_unicode() method incorrectly used type "string" for the
"inputformat" and "options" parameters. This was wrong and has been changed
to "pstring" (which maps to "wstring" in the default configuration).


Java binding
------------
The name of the PDFlib native library has been changed:

Windows: pdflib_java.dll
Unix: libpdflib_java.so etc.
OS X: libpdflib_java.jnilib


Incompabitilities to PDFlib 8.1
-------------------------------
Incompatible changes between PDFlib 8.1 and 9.0:

- PDF_poca_delete(): additional "optlist" parameter
- PDF_poca_insert(): the default of the "index" option changed from 0 to -1.
 

PDFlib 8.1
==========

New API functions
-----------------
PDF_info_pvf()
PDF_convert_to_unicode()
PDF_elliptical_arc()

PDF_begin_dpart()
PDF_end_dpart()

PDF_poca_new()
PDF_poca_delete()
PDF_poca_insert()
PDF_poca_remove()


Deprecated Functions
--------------------
PDF_utf16_to_utf8(), PDF_utf8_to_utf16(),
PDF_utf32_to_utf16(), PDF_utf8_to_utf32(),
PDF_utf32_to_utf8(), PDF_utf16_to_utf32(): use PDF_convert_to_unicode()


Deprecated Options
------------------
PDF_load_image(), option template: use createtemplate
PDF_fit_textflow(), option checkwordsplitting: use avoidwordsplitting


Incompatible Behavior
---------------------
AES encryption

Due to known weaknesses in AES-256 according to PDF 1.7ext3
(Acrobat 9) PDFlib no longer encrypts PDF documents with this algorithm, but
falls back to AES-128 encryption according to PDF 1.7 instead, which doesn't
support Unicode passwords.
This implies an incompatible change: If you used one or more of the
"userpassword", "masterpassword", or "attachmentpassword" options with
characters outside PDFDocEncoding in an existing PDFlib 8 application,
you must do one of the following:

- switch to newer Acrobat X encryption, i.e. change your code to use
  compatibility=1.7ext8
- keep the PDF 1.7 encryption and refrain from using Unicode passwords,
  i.e. restrict the characters in passwords to PDFDocEncoding


Object fitting

PDF_fit_image(), PDF_add_table_cell(), PDF_fill_imageblock(), and
PDF_fill_pdfblock(): the behavior of "fitmethod=auto" changed as follows:

- If the object fits into the box the behavior is identical to "nofit", i.e.
  no scaling (previous versions upscaled small objects).

- If the object is larger than the fitbox the "meet" method is applied, i.e.
  proportional downscaling (this behavior is identical to previous versions).
 
In order to restore the previous behavior change "fitmethod=auto" to
"fitmethod=meet".


Removed from Documentation
--------------------------
The following functions, parameters, and options were already deprecated
in PDFlib 8. They were marked as "deprecated" in the PDFlib 8 manual
and are no longer documented in the PDFlib 8.1 manual (although they still
work):

Functions:
PDF_begin_template(): use PDF_begin_template_ext()
PDF_end_template(): use PDF_end_template_ext()

Options:
PDF_begin_document(): compatibility=1.3, pdfx=PDF/X-1a:2001, pdfx=PDF/X-3:2002

Parameters:
imagewidth
imageheight
image:iccprofile
orientation
resx
resy



PDFlib 8.0.4
============
New features:
- Objective-C language binding for OS X and iOS
- Caching of PDI page handles (even closed ones)
- Support for PostScript XObjects
- object-oriented interface for Python
- emit modification date for file attachments

Deprecated Keywords
-------------------
PDF_info_image(): targetbox, targetx1/x2/x3/x4, targety1/y2/y3/y4: the
size of templates with the "reference" option will be calculated automatically.


Deprecated Parameters
---------------------
PDF_set_parameter(): "license", "licensefile", "nodemostamp": use
"license", "licensefile", "avoiddemostamp" of PDF_set_option()


Standard output intent names for PDF/X:

Updated PDFlib's internal list of standard output intents to reflect the
current state of the Characterization Data collection at www.color.org.

- Removed the following printing conditions from the list; if you are using
these you must embed the corresponding ICC profile:
GRACoL2006_Coated1, SWOP2006_Coated3, SWOP2006_Coated5

- Added the following printing conditions which can now be used without
embedding an ICC profile:
FOGRA45, FOGRA46, FOGRA47

- Removed the following printing conditions from the documentation (but not
from the list in the code) since they are no longer recommended by FOGRA:
FOGRA27: use FOGRA39 instead
FOGRA28: use FOGRA45 instead
FOGRA29: use FOGRA47 instead

- Removed old PDFlib 5 and 6 compatibility entries since they would result
in non-conforming PDF/X output:
"OF COM PO P1 F60", "OF COM PO P2 F60", "OF COM PO-P3 F60", "OF COM PO P4 F60",
"OF COM NE P1 F60", "OF COM NE P2 F60", "OF COM NE P3 F60", "OF COM NE P4 F60",
"SC GC2 CO F30", "Ifra_NP_40lcm_neg+CTP_05.00"


PDFlib 8.0.3
============
New features:
- option "barcode" for PDF_create_field/group()
- option "type=prc" for PDF_load_3ddata()
- options "forcebox" and "expandbox" for PDF_open_pdi_page()


PDFlib 8.0.2
============
New features:
- options "colwidthdefault" and "rowheightdefault" for PDF_fit_textflow()
- numeric byte code references for symblic fonts with the "&.#<code>;" syntax
- automatic synchronization of marked content for Tagged PDF and layers
- option "createorderlist" for PDF_set_layer_dependency()
- create and import PDF 1.7 extension level 8 (Acrobat X) documents
- option "rolemap" for PDF_begin_document() to support custom tags in
  PDF_begin_item()


PDFlib 8.0.1
============

Block Plugin 4.1 and PPS 8.0.1
------------------------------
The Block API number has been increased because the Block Plugin and
PPS support the following new features:

- Support the keyword "auto" for the "position" property in property group
  "object fitting" for Textline Blocks (but not other Block types).
- Support the keyword "_auto" for the "script" property in property group
  "text preparation".

This means that Block PDFs created with Plugin 4.1 will be rejected by
Block Plugin 4.0 and PPS 8.0.0!


PDFlib 8.0.0
============

New API functions
-----------------
PDF_add_path_point()
PDF_add_portfolio_file()
PDF_add_portfolio_folder()
PDF_align()
PDF_begin_mc()
PDF_circular_arc()
PDF_close_font()
PDF_delete_path()
PDF_draw_path()
PDF_ellipse()
PDF_end_mc()
PDF_end_template_ext()
PDF_info_image()
PDF_info_path()
PDF_info_pdi_page()
PDF_mc_point()
PDF_set_option()
PDF_utf8_to_utf32()
PDF_utf32_to_utf8()
PDF_utf16_to_utf32()


Block Plugin and PPS
--------------------
The "pdiusebox" Block property never worked, and is no longer available. It
will silently be ignored by PDFlib 8.
 

C binding
---------
Applications which use the PDFlib binding for C must be linked with a
C++ compiler since the PDFlib library includes some parts which are
implemented in C++. Using a C linker may result in unresolved externals
unless the application is explicitly linked against the required C++
support libraries.


C++ binding
-----------
The C++ binding now supports a wstring-based interface, but can be
configured to use the plain C++ string type as in PDFlib 7. See
the PDFlib Tutorial for details regarding full source code
compatibility with PDFlib 7 applications. However, the recommended
approach is to switch to the new wstring interface.


Python binding
--------------
The non-Unicode aware compatibility binding for Python is no longer
documented (but available in the code nevertheless).


RPG binding
-----------
The function name prefix for the Unicode-aware version of the RPG binding
changed from "RPDF_" to "PDF_" since the Unicode-aware binding is now
the default.


Deprecated functions
--------------------
PDF_end_template(): use PDF_end_template_ext()


The following functions, parameters, and options were already deprecated
in PDFlib 7. They were marked as "deprecated" in the PDFlib 7 manual
and are no longer documented in the PDFlib 8 manual (although they still
work):

Functions:
PDF_open_pdi(): use PDF_open_pdi_document()
PDF_close_pdi(): use PDF_close_pdi_document()
PDF_get_pdi_value(): use PDF_pcos_get_number()
PDF_get_pdi_parameter(): use PDF_pcos_get_string()


Deprecated Parameters
---------------------
imagewidth, imageheight, image:iccprofile, orientation, resx, resy:
use PDF_info_image()

warning, iccwarning, fontwarning, glyphwarning, imagewarning, pdiwarning:
use errorpolicy

ascenderfaked, capheightfaked, descenderfaked, fontencoding,
fontname, fontstyle, xheightfaked: use PDF_info_font()

autocidfont, autosubsetting, unicodemap: use options in PDF_load_font()

fontmaxcode, capheight, ascender, descender, xheight, monospace:
use PDF_info_font()

subsetlimit, subsetminsize: use options in PDF_load_font()

errorpolicy=legacy


Deprecated Options
------------------
PDF_load_font(): fontwarning, kerning
PDF_fit_textline(): locallink, weblink
PDF_info_textline(): unmappedglyphs
PDF_add/create_textflow(): textwarning
PDF_info_textflow(): remainchars
PDF_load_image(): imagewarning
PDF_open_pdi_document(): pdiwarning
PDF_open_pdi_page(): infomode, pdiwarning
PDF_process_pdi(): pdiwarning
PDF_fill_*block(): glyphwarning, fontwarning, imagewarning, pdiwarning
PDF_create_action(): actionwarning
PDF_create_annotation(): annotwarning
PDF_create_field() and PDF_create_fieldgroup(): fieldwarning
many functions: errorpolicy=legacy


Fonts
-----
OpenType fonts loaded with encoding "unicode" are no longer force-embedded.
If embedding is desired you must supply the "embedding" option when
loading the font.

Text strings for use with symbol fonts (e.g. ZapfDingbats) loaded with
encoding=builtin and textformat=ut8 must actually be provided in UTF-8
format. This is different from PDFlib 7 which ignored the textformat in
this situation (the PDFlib 7 behavior was a bug which was leveraged by
some applications).


Images
------
PDFlib 8 will by default interpret an alpha channel in TIFF and PNG images.
If this is not desired it can be disabled with the "ignoremask" option
of PDF_load_image().


Text output
===========
PDFlib 8 will apply kerning by default; in contrast, PDFlib 7 applied
kerning by default only in Textflow, and only if the font had been loaded
with kerning=true.
In order to avoid kerning for compatibility with older versions, set
readkerning=false when loading the font, or kerning=false when generating
text output.


Performance
-----------
PDF_load_font(): unlike earlier versions, PDFlib 8 will read kerning values
from all loaded fonts by default. If kerning is not required font loading
can be accelerated with the "readkerning=false" option.


Form fields
-----------
PDF_create_field() with type=checkbox or radiobutton: glyphs from ZapfDingbats
font (e.g. checkmark) are displayed with incorrect spacing in Acrobat 9 and X
due to a bug in Acrobat.
As a workaround the option "unicodemap=false" can be used, but this will
result in the omission of the ToUnicode CMap.


Stricter checks
---------------
The output intent for PDF/A and PDF/X must be set before calling any of
the following functions:
PDF_begin_page_ext()
PDF_open_pdi_page()
PDF_setcolor()
PDF_load_image()

This was recommended in earlier versions, but up to PDFlib 7 this rule
was not enforced.
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1 Programming Concepts


1.1 Option Lists
Option lists are a powerful yet easy method for controlling API function calls. Instead of 
requiring a multitude of function parameters, many API methods support option lists, 
or optlists for short. These are strings which can contain an arbitrary number of options. 
Option lists support various data types and composite data like lists. In most language 
bindings optlists can easily be constructed by concatenating the required keywords and 
values.


Bindings C language binding: you may want to use the sprintf( ) function for constructing optlists.


.NET language binding: C# programmers should keep in mind that the AppendFormat( ) 
StringBuilder method uses the { and } braces to represent format items which will be re-
placed by the string representation of arguments. On the other hand, the Append( ) 
method does not impose any special meaning on the brace characters. Since the option 
list syntax makes use of the brace characters, care must be taken in selecting the 
AppendFormat( ) or Append( ) method appropriately.


1.1.1 Syntax


Formal option list syntax definition. Option lists must be constructed according to fol-
lowing rules:


> All elements (keys and values) in an option list must be separated by one or more of 
the following separator characters: space, tab, carriage return, newline, equal sign ’=’.


> An outermost pair of enclosing braces is not part of the element. The sequence { } 
designates an empty element.


> Separators within the outermost pair of braces no longer split elements, but are part 
of the element. Therefore, an element which contains separators must be enclosed 
with braces.


> If an element contains brace characters these must be protected with a preceding 
backslash character.


> If an element contains a sequence of one or more backslash characters in front of a 
brace, each backslash in the sequence must be protected with another backslash 
character.


> Option lists must not contain binary zero values.


An option may have a list value according to its documentation in this PDFlib API Refer-
ence. List values contain one or more elements (which may themselves be lists). They 
are separated according to the rules above, with the only difference that the equal sign 
is no longer treated as a separator.


Note Option names (i.e. the key) never contain hyphen characters. Keep this in mind since the tables 
with option descriptions may sometimes contain long option names which are hyphenated. 
The hyphen must be omitted when supplying the option in an option list.


Simple option lists. In many cases option lists will contain one or more key/value 
pairs. Keys and values, as well as multiple key/value pairs must be separated by one or 
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more whitespace characters (space, tab, carriage return, newline). Alternatively, keys 
can be separated from values by an equal sign ’=’:


key=value
key = value
key value
key1 = value1 key2 = value2


To increase readability we recommend to use equal signs between key and value and 
whitespace between adjacent key/value pairs.


Since option lists will be evaluated from left to right an option can be supplied mul-
tiply within the same list. In this case the last occurrence will overwrite earlier ones. In 
the following example the first option assignment will be overridden by the second, 
and key will have the value value2 after processing the option list:


key=value1 key=value2


List values. Lists contain one or more separated values, which may be simple values or 
list values in turn. Lists are bracketed with { and } braces, and the values in the list must 
be separated by whitespace characters. Examples:


dasharray={11 22 33} (list containing three numbers)
position={ center bottom } (list containing two keywords)


A list may also contain nested lists. In this case the lists must also be separated from 
each other by whitespace. While a separator must be inserted between adjacent } and { 
characters, it can be omitted between braces of the same kind:


polylinelist={{10 20 30 40} {50 60 70 80}} (list containing two lists)


If the list contains exactly one list the braces for the nested list must not be omitted:


polylinelist={{10 20 30 40}} (list containing one nested list)


Nested option lists and list values. Some options accept the type option list or list of 
option lists. Options of type option list contain one or more subordinate options. Options 
of type list of option lists contain one or more nested option lists. When dealing with 
nested option lists it is important to specify the proper number of enclosing braces. 
Several examples are listed below.


The value of the option metadata is an option list which itself contains a single op-
tion filename:


metadata={filename=info.xmp}


The value of the option fill is a list of option lists containing a single option list:


fill={{ area=table fillcolor={rgb 1 0 0} }}


The value of the option fill is a list of option lists containing two option lists:


fill={{ area=rowodd fillcolor={rgb 0 1 0} } { area=roweven fillcolor={rgb 1 0 0} }}


List containing one option list with a value that includes spaces:


attachments={{filename={foo bar.xml} }}
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List containing three strings:


itemnamelist = { {Isaac Newton} {James Clark Maxwell} {Albert Einstein} }


List containing two keywords:


position={left bottom}


List containing different types (float and keyword):


position={10 bottom}


List containing one rectangle:


boxes={{10 20 30 40}}


List containing two polylines with percentages:


polygons = {{10 20 40 60 90 120}} {12 87 34 98 34% 67% 34% 7%}}


Common traps and pitfalls. This paragraph lists some common errors regarding op-
tion list syntax.


Braces are not separators; the following is wrong:


key1 {value1}key2 {value2} WRONG!


This will trigger the error message Unknown option 'value2'. Similarly, the following are 
wrong since the separators are missing:


key{value} WRONG!
key={{value1}{value2}} WRONG!


Braces must be balanced; the following is wrong (see below for unquoted string syntax):


key={open brace {} WRONG!


This will trigger the error message Braces aren't balanced in option list 'key={open brace {}'. 
A single brace as part of a string must be preceded by an additional backslash character:


key={closing brace \} and open brace \{} CORRECT!


A backslash at the end of a string value must be preceded by another backslash if it is 
followed by a closing brace character:


key={\value\} WRONG!
key={\value\\} CORRECT!


1.1.2 Simple Data Types


String. Strings are plain ASCII strings (or EBCDIC strings on EBCDIC platforms) which 
are generally used for non-localizable keywords. Strings containing whitespace or ’=’ 
characters must be bracketed with { and }:


password={ secret string } (string value contains three blanks)
contents={length=3mm} (string value containing one equal sign)
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The characters { and } must be preceded by an additional \ character if they are sup-
posed to be part of the string:


password={weird\}string} (string value contains a right brace)


A backslash in front of the closing brace of an element must be preceded by a backslash 
character:


filename={C:\path\name\\} (string ends with a single backslash)


An empty string can be constructed with a pair or braces:


{}


Content strings, hypertext strings and name strings: these can hold Unicode content in 
various formats. Single bytes can be expressed by an escape sequence if the option 
escapesequence is set. For details on these string types and encoding choices for string 
options see the PDFlib Tutorial.


Non-Unicode capable language bindings: if an option list starts with a [EBCDIC-]UTF-
8 BOM, each content, hypertext or name string of the option list is interpreted as a [EBC-
DIC-]UTF-8 string.


Unquoted string values. In the following situations the actual characters in an option 
value may conflict with optlist syntax characters:


> Passwords or file names may contain unbalanced braces, backslashes and other spe-
cial characters


> Japanese SJIS filenames in option lists (reasonable only in non-Unicode-capable lan-
guage bindings)


> Supplying JavaScript code in options is problematic due to the use of { and } braces


In order to provide a simple mechanism for supplying arbitrary text or binary data 
which does not interfere with option list syntax elements, unquoted option values can 
be supplied along with a length specifier in the following syntax variants:


key[n]=value
key[n]={value}


The decimal number n represents the following:
> in Unicode-capable language bindings: the number of UTF-16 code units
> in non-Unicode aware language bindings: the number of bytes comprising the string


The braces around the string value are optional, but strongly recommended. They are 
required for strings starting with a space or other separator character. Braces, separators 
and backslashes within the string value are taken literally without any special interpre-
tation.


Example for specifying a 7-character password containing space and brace charac-
ters. The whole string is surrounded by braces which are not part of the option value:


password[7]={ ab}c d}


If an option value in a nested option list is provided with a length count, the enclosing 
option list must also supply a length count, e.g.


fitannotation[34]={contents[19]={this is a brace '}'}}
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Unichar. A Unichar is a single Unicode value where several syntax variants are sup-
ported: decimal values ¹ 10 (e.g. 173), hexadecimal values prefixed with x, X, 0x, 0X, or U+ 
(xAD, 0xAD, U+00AD), numerical references, character references, and glyph name refer-
ences but without the ’&’ and ’;’ decoration (shy, #xAD, #173). Alternatively, literal charac-
ters can be supplied. Examples:


replacementchar=? (literal)
replacementchar=63 (decimal)
replacementchar=x3F (hexadecimal)
replacementchar=0x3F (hexadecimal)
replacementchar=U+003F (Unicode notation)
replacementchar=euro (HTML character reference)
replacementchar=.question (standard glyph name reference)
replacementchar=.marina (font-specific glyph name reference)


Single characters which happen to be a number are treated literally, not as decimal Uni-
code values:


replacementchar=3 (U+0033 THREE, not U+0003!)


Unichars must be in the hexadecimal range 0-0x10FFFF (decimal 0-1114111). However, 
some options are restricted to the range 0-0xFFFF (0-65535). This is noted in the respec-
tive option description.


Unicode range. A Unicode range identifies a contiguous range of Unicode characters 
via start and end characters of the range. The start and end values of a Unicode range 
must be separated by a minus sign ’-’ without any spaces, e.g.


forcechars={U+03AC-U+03CE}


Boolean. Booleans have the values true or false; if the value of a Boolean option is 
omitted, the value true is assumed. As a shorthand notation noname can be used instead 
of name=false:


embedding (equivalent to embedding=true)
noembedding  (equivalent to embedding=false)


Keyword. An option of type keyword can hold one of a predefined list of fixed key-
words. Example:


blendmode=overlay


For some options the value hold either a number or a keyword.


Number. Option list support several numerical types.
Integer types can hold decimal and hexadecimal integers. Positive integers starting 
with x, X, 0x, or 0X specify hexadecimal values:


-12345
0
0xFF
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Floats can hold decimal floating point or integer numbers; period and comma can be 
used as decimal separators for floating point values. Exponential notation is also sup-
ported. The following values are all equivalent:


size = -123.45
size = -123,45
size = -1.2345E2
size = -1.2345e+2


Percentages are numbers with a % character directly after the numerical value. Some 
options allow negative percentages:


leading=120%
topoffset=-20.5%


Handle. Handles identify various types of objects, e.g. fonts, images, ICC profiles or ac-
tions. Technically these are integer values which have been returned earlier by an API 
function. For example, an image handle is returned by PDF_load_image( ). Handles must 
always be treated as opaque types; they must never be modified or created by the appli-
cation directly (as opposed to using a handle returned by an API function). Handles 
must always be valid for the respective type of object. For example, an option which ex-
pects an image handle must not be supplied with a graphics handle, although both han-
dles are integer types.


1.1.3 Fontsize and Action Data Types


Fontsize. A fontsize can be defined in several ways which allow the size of text to be 
specified in absolute values, relative to some external entity, or relative to some font 
property. In general the fontsize must be different from 0 unless the option description 
mentions otherwise.


In the most common case a fontsize contains a single float value which specifies re-
fers to units in the user coordinate system:


fontsize=12


The second variant contains a percentage, where the basis of the percentage depends on 
the context (e.g. the width of the fitbox for PDF_fit_textline( )):


fontsize=8%


In the third variant, the fontsize is specified as an option list which must contain a key-
word and a number. The keyword describes the desired font metric according to Table 
1.1, and the number contains the desired size. PDFlib will calculate the proper fontsize so 
that the selected text metric matches the supplied value:


fontsize={capheight 5}


Action list. An action list specifies one or more actions. Each entry in the list consists 
of an event keyword (trigger) and a list of action handles which must have been created 
with PDF_create_action( ). Actions will be performed in the listed order. The set of al-
lowed events (e.g. docopen) and the type of actions (e.g. JavaScript) are documented sep-
arately for the respective options.


List containing a single trigger with three actions:
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action={ activate={ 0 1 2 } }


List containing three triggers with one action for each:


action={ keystroke=0 format=1 validate=2 }


1.1.4 Color Data Type


Overview of color spaces. You can specify the colors for filling and stroking paths and 
text characters. Colors can be specified in several color spaces (see PDFlib Tutorial for a 
full discussion of color spaces and values). Each item in the following list starts with the 
corresponding color space keyword for color options):


> gray: Gray values between 0=black and 1=white;
> rgb: RGB triples, i.e. three values between 0 and 1 specifying the percentage of red, 


green, and blue; (0, 0, 0)=black, (1, 1, 1)=white. The commonly used RGB color values in 
the range 0–255 must be divided by 255 in order to scale them to the range 0–1 as re-
quired by PDFlib.
As an alternative to numerical RGB values you can specify RGB colors via their HTML 
names or hexadecimal values.


> cmyk: Four CMYK values between 0 = no color and 1 = full color, representing cyan, 
magenta, yellow, and black values; (0, 0, 0, 0)=white, (0, 0, 0, 1)=black. Note that this is 
different from the RGB specification.


> iccbased (not for PDF_setcolor( )) and iccbasedgray/rgb/cmyk: ICC-based colors are based 
on an ICC profile.


> spotname: name of a predefined spot color and a tint value in the range 0=no color to 
1=maximum intensity.
Alternatively, the name of a custom spot color, a tint value´, and an alternate re-
presentation in one of the other color spaces above.


> spot: handle for a predefined or custom spot color created with PDF_makespotcolor( ) 
and a tint value.


> devicen: handle for a DeviceN color space created with PDF_create_devicen( ) and N tint 
values for the named colorants. Tint values are in the range 0=no color to 1=maxi-
mum intensity.


> lab expects device-independent colors in the CIE L*a*b* color space. Colors are speci-
fied by a luminance value in the range 0-100 and two color values a and b in the 
range -128 to 127. The a component ranges from green to red/magenta (negative val-
ues indicate green, positive values indicate magenta), and the b component ranges 
from blue to yellow (negative values indicate blue, positive values indicate yellow).


Table 1.1 Suboptions for options of type fontsize


option description


ascender The number is interpreted as ascender height.


bodyheight The number is interpreted as minimum distance between baselines, i.e. descenders and ascenders of ad-
jacent lines may exactly touch if this value is used as leading. This is the default behavior if no keyword is 
provided.


capheight The number is interpreted as capital letter height.


xheight The number is interpreted as lowercase letter height.
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> pattern: shading pattern identified by a pattern handle. A shading pattern provides a 
gradual transition between two or more colors and can be created with PDF_shading_
pattern( ) based on a shading handle created with PDF_shading( ).


> pattern: tiling pattern identified by a pattern handle. A tiling pattern contains arbi-
trary text, vector graphics, or images which are repeatedly tiled across the area to be 
filled. Tiling patterns can be created with PDF_begin_pattern_ext( ).


The default color for stroke and fill operations is black. The color space for this default 
color is selected automatically to match PDF/X and PDF/A color requirements.


Color options. Color options can be defined in three different forms: using an RGB col-
or name, hexadecimal RGB values, or a flexible option list for colors in any color space.


Cookbook A full code sample for using RGB color values can be found in the Cookbook topic
color/web_colornames.


In the first form all valid color names from SVG 1.1 can be supplied directly to specify an 
RGB color or an sRGB color if the sRGB ICC profile has been selected, e.g.


strokecolor=pink


The color names are case-insensitive. A list of valid RGB color names can be found at the 
following location:


www.w3.org/TR/SVG11/types.html#ColorKeywords 


In the second form a hash ’#’ character followed by any three pairs of hexadecimal dig-
its 00-FF can be supplied to specify an RGB color value, e.g.


strokecolor=#FFC0CB


In the third form an color option list specified a color space and color value. A color op-
tion list contains a color space keyword and a list with a variable number of float values 
depending on the particular color space. Table 1.2 contains descriptions of color space 
keywords with examples. As detailed in the respective function descriptions, a particu-
lar option list may support only a subset of the color space keywords.


Cookbook A full code sample can be found in the Cookbook topic color/starter_color.


Table 1.2 Keywords for the color data type in option lists


keyword additional values example


gray single float value for the grayscale color space { gray 0.5 }


rgb three float values for the RGB color space { rgb 1 0 0 }


(no keyword) HTML color name or hexadecimal values for an RGB color pink


#FFC0CB


cmyk four float values for the CMYK color space { cmyk 0 1 0 0 }


lab three float values for the Lab color space { lab 100 50 30 }


spot spot color handle created with PDF_makespotcolor( ), followed by 
a float specifying the tint value


{ spot <handle> 0.8 }



http://www.w3.org/TR/SVG11/types.html#ColorKeywords

http://www.pdflib.com/pdflib-cookbook/color/starter-color

http://www.pdflib.com/pdflib-cookbook/color/web-colornames
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1.1.5 Geometric Data Types


Line. A line is a list of four float values specifying the x and y coordinates of the start 
and end point of a line segment. The coordinate system for interpreting the coordinates 
(default or user coordinate system) varies depending on the option, and is documented 
separately:


line = {10 40 130 90}


Polyline. A polyline is a list containing an even number n of float values with n>2. Each 
pair in the list specifies the x and y coordinates of a point; these points will be connected 
by line segments. The coordinate system for interpreting the coordinates (default or 
user coordinate system) varies depending on the option, and is documented separately:


polyline = {10 20 30 40 50 60}


The following option lists are equivalent:


polyline = {10 20 30r 40r 50r 60r}
polyline = {10 20 40 60 90 120}


spotname (up to 63 bytes; fewer Unicode characters depending on format 
and encoding) spot color name and a float specifying the tint val-
ue in the range 0..1


{ spotname {PANTONE 281 U} 0.5 }


spotname Similar to the simple form of spotname above, but a color value 
can be added to specify the alternate color for a custom spot color 
(i.e. a spot color name which is not known internally to PDFlib). If 
multiple options define the same custom spot color name all defi-
nitions must be consistent (i.e. define the same alternate color).


{ spotname {PDFlib Blue} 0.5
{ lab 100 50 30 } }


devicen DeviceN color space handle created with PDF_create_devicen( ) fol-
lowed by N float values for the tint values of the colorants in the 
range 0..1.


{ devicen <handle> 0.8 0.9 }


{ devicen <handle> 0 0 0.1 0.2}


iccbased ICC profile handle or keyword srgb, plus 1, 3 or 4 color values de-
pending on the type of ICC profile (gray, RGB, or CMYK). The srgb 
keyword must not be used in document scope.


{ iccbased <handle> 0.5 }


{ iccbased <handle> 0 0 0.75 }


{ iccbased srgb 0 0 0.75 }


{ iccbased <handle> 0 0 0.3 1 }


iccbasedgray single float value referring to an ICC profile selected with the op-
tion iccprofilegray


{ iccbasedgray 0.5 }


iccbasedrgb three float values value referring to an ICC profile selected with the 
option iccprofilergb


{ iccbasedrgb 1 0 0 }


iccbasedcmyk four float values value referring to an ICC profile selected with the 
option iccprofilecmyk


{ iccbasedcmyk 0 1 0 0 }


pattern shading pattern handle created with PDF_shading_pattern( ) { pattern <handle> }


pattern tiling pattern handle created with PDF_begin_pattern_ext( ) { pattern <handle> }


none specifies the absence of color none


Table 1.2 Keywords for the color data type in option lists


keyword additional values example
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Quadrilaterals are a special type of polylines: these are rectangles which may be rotated 
and for which exactly four points must be specified.


Another special type are polygons: these are polylines which will automatically be 
closed by a line segment.


Rectangle. A rectangle is a list of four float values specifying the x and y coordinates of 
the lower left and upper right corners of a rectangle. The coordinate system for inter-
preting the coordinates (default or user coordinate system) varies depending on the op-
tion, and is documented separately. Some options accept percentages, where the basis 
for the percentage depends on the context (e.g. the fitbox of a Textflow). Relative coordi-
nates can be supplied by adding the suffix r immediately after a number. Within a coor-
dinate list a relative coordinate relates to the previous x or y coordinate. Relative coordi-
nates at the beginning of a list relate to the origin, i.e. they are absolute coordinates. 
Examples:


cropbox={ 0 0 500 600 }
box={40% 30% 50% 70%}


The following options are equivalent:


box={12 34 56r 78r}
box={12 34 68 112}


Circle. A circle is specified as a list of four float values where the first pair specifies the 
x and y coordinates of the center, and the second pair specifies the x and y coordinates 
of an arbitrary point on the circle. The coordinate system for interpreting the coordi-
nates (default or user coordinate system) varies depending on the option, and is docu-
mented separately:


circle={200 325 200 200}


Curve list. A curve list consists of two or more connected third-order Bézier curve seg-
ments. A Bézier curve is specified by four control points. The first control point is the 
starting point and the fourth point is the end point of the curve. The second and third 
point control the shape of the curve. In a curve list the last point of a segment serves as 
the first point for the next segment:


curve={200 700 240 600 80 580 400 660 400 660 440 620}


The last control point will become the new current point after drawing the curves.
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1.2 Function Scopes
PDFlib applications must obey certain structural rules which are easy to understand. 
For example, you obviously begin a document before ending it. PDFlib enforces correct 
ordering of function calls with a strict scoping system. The scope definitions can be 
found in Table 1.3. All API function descriptions specify the allowed scope for each func-
tion. Calling a function outside of the allowed scopes results in an exception. You can 
query the current scope with the scope keyword of PDF_get_option( ).


Table 1.3 Function scope definitions


scope name definition


path started by one of PDF_moveto( ), PDF_circle( ), PDF_arc( ), PDF_arcn( ), PDF_rect( ), PDF_ellipse( ) or PDF_
elliptical_arc( );
terminated by any of the functions in Section 7.5, »Painting and Clipping«, page 149


page between PDF_begin_page_ext( ) and PDF_end_page_ext( ), but outside of path scope


template between PDF_begin_template_ext( ) and PDF_end_template_ext( ), but outside of path scope


pattern between PDF_begin_pattern_ext( ) and PDF_end_pattern( ), but outside of path scope


font between PDF_begin_font( ) and PDF_end_font( ), but outside of glyph scope


glyph between PDF_begin_glyph_ext( ) and PDF_end_glyph( ), but outside of path scope


document between PDF_begin_document( ) and PDF_end_document( ), but outside of page, path, glyph, template, 
pattern, and font scope


object during the lifetime of the PDFlib object, but outside of document scope; in the C, Cobol and RPG language 
bindings between PDF_new( ) and PDF_delete( ), but outside of document scope
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1.3 Logging
The logging feature can be used to trace API calls. The contents of the log file may be 
useful for debugging purposes, or may be requested by PDFlib GmbH support. Logging 
options can be supplied in the following ways:


> As an option list for the global logging option of PDF_set_option( ), e.g.:


p.set_option("logging={filename=trace.log remove}");


> In an environment variable called PDFLIBLOGGING. This will activate the logging out-
put starting with the very first call to one of the API functions.


Table 1.4 Suboptions for the logging option


option description


(empty list) Enable log output


disable (Boolean) Disable logging output


enable (Boolean) Enable logging output


filename (String) Name of the log file; stdout and stderr will be recognized as special names. On CICS this option 
will be ignored, and logging output will always be written to stderr. Output will be appended to any ex-
isting contents. Default:
pdflog on z/OS
PDFlib.log on OS X/macOS and iSeries
\PDFlib.log on Windows
/tmp/PDFlib.log on all other systems
The log file name can alternatively be supplied in an environment variable called PDFLIBLOGFILE.


flush (Boolean) If true, the log file will be closed after each output, and reopened for the next output to make 
sure that the output will actually be flushed. This may be useful when chasing program crashes where 
the log file is truncated, but significantly slows down processing. If false, the log file will be opened only 
once. Default: false


includepid (Boolean; not on MVS) Include the process id in the log file name. This should be enabled if multiple pro-
cesses use the same log file name. Default: false


includetid (Boolean; not on MVS) Include the thread id in the log file name. This should be enabled if multiple 
threads in the same process use the same log file name. Default: false


includeoid (Boolean; not on MVS) Include the object id in the log file name. This should be enabled if multiple PDFlib 
objects in the same thread use the same log file name. Default: false


remove (Boolean) If true, an existing log file will be deleted before writing new output. Default: false


removeon-
success


(Boolean) Remove the generated log file in PDF_delete( ) unless an exception occurred. This may be useful 
for analyzing occasional problems in multi-threaded applications or problems which occur only sporadi-
cally. It is recommended to combine this option with includepid/includetid/includeoid as appropri-
ate.


stringlimit (Integer) Limit for the number of characters per line, or 0 for unlimited. Default: 0
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classes (Option list) List containing options of type integer, where each option describes a logging class and the 
corresponding value describes the granularity level. Level 0 disables a logging class, positive numbers en-
able a class. Increasing levels provide more and more detailed output. The following options are provided 
(default: {api=1 warning=1}):
api Log all API calls with their function parameters and results. If api=2 a timestamp will be 


created in front of all API trace lines, and deprecated functions and options will be marked.
filesearch Log all attempts related to locating files via SearchPath or PVF.


resource Log all attempts at locating resources via Windows registry, UPR definitions as well as the 
results of the resource search.


tagging Structure element (tag) operations
user User-specified logging output supplied with the userlog option.
warning Log all PDFlib warnings, i.e. error conditions which can be ignored or fixed internally. If 


warning=2 messages from functions which do not throw any exception, but hook up the 
message text for retrieval via PDF_get_errmsg( ), and the reason for all failed attempts at 
opening a file (searching for a file in searchpath) will also be logged.


Table 1.4 Suboptions for the logging option


option description
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2 General Functions


2.1 Exception Handling
Table 2.1 details the relevant option for this section. This option is supported by many 
functions as indicated in the corresponding option list descriptions. It can also be sup-
plied as global option to PDF_set_option( ) (see Section 2.3, »Global Options«, page 25).


C++ Java C# int get_errnum( )
Perl  PHP int get_errnum( )


C int PDF_get_errnum(PDF *p)


Get the number of the last thrown exception or the reason of a failed function call.


Returns The error code of the most recent error condition.


Scope Between an exception thrown by PDFlib and the death of the PDFlib object. Alternative-
ly, this function may be called after a function returned a -1 (in PHP: 0) error code, but 
before calling any other function except those listed in this section.


Bindings In C++, Java, Objective-C, .NET, PHP and REALbasic/Xojo this function is also available as 
get_errnum( ) in the PDFlibException object.


Table 2.1 Exception-related option for PDF_set_option( )


option description


errorpolicy (Keyword) Controls the error behavior of functions which return a value. The global option errorpolicy 
can be overridden by the errorpolicy option of many functions, and serves as default for this option. 
Supported keywords (default: legacy):
legacy (Deprecated) Some functions return an error code, while others throw an exception according 


to the respective API description.
return If a processing error occurs the function will return. Functions which can return an error code 


(e.g. PDF_load_image( )) return -1 (in PHP: 0). Functions which return result strings (e.g. PDF_
fit_table( )) return the string _error. Application developers must check the return value 
against -1 (in PHP: 0) or _error to detect error situations. In case of an error a detailed 
description can be queried with PDF_get_errmsg( ). This setting is recommended for new 
applications.
Even with errorpolicy=return an exception is thrown if a syntactic error in an option list is 
found or the PDF output cannot be written.


exception If an error occurs the function will throw an exception. The exception must be caught in client 
code. The partial PDF output generated so far is unusable and must be discarded (this can be 
automated with the removefragments document option).
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C++ Java C# String get_errmsg( )
Perl  PHP string get_errmsg( )


C const char *PDF_get_errmsg(PDF *p)


Get the text of the last thrown exception or the reason of a failed function call.


Returns Text containing the description of the most recent error condition.


Scope Between an exception thrown by PDFlib and the death of the PDFlib object. Alternative-
ly, this function may be called after a function returned a -1 (in PHP: 0) error code, but 
before calling any other function except those listed in this section.


Bindings In C++, Java, Objective-C, .NET, PHP and REALbasic/Xojo this function is also available as 
get_errmsg( ) in the PDFlibException object.


C++ Java C# String get_apiname( )
Perl  PHP string get_apiname( )


C const char *PDF_get_apiname(PDF *p)


Get the name of the API function which threw the last exception or failed.


Returns The name of the API function which threw an exception, or the name of the most re-
cently called function which failed with an error code.


Scope Between an exception thrown by PDFlib and the death of the PDFlib object. Alternative-
ly, this function may be called after a function returned a -1 (in PHP: 0) error code, but 
before calling any other function except those listed in this section.


Bindings In C++, Java, Objective-C, .NET, PHP and REALbasic/Xojo this function is also available as 
get_apiname( ) in the PDFlibException object.


C++ void *get_opaque( )
C void *PDF_get_opaque(PDF *p)


Fetch the opaque application pointer stored in PDFlib.


Returns The opaque application pointer stored in PDFlib which has been supplied in the call to 
PDF_new2( ).


Details PDFlib never touches the opaque pointer, but supplies it unchanged to the client. This 
may be used in multi-threaded applications for storing private thread-specific data 
within the PDFlib object. It is especially useful for thread-specific exception handling.


Scope any


Bindings Only available in the C and C++ bindings.
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2.2 Unicode Conversion


C++ string convert_to_unicode(string inputformat, string input, string optlist)
Java string convert_to_unicode(string inputformat, byte[ ] input, string optlist)


Perl  PHP string convert_to_unicode(string inputformat, string input, string optlist)
C const char *PDF_convert_to_unicode(PDF *p,


const char *inputformat, const char *input, int inputlen, int *outputlen, const char *optlist)


Convert a string in an arbitrary encoding to a Unicode string in various formats.


inputformat Unicode text format or encoding name specifying interpretation of the 
input string:


> Unicode text formats: utf8, ebcdicutf8, utf16, utf16le, utf16be, utf32
> Only if the font option is specified: builtin, glyphid
> All internally known 8-bit encodings, encodings available on the host system, and 


the CJK encodings cp932, cp936, cp949, cp950
> The keyword auto specifies the following behavior: if the input string contains a 


UTF-8 or UTF-16 BOM it will be used to determine the appropriate format, otherwise 
the current system codepage is assumed.


input String (in COM: Variant; in REALbasic/Xojo: MemoryBlock) to be converted to 
Unicode.


inputlen (C language binding only) Length of the input string in bytes. If inputlen=0 a 
null-terminated string must be provided.


outputlen (C language binding only) C-style pointer to a memory location where the 
length of the returned string (in bytes) will be stored.


optlist An option list specifying options for input interpretation and Unicode conver-
sion:


> Text filter options according to Table 4.6: charref, escapesequence
> Unicode conversion options according to Table 2.2:


bom, errorpolicy, font, inflate, outputformat


Returns A Unicode string created from the input string according to the specified parameters 
and options. If the input string does not conform to the specified input format (e.g. in-
valid UTF-8 string) an empty output string will be returned if errorpolicy=return, and an 
exception will be thrown if errorpolicy=exception.


Details This function may be useful for general Unicode string conversion. It is provided for the 
benefit of users who work in environments without suitable Unicode converters.


Scope any


Bindings C binding: the returned strings will be stored in a ring buffer with up to 10 entries. If 
more than 10 strings are converted, the buffers will be reused, which means that clients 
must copy the strings if they want to access more than 10 strings in parallel. For exam-
ple, up to 10 calls to this function can be used as parameters for a printf( ) statement 
since the return strings are guaranteed to be independent if no more than 10 strings are 
used at the same time.
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Non-Unicode-capable language bindings: this function can be used to create name 
strings and option lists in non-Unicode aware language bindings. It creates the required 
BOM with the options bom=optimize and outputformat=utf8.


C++ binding: The parameters inputformat and optlist must be passed as wstrings as 
usual, while input and returned data must have type string.


Table 2.2 Options for PDF_convert_to_unicode( )


option description


bom (Keyword; will be ignored for outputformat=utf32) Policy for adding a byte order mark (BOM) to the 
output string. Supported keywords (default: none):
add Add a BOM.
keep Add a BOM if the input string has a BOM.
none Don’t add a BOM.
optimize Add a BOM except if outputformat=utf8 or ebcdicutf8 and the output string contains only 


characters in the range < U+007F.


errorpolicy (Keyword) Behavior in case of conversion errors (default: the value of the errorpolicy global option, see 
Table 2.1):
return The replacement character will be used if a character reference cannot be resolved or a code 


or glyph ID doesn’t exist in the specified font. An empty string will be returned in case of con-
version errors.


exception An exception will be thrown in case of conversion errors.


font (Font handle; required for inputformat=builtin and glyphid) Apply font-specific conversion according 
to the specified font.


inflate (Boolean; only for inputformat=utf8) If true, an invalid UTF-8 input string will not trigger an excep-
tion, but rather an inflated byte string in the specified output format will be generated. The inflated 
string contains Unicode characters which correspond to the ASCII interpretation of the bytes in the input 
string. This may be useful for debugging. Default: false


output-
format


(Keyword) Unicode text format of the generated string: utf8, ebcdicutf8, utf16, utf16le, utf16be, 
utf32. An empty string is equivalent to utf16. Default: utf16
Unicode-capable language bindings: the output format will be forced to utf16.
C++ language binding: only the following output formats are allowed: ebcdicutf8, utf8, utf16, utf32.
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2.3 Global Options
PDFlib offers various global options for controlling the library and the appearance of 
the PDF output. These options retain their settings across the life span of the PDFlib ob-
ject, or until they are explicitly changed by the client.


C++ Java C# void set_option(String optlist)
Perl  PHP set_option(string optlist)


C void PDF_set_option(PDF *p, const char *optlist)


Set one or more global options.


optlist An option list specifying global options according to Table 2.3. The following 
options can be used:


> Options for resource handling and resource categories according to Table 2.3:
CMap, Encoding, enumeratefonts, FontAFM, FontnameAlias, FontOutline, FontPFM, 
HostFont, ICCProfile, resourcefile, saveresources, searchpath


> Options for file handling and licensing according to Table 2.3:
avoiddemostamp, filenamehandling, license, licensefile


> Text filter options according to Table 2.3:
charref,escapesequence, glyphcheck, stringformat, textformat


> Options for interactive elements according to Table 2.3:
hypertextencoding, hypertextformat, usehypertextencoding, usercoordinates


> Other options according to Table 2.3:
asciifile, autospace, compress,  kerning, logging, maxfilehandles, shutdownstrategy, 
usehostfonts, userlog


> Option for error handling according to Table 2.1: errorpolicy
> Options for color handling according to Table 2.3 and Table 8.2:


iccprofilecmyk, iccprofilegray, iccprofilergb


Details Except for resource category options new values override previously set option values.
The following options provide default values for the same-named text options (see 


Table 4.6 and Table 4.7):
charref, escapesequence, glyphcheck, kerning, textformat


At the same time these options change the options of the same name in the current 
text state. It is recommended to set options for content strings only in PDF_set_text_
option( ) to avoid unwanted side effects.


Scope any, but restricted scopes apply to some options


Table 2.3 Global options for PDF_set_option( )


option description


asciifile (Boolean; only supported on i5/iSeries and zSeries). Expect text files (PFA, AFM, UPR, encodings) in ASCII 
encoding. Default: true on i5/iSeries; false on zSeries


autospace If true and the current font contains a glyph for U+0020, PDFlib will automatically add a space character 
after each text output. This may be useful for generating Tagged PDF. Note that adding spaces changes 
the current text position. Default: false
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avoiddemo-
stamp


(Boolean) If true, an exception will be thrown when no valid license key was found; if false, a demo 
stamp will be created on all pages. This option must be set before the first call to PDF_begin_
document( ). Default: false


charref (Boolean) If true, enable substitution of numeric and character entity references and glyph name refer-
ences for all content, name and hypertext strings. In order to avoid character reference substitution in 
places where it is not desired (e.g. file names) it is recommended to set this option for content strings only 
in PDF_set_text_option( ); see PDFlib Tutorial for details. Default: false


CMap (List of pairs of name strings) List of key/value pairs for a resource definition separated by whitespace or 
equal signs ’=’ (see PDFlib Tutorial for details). Multiple calls add new entries to the internal list.


compress (Integer) Compression level from 0=no compression, 1=best speed, etc. to 9=best compression. This op-
tion does not affect image data handled in passthrough mode. Default: 6. Scope: any except object


Encoding (List of pairs of name strings) List of key/value pairs for a resource definition separated by whitespace or 
equal signs ’=’ (see PDFlib Tutorial for details). Multiple calls add new entries to the internal list.


enumerate-
fonts


(Boolean) If true, PDFlib will search for font outline files in all directories which can be accessed via the 
SearchPath resource. This may take significant time if a large number of fonts is accessible, and should 
therefore be used with care. The generated resource list can be saved to a file with the saveresources 
option. The recommended strategy is to create and save the resource list only if the number of accessible 
fonts has changed, and not for each generated document or for each PDFlib object.
For each valid font outline file PDFlib determines the font-family, font-weight and font-style names 
and synthesizes an API font name according to the following scheme:
<font-family>[,<font-weight>][,font-style]


PDFlib creates a FontOutline resource of the form <fontname>=<pathname> which connects the artificial 
font name with the full path name of the font. For PostScript Type 1 fonts the corresponding FontAFM or 
FontPFM resource will be created as well. In addition to the API font name PDFlib creates a Fontname-
Alias resource with the PostScript name of the font if it is different from the artificial name:
<PostScript fontname>=<artificial fontname>


As a result, the font can be loaded via the artificial font name or its PostScript name. Default: false


escape-
sequence


(Boolean) If true, enable substitution of escape sequences in all content, name and hypertext strings. In 
order to avoid escape sequence substitutions in places where it is not desired (e.g. file names) it is recom-
mended to set this option for content strings only in PDF_set_text_option( ); Default: false


filename-
handling


(Keyword) Indicates the encoding of file names. File names supplied as function parameters without 
UTF-8 BOM in non-Unicode aware language bindings are interpreted according to this option to guard 
against characters which would be illegal in the file system and to create a Unicode version of the file 
name. An error occurs if the file name contains characters outside the specified encoding. Default: 
unicode on Windows and OS X/macOS, auto on i5/iSeries, otherwise honorlang:
ascii 7-bit ASCII
basicebcdic Basic EBCDIC according to code page 1047, but only Unicode values <= U+007E
basicebcdic_37


Basic EBCDIC according to code page 0037, but only Unicode values <= U+007E
honorlang (Not on i5/iSeries) The environment variables LC_ALL, LC_CTYPE and LANG are interpreted The 


codeset specified in LANG is applied to file names if it is available.
legacy Use host encoding to interpret the file name
unicode Unicode encoding in (EBCDIC-) UTF-8 format
all valid encoding names


Any encoding recognized by PDFlib (see Table 4.2) except CMaps, glyphid and builtin


FontAFM (List of pairs of name strings) List of key/value pairs for a resource definition separated by whitespace or 
equal signs ’=’ (see PDFlib Tutorial for details). Multiple calls add new entries to the internal list.


Table 2.3 Global options for PDF_set_option( )


option description
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Fontname-
Alias


(List of pairs of name strings) List of key/value pairs for a resource definition separated by whitespace or 
equal signs ’=’ (see PDFlib Tutorial for details). Multiple calls add new entries to the internal list.


FontOutline (List of pairs of name strings) List of key/value pairs for a resource definition separated by whitespace or 
equal signs ’=’ (see PDFlib Tutorial for details). Multiple calls add new entries to the internal list.


FontPFM (List of pairs of name strings) List of key/value pairs for a resource definition separated by whitespace or 
equal signs ’=’ (see PDFlib Tutorial for details). Multiple calls add new entries to the internal list.


glyphcheck (Keyword) See Table 4.6 for a description. It is recommended to set this option for content strings only in 
PDF_set_text_option( ); see PDFlib Tutorial for details. Default: replace


HostFont (List of pairs of name strings) List of key/value pairs for a resource definition separated by whitespace or 
equal signs ’=’ (see PDFlib Tutorial for details). Multiple calls add new entries to the internal list.


hypertext-
encoding


(String; only for non-Unicode-capable language bindings) Encoding for hypertext strings. An empty 
string is equivalent to unicode. Default: auto


hypertext-
format


(Keyword; only for non-Unicode-capable language bindings) Format for hypertext strings as function pa-
rameters. Supported keywords are bytes, utf8, ebcdicutf8, utf16, utf16le, utf16be, and auto. Default: 
auto


ICCProfile (List of pairs of name strings) List of key/value pairs for a resource definition separated by whitespace or 
equal signs ’=’ (see PDFlib Tutorial for details). Multiple calls add new entries to the internal list.


iccprofilecmyk
iccprofilegray
iccprofilergb


(ICC profile handle) ICC profile which specifies a CMYK, Gray, or RGB color space for use with the icc-
basedcmyk/gray/rgb color options. Default: no ICC color space


kerning (Boolean) If true, enable kerning for fonts which have been opened with the readkerning option; disable 
kerning otherwise. Default: true


license (String) License key for PDFlib, PDFlib+PDI, or PPS (see PDFlib Tutorial for details). The key can be set be-
fore the first call to PDF_begin_document( ). Use the avoiddemostamp option to make sure that missing 
license keys will not accidentally result in a demo stamp.


licensefile (Name string) Name of a file containing the license key (see PDFlib Tutorial for details). The license file 
can only be set once before the first call to PDF_begin_document( ).


logging (Option list) Logging options according to Table 1.4


maxfile-
handles


(Unsupported; implemented on Windows only) New maximum for the number of simultaneously open 
files (in the C runtime). The number must be greater or equal than 20 and less or equal than 2048. An ex-
ception will be thrown if the new value is not accepted by the C runtime. Scope: object


mmiolimit (Integer) Upper limit for the size of input files in MB (=1024*1024 bytes) which will be memory-mapped. 
Setting this option to 0 (zero) disables memory mapping. Disabling memory mapping can be used on 
non-Windows systems to avoid problems when remote files suddenly become unavailable while being 
used. Default: 50 on 32-bit platforms and i5/iSeries, 2048 otherwise


resourcefile (Name string) Relative or absolute file name of the PDFlib UPR resource file. The resource file will be load-
ed immediately before the first access to any resource. Existing resources will be kept; their values are 
overridden by new ones if they are set again.


saveresources (Option list) Save the current resource list to a file. The following option is supported:
filename The name of the resource file to which the resource list will be saved. Default: pdflib.upr


Table 2.3 Global options for PDF_set_option( )


option description
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C++ Java C# double get_option(String keyword, String optlist)
Perl  PHP float get_option(string keyword, string optlist)


C double PDF_get_option(PDF *p, const char *keyword, const char *optlist)


Retrieve some option or other value.


keyword Keyword specifying the option to retrieve. The keywords below are support-
ed; see description of PDF_set_option( ), PDF_set_text_option( ) and PDF_set_graphics_
option( ) regarding their meaning. Keywords for which no corresponding option exists 
are described in Table 2.4:


searchpath (List of name strings) One or more relative or absolute path name(s) of directories containing files to be 
read. The search path can be set multiply; the entries will be accumulated and used in least-recently-set 
order (see PDFlib Tutorial for details). It is recommended to use double braces even for a single entry to 
avoid problems with directory names containing space characters. An empty string list (i.e. {{}} ) 
deletes all existing search path entries including the default entries. On Windows the search path can 
also be set via a registry entry. Default: platform-specific, see PDFlib Tutorial


shutdown-
strategy


(Integer) Strategy for releasing global resources which are allocated once for all PDFlib objects. Each 
global resource is initialized on demand when it is first needed. This option must be set to the same value 
for all PDFlib objects in a process; otherwise the behavior is undefined (default: 0):
0 A reference counter keeps track of how many PDFlib objects use the global resources. When 


the last PDFlib object is deleted the resources are released.
1 The resources are kept until the end of the process. This may slightly improve performance, 


but requires more memory after the last PDFlib object is deleted.


stringformat (Keyword; only for non-Unicode-capable language bindings) Format used to interpret all strings at the 
API, i.e. name strings, content strings, hypertext strings and option lists. Supported keywords (default: 
legacy):


ebcdicutf8 (Only on i5/iSeries and zSeries) All strings and option lists are expected in EBCDIC-UTF-8 
format with or without BOM.


legacy Name strings, content strings, hypertext strings and option lists are treated according to the 
textformat, hypertextformat and hypertextencoding options.


utf8 (Not on i5/iSeries and zSeries) All strings and option lists are expected in UTF-8 format with or 
without BOM. The options textformat, hypertextformat and hypertextencoding are not 
allowed. The Textflow option fixedtextformat is forced to true. Legacy CJK CMaps can not 
be used for loading fonts. In the C language binding name strings as function parameters are 
still interpreted as UTF-16 strings if the length parameter is supplied with a value larger than 
0. Use PDF_convert_to_unicode( ) to convert strings in 8-bit encodings to UTF-8.


user-
coordinates


(Boolean) If false, coordinates for hypertext rectangles are expected in the default coordinate system; 
otherwise the current user coordinate system will be used. Default: false


userlog String which will be copied to the log file


usehostfonts (Boolean) If true, host fonts are included in the font search. Default: true


usehypertext-
encoding


(Boolean; only for non-Unicode-capable language bindings) If true, the encoding specified in the 
hypertextencoding option will also be used for name strings. If false, the encoding for name strings 
without UTF-8 BOM is host. Default: false


textformat (Keyword; only for non-Unicode capable language bindings) Format used to interpret content strings. 
Supported keywords: bytes, utf8, ebcdicutf8 (only on i5/iSeries and zSeries), utf16, utf16le, 
utf16be, and auto. Default: auto


Table 2.3 Global options for PDF_set_option( )


option description
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> Keywords for the string index of the n-th entry of the specified resource, where n cor-
responds to the resourcenumber option:
Encoding, FontAFM, FontnameAlias, FontOutline, FontPFM, HostFont, ICCProfile, 
searchpath


> Keywords for Boolean option values return 1 for true or 0 for false:
asciifile, autospace,avoiddemostamp, charref, decorationabove, escapesequence, fakebold, 
kerning, overline, pdi, preserveoldpantonenames strikeout, tagged, topdown, underline, 
usercoordinates, usehostfonts, usehypertextencoding


> Keywords for integer and float option values:
charspacing, compress, ctm_a, ctm_b, ctm_c, ctm_d, ctm_e, ctm_f, currentx, currenty, 
icccomponents, flatness, font, fontsize, horizscaling, iccprofilecmyk, iccprofilegray, iccprofilergb, 
italicangle, leading, linecap, linejoin, linewidth, major, maxfilehandles, minor, miterlimit, 
pageheight, pagewidth, revision, scope, textrendering, textrise, textx, texty, underline-
position, underlinewidth, wordspacing


> Keywords returning a string index for an option value or -1 if the string value is not 
available:
cliprule, errorpolicy, filenamehandling, fillrule, glyphcheck, hypertextencoding, hypertext-
format, resourcefile, scope, textformat


> Keywords for querying the current structure element (only in Tagged PDF mode):
activeitemid, activeitemindex, activeitemisinline, activeitemkidcount, activeitemname, 
activeitemstandardname


Table 2.4 Additional keywords for PDF_get_option( )


keyword description


activeitemid (Integer) Item id of the currently active structure item. This may be used with PDF_activate_item() or the 
parent suboption of PDF_begin_item() and the tag option. -1 is returned if no root element has been cre-
ated yet. Scope: document, page


activeitem-
index


(Integer) Zero-based index of the currently active structure item within its parent. This may be used with 
the index tag option. If the current item is a pseudo element or the root element or no root element has 
been created yet -1 is returned. Scope: document, page


activeitem-
isinline


(Integer) 1 if the currently active structure item is an inline element, 0 otherwise Scope: document, page


activeitem-
kidcount


(Integer) Number of child elements of the currently active structure element created up to this point (not 
counting pseudo elements). -1 is returned if no root element has been created yet. Scope: document, page


activeitem-
name


String index for the type name of the currently active structure element or pseudo element, or -1 if no 
root element has been created yet. Scope: document, page


activeitem-
standard-
name


String index for the standard element type name to which the currently active item is role mapped, or -1 
if no root element has been created yet or the current item is a custom element for which no role map-
ping is available. If no rolemap is active the original type name is returned. Scope: document, page


ctm_a
ctm_b
ctm_c
ctm_d
ctm_e
ctm_f


(Float) The components of the current transformation matrix (CTM) for vector graphics. Scope: page, 
pattern, template, glyph, path


currentx
currenty


(Float) The x or y coordinate (in units of the current coordinate system), respectively, of the current point. 
Scope: page, pattern, template, glyph, path







30 Chapter 2:  General Functions


optlist Option list specifying an option according to Table 2.5.


Returns The value of some option as requested by keyword. If no value for the requested key-
word is available, the function returns -1. If the requested keyword produces text, a 
string index is returned, and the corresponding string must be retrieved with PDF_get_
string( ).


Scope any, but restricted scopes apply to some keywords


C++ Java C# String get_string(int idx, String optlist)
Perl  PHP string get_string(int idx, string optlist)


C const char *PDF_get_string(PDF *p, int idx, const char *optlist)


Retrieve a string value.


idx String index returned by one of the PDF_get_option( ) or PDF_info_*( ) functions, or 
-1 if an option is supplied.


optlist An option list specifying options according to Table 2.6.


Returns The value of some string as requested by idx and optlist.


icccomponents (Integer) Number of color components in the ICC profile referenced by the handle provided in the 
iccprofile option


major
minor
revision


(Integer) Major, minor, or revision number of PDFlib, respectively. Scope: any, null1


pageheight
pagewidth


(Float) Page size of the current page (dimensions of the MediaBox), template or glyph. Scope: any except 
object


pdi (Integer) Returns 1 if PDI has been included when building the underlying library. This is true for all com-
bined PDFlib, PDFlib+PDI, and PPS binaries distributed by PDFlib GmbH, regardless of the license key. Oth-
erwise it returns 0. Scope: any, null1


scope (Integer) String index for the name of the current scope (see Table 1.3)


textx
texty


(Float) The x or y coordinate of the current text position. Scope: page, pattern, template, glyph


1. C language binding: may be called with a PDF * argument of NULL or 0


Table 2.5 Options for PDF_get_option( )


option description


textstate (Boolean) If true, the values of the following options will be retrieved from the current text state, other-
wise from the global options, (default: false):
charref, escapesequence, glyphcheck, kerning, textformat


iccprofile (ICC profile handle; must not refer to an output intent ICC profile) ICC profile for use with the 
icccomponents keyword


resource-
number


(Integer) Number of the resource to be retrieved; res0urces are numbered starting with 1. Default: 1


Table 2.4 Additional keywords for PDF_get_option( )


keyword description
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Scope any


Bindings C: The returned string is valid until the next call to any API function.


Table 2.6 Option for PDF_get_string( )


option description


version (Boolean) Full PDFlib version string in the format <major>.<minor>.<revision>, possibly suffixed with 
additional qualifiers such as beta, rc, etc. Scope: any, null1


1. C language binding: may be called with a PDF * argument of NULL or 0
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2.4 Creating and Deleting PDFlib Objects
C PDF *PDF_new(void)


Create a new PDFlib object.


Details This function creates a new PDFlib object, using PDFlib’s internal default error handling 
and memory allocation routines.


Returns A handle to a PDFlib object which is to be used in subsequent PDFlib calls. If this func-
tion doesn’t succeed due to unavailable memory it returns NULL or throws an excep-
tion.


Scope null; this function starts object scope, and must always be paired with a matching PDF_
delete( ) call.


Bindings C: In order to load the PDFlib DLL dynamically at runtime use PDF_new_dl( ). PDF_new_
dl( ) returns a pointer to a PDFlib_api structure filled with pointers to all PDFlib API func-
tions. If the DLL cannot be loaded, or a mismatch of major or minor version number is 
detected, NULL will be returned.


Other language bindings: this function is not available since it is hidden in the PDFlib 
constructor.


C PDF *PDF_new2(void (*errorhandler)(PDF *p, int errortype, const char *msg),
void* (*allocproc)(PDF *p, size_t size, const char *caller),
void* (*reallocproc)(PDF *p, void *mem, size_t size, const char *caller),
void  (*freeproc)(PDF *p, void *mem),
void   *opaque)


Create a new PDFlib object with client-supplied error handling and memory allocation 
routines.


errorhandler Pointer to a user-supplied error-handling function. The error handler 
will be ignored in PDF_TRY/PDF_CATCH sections.


allocproc Pointer to a user-supplied memory allocation function.


reallocproc Pointer to a user-supplied memory reallocation function.


freeproc Pointer to a user-supplied free function.


opaque Pointer to some user data which may be retrieved later with PDF_get_
opaque( ).


Returns A handle to a PDFlib object which is to be used in subsequent PDFlib calls. If this func-
tion doesn’t succeed due to unavailable memory it will return NULL in C or throw an ex-
ception in C++.


Details This function creates a new PDFlib object with client-supplied error handling and mem-
ory allocation routines. Unlike PDF_new( ), the caller may optionally supply own proce-
dures for error handling and memory allocation. The function pointers for the error 
handler, the memory procedures, or both may be NULL. PDFlib will use default routines 
in these cases. Either all three memory routines must be provided, or none.
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Scope null; this function starts object scope, and must always be paired with a matching PDF_
delete( ) call.


Bindings C++: this function is indirectly available via the PDF constructor. Not all function argu-
ments must be given since default values of NULL are supplied. All supplied functions 
must be »C« style functions, not C++ methods.


C void PDF_delete(PDF *p)


Delete a PDFlib object and free all internal resources.


Details This function deletes a PDFlib object and frees all document-related PDFlib-internal re-
sources. This function must only be called once for a given PDFlib object. PDF_delete( ) 
should also be called for cleanup when an exception occurred. PDF_delete( ) itself is guar-
anteed to not throw any exception. If more than one PDF document will be generated it 
is not necessary to call PDF_delete( ) after each document, but only when the complete 
sequence of PDF documents is done.


Scope any; no more API function calls with the same PDFlib object are allowed with the PDF 
object after this call.


Bindings C: If the PDFlib DLL has been loaded dynamically at runtime with PDF_new_dl( ), use 
PDF_delete_dl( ) to delete the PDFlib object.


C++: this function is indirectly available via the PDF destructor.
Java: this function is automatically called by the wrapper code. However, it can explicit-
ly be called from client code in order to overcome shortcomings in Java’s finalizer sys-
tem.
Objective-C: this function is called when the PDFlib object’s release method is called.
Perl and PHP: this function is automatically called when the PDFlib object goes out of 
scope.
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2.5 PDFlib Virtual File System (PVF)
Cookbook A full code sample can be found in the Cookbook topic general/starter_pvf.


C++ void create_pvf(string filename, const void *data, size_t size, string optlist)
Java C# void create_pvf(String filename, byte[ ] data, String optlist)


Perl  PHP create_pvf(string filename, string data, string optlist)
C void PDF_create_pvf(PDF *p,


const char *filename, int len, const void *data, size_t size, const char *optlist)


Create a named virtual read-only file from data provided in memory.


filename (Name string) The name of the virtual file. This is an arbitrary string which 
can later be used to refer to the virtual file in other PDFlib calls. The name of the virtual 
file will be subject to the SearchPath mechanism if it uses only slash ’/’ characters as di-
rectory or file name separators.


len (C language binding only) Length of filename (in bytes). If len=0 a null-terminated 
string must be provided.


data A reference to the data for the virtual file. In C and C++ this is a pointer to a mem-
ory location. In Java this is a byte array. In Perl, Python, and PHP this is a string. In COM 
this is a variant. In REALbasic/Xojo this is a MemoryBlock.


size (C and C++ only) The length in bytes of the memory area containing the data.


optlist An option list according to Table 2.7. The following option can be used: copy


Details The virtual file name can be supplied to any API function which uses input files. Use the 
createpvf option of PDF_begin_document( ) to create a PVF file which contains the gener-
ated PDF output. Some of these functions may set a lock on the virtual file until the data 
is no longer needed. Virtual files will be kept in memory until they are deleted explicitly 
with PDF_delete_pvf( ), or automatically in PDF_delete( ).


Each PDFlib object will maintain its own set of PVF files. Virtual files cannot be 
shared among different PDFlib objects, but they can be used for creating multiple docu-
ments with the same PDFlib object. Multiple threads working with separate PDFlib ob-
jects do not need to synchronize PVF use. If filename refers to an existing virtual file an 
exception will be thrown. This function does not check whether filename is already in 
use for a regular disk file.


Unless the copy option has been supplied, the caller must not modify or free (delete) 
the supplied data before a corresponding successful call to PDF_delete_pvf( ). Not obey-
ing to this rule will most likely result in a crash.


Scope any


Table 2.7 Option for PDF_create_pvf( )


option description


copy (Boolean) If true, PDFlib, creates an internal copy of the supplied data. In this case the caller may dispose 
of the supplied data immediately after this call. Default: false for C and C++, but true for all other lan-
guage bindings



http://www.pdflib.com/pdflib-cookbook/general-programming/starter-pvf
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C++ Java C# int delete_pvf(String filename)
Perl  PHP int delete_pvf(string filename)


C int PDF_delete_pvf(PDF *p, const char *filename, int len)


Delete a named virtual file and free its data structures.


filename (Name string; will be interpreted according to the global filenamehandling op-
tion (see Table 2.3) The name of the virtual file as supplied to PDF_create_pvf( ).


len (C language binding only) Length of filename (in bytes). If len=0 a null-terminated 
string must be provided.


Returns -1 (in PHP: 0) if the virtual file exists but is locked, and 1 otherwise.


Details If the file isn’t locked, PDFlib will immediately delete the data structures associated with 
filename. If filename does not refer to a valid virtual file this function will silently do 
nothing. After successfully calling this function filename may be reused. All virtual files 
will automatically be deleted in PDF_delete( ).


The detailed semantics depend on whether or not the copy option has been supplied 
to the corresponding call to PDF_create_pvf( ): If the copy option has been supplied, both 
the administrative data structures for the file and the actual file contents (data) will be 
freed; otherwise, the contents will not be freed, since the client is supposed to do so.


Scope any


C++ Java C# double info_pvf(String filename, String keyword)
Perl  PHP float info_pvf(string filename, string keyword)


C double PDF_info_pvf(PDF *p, const char *filename, int len, const char *keyword)


Query properties of a virtual file or the PDFlib Virtual File system (PVF).


filename (Name string) The name of the virtual file. The filename may be empty if 
keyword=filecount.


len (C language binding only) Length of filename (in bytes). If len=0 a null-terminated 
string must be provided.


keyword A keyword according to Table 2.7.


Table 2.8 Keywords for PDF_info_pvf( )


keyword description


filecount Total number of files in the PDFlib Virtual File system maintained for the current PDFlib object. The 
filename parameter will be ignored.


exists 1 if the file exists in the PDFlib Virtual File system (and has not been deleted), otherwise 0


size (Only for existing virtual files) Size of the specified virtual file in bytes.


iscopy (Only for existing virtual files) 1 if the copy option was supplied when the specified virtual file was creat-
ed, otherwise 0


lockcount (Only for existing virtual files) Number of locks for the specified virtual file set internally by PDFlib func-
tions. The file can only be deleted if the lock count is 0.
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Returns The value of some file parameter as requested by keyword.


Details This function returns various properties of a virtual file or the PDFlib Virtual File sys-
tem (PVF). The property is specified by keyword.


Scope any
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2.6 PDF Object Creation API (POCA)
Object types and frozen objects. The PDF object creation API (POCA) is a low-level in-
terface for creating PDF objects. POCA supports the following object types:


> simple object types: boolean, integer, name, float, string;
> container object types: array, dictionary, stream;
> specific types for PDFlib Blocks: percentage, color.


The generated PDF objects can be used as follows:
> with the dpm option of PDF_begin/end_dpart( ) to create document part metadata for 


PDF/VT;
> with the blocks option of PDF_begin/end_page_ext( ) to create PDFlib Blocks for use 


with PPS;
> with the richmediaargs option of PDF_create_action( ) to specify arguments for the 


ActionScript or JavaScript associated with a rich media annotation.


Supplying a PDF container object to any of the options listed above freezes the contain-
er object itself as well as all objects referenced from the container directly or indirectly, 
i.e. the full object tree created by the container will be frozen. Frozen objects can be used 
again with the options above, but they can no longer be modified with PDF_poca_
insert( ) or PDF_poca_remove( ).


C++ Java C# int poca_new(String optlist)
Perl  PHP int poca_new(string optlist)


C int PDF_poca_new(PDF *p, const char *optlist)


Create a new PDF container object of type dictionary, array, or stream and insert objects.


optlist An option list for creating and populating a container.
> Options for creating a container according to Table 2.9: containertype, usage
> Options for inserting objects in the container according to Table 2.11:


direct, hypertextencoding, index, key, type, value, values


Returns A POCA container handle which can be used until it is deleted with PDF_poca_delete( ).


Details This function creates an empty PDF container object of the specified container type. The 
container can immediately be populated in the same call or later calls to PDF_poca_
insert( ).


PDF/VT A POCA container handle for an object of type dictionary with usage=dpm can be sup-
plied as Document Part Metadata (DPM) with the dpm option of PDF_begin/end_dpart( ).


Scope any


Table 2.9 Options for PDF_poca_new( )


option description


container-
type


(Keyword; required) Type of the container: dict, array, or stream. Unspecified array slots and array slots 
which have been removed without inserting a new object will contain the keyword null in the PDF out-
put. Note: containertype=stream is not yet implemented.
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C++ Java C# void poca_delete(int container, String optlist)
Perl  PHP poca_delete(int container, string optlist)


C void PDF_poca_delete(PDF *p, int container, const char *optlist)


Delete a PDF container object.


container A valid POCA container handle retrieved with PDF_poca_new( ).


optlist An option list according to Table 2.10. The following option can be used:
recursive


Details The container will be deleted and can no longer be used. If the container is referenced 
from another dictionary or array all dictionary references to the deleted container are 
removed, and all array references to the deleted container are replaced with the null ob-
ject. POCA container objects are not automatically deleted in PDF_end_document( ).


Scope any; must always be paired with a matching PDF_poca_new( ) call.


usage (Keyword; required) Context in which the new container will be used. This option enables some checks to 
make sure that the container is suited for the intended use:
blocks (Only relevant for containertype=dict; only in the PPS product) The Block dictionary (the 


container which will be supplied to the blocks option of PDF_begin/end_page_ext( )) must 
contain one or more PDFlib Block definitions. The option usage=blocks must also be supplied 
to all container objects which will directly or indirectly be inserted into the new dictionary.


dpm (Only relevant for containertype=dict) All keys in the new dictionary or any dictionary 
contained in it must consist of ASCII characters, must conform to the rules of an XML 
NMTOKEN. This ensures that the dictionary can be used as Document Part Metadata (DPM) 
dictionary for PDF/VT. The option usage=dpm must also be supplied to all container objects 
which will directly or indirectly be inserted into the new dictionary.


richmediaargs
(Only for containertype=array) The array can contain objects of type string, integer, float, 
or Boolean. However, the following is recommended to pass parameters from PDF to Flash: if 
a parameter for an ActionScript function parameter has type string, number, or int, use 
type=string in POCA (i.e. numbers must be wrapped within strings); if the parameter is de-
clared as Boolean, use type=boolean in POCA (i.e. do not wrap boolean values as string). The 
POCA types integer and float should not be used since Acrobat does not pass them correctly 
to ActionScript.


Table 2.10 Options for PDF_poca_delete( )


option description


recursive (Boolean) If true, the container object itself and all objects referenced from it will be deleted recursively. 
This may be useful as a shortcut for deleting a full object tree which is no longer needed. Default: false


Table 2.9 Options for PDF_poca_new( )


option description
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C++ Java C# void poca_insert(int container, String optlist)
Perl  PHP poca_insert(int container, string optlist)


C void PDF_poca_insert(PDF *p, int container, const char *optlist)


Insert a simple or container object in a PDF container object.


container A valid POCA container handle retrieved with PDF_poca_new( ). Frozen con-
tainers (see »Object types and frozen objects«, page 37) are not allowed since they can no 
longer be modified.


optlist An option list according to Table 2.11. The following options can be used:
direct, hypertextencoding, index, key, type, value, values


Details This function inserts an object in a container. The order in which objects are inserted in 
a container is not significant. Inserted containers may be populated after insertion; it is 
not required that inserted containers be complete at the time of insertion.


Inserting an object into a container must not create a loop of direct objects within 
the object graph. For example, a directly inserted dictionary cannot include a direct ref-
erence to its container. In order to create cyclic references use direct=false to create indi-
rect objects which can reference arbitrary other objects.


Scope any


Table 2.11 Options for PDF_poca_new( ), PDF_poca_insert( ) and PDF_poca_remove( )


option description


direct 1 (Boolean; only for type=array and dict; ignored for other types) If true, the object will be inserted di-
rectly in the container; if false, an indirect PDF object will be created and a reference to the indirect PDF 
object will be inserted in the container. Indirect objects are useful to save space in the generated PDF if an 
object is used more than once. Default: true


hypertext-
encoding


(Keyword) Specifies the encoding for the key, value, and values options. An empty string is equivalent to 
unicode. Default: value of the global hypertextencoding option


index (Integer; only for containers with type=array; required for PDF_poca_remove( )) The zero-based index 
at which the value(s) will be inserted or deleted in the array. The value -1 can be used to insert the ele-
ment as the new last item. The array will grow as necessary to include an element with the specified in-
dex. If the array already contains a value at the specified index it will be replaced with the new value. De-
fault for PDF_poca_new( ) and PDF_poca_insert( ): -1


key (Hypertext string; only for containers with type=dict and stream; required for type=dict) The key un-
der which the value will be inserted in the dictionary container or the dictionary associated with the 
stream container. The key must not include the leading ’/’ slash character. The key must conform to the 
conditions specified in the dictionary’s usage option. If the dictionary already contains an entry with the 
same key it will be replaced with the new value.
For type=stream the key must be different from Length and Filter.


type1 (Keyword; required except for stream containers without the key option) Type of the inserted object: 
array, boolean, dict, integer, name, float, stream, string, percentage, color
The following types are not allowed if the container has been created with usage=dpm: name (use 
type=string instead), stream
The following types are only allowed if the container has been created with usage=blocks: color, 
percentage
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C++ Java C# void poca_remove(int container, String optlist))
Perl  PHP poca_remove(int container, string optlist)


C void PDF_poca_remove(PDF *p, int container, const char *optlist)


Remove a simple or container object from a PDF container object.


container A valid POCA dictionary or array handle retrieved with PDF_poca_new( ). Fro-
zen containers (see »Object types and frozen objects«, page 37) are not allowed since 
they can no longer be modified.


optlist The following options of PDF_poca_insert( ) in Table 2.11 can be used:
hypertextencoding, index, key


Details This function removes an object from a container of type array or dictionary. Nothing 
happens if the specified object doesn’t exist in the container.


Scope any


value1 (Data type according to the type option; exactly one of the options value and values must be provided) 
The value of the inserted object, subject to the container type and the type option:
For array and dictionary containers:
If type=boolean the value must have option type string, and must contain one of the strings true or 
false.
If type=string or name the value must have option type Hypertext string, and must contain the target 
directly. Values for type=name are limited to 127 bytes in UTF-8 representation, and must not include the 
leading ’/’ slash character.
If type=integer the value must have option type integer, and must contain the target directly.
If type=float the value must have option type float or integer, and must contain the target directly.
If type=array, dict, or stream the value must have option type POCA container handle (i.e. created with 
PDF_poca_new( )) and must specify the inserted container. The inserted object must have been created 
with the same usage option as the container.
For type=percentage the value must have option type number. It will be interpreted as a percentage val-
ue and must include the percent sign (e.g. 50%). It will be written as Block data type percentage
For type=color the value must have option type color (see Table 1.2, page 14). It will be written as Block 
data type color. The following color space keywords are not allowed: iccbased, iccbasedgray, 
iccbasedrgb, iccbasedcmyk, pattern, devicen
In order to pass arbitrary strings with this option the option list syntax described in »Unquoted string val-
ues«, page 10, may be useful.


values1 (List of one or more values according to the type option; only for containers with type=array; exactly 
one of the options value and values must be provided) One or more values of the same type which will 
be inserted in the array at the position specified by the index option. See option value regarding the con-
ditions for specific types. If the specified list contains only a single element, the effect is equivalent to the 
value option. If the list contains more than one element, all elements in the list will be inserted in the ar-
ray sequentially, possibly overriding existing elements. The array will grow as necessary to include all ele-
ments in the specified list.


1. Only for PDF_poca_new( ) and PDF_poca_insert( )


Table 2.11 Options for PDF_poca_new( ), PDF_poca_insert( ) and PDF_poca_remove( )


option description
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3 Document and Page Functions


3.1 Document Functions


C++ Java C# int begin_document(String filename, String optlist)
Perl  PHP int begin_document(string filename, string optlist)


C int PDF_begin_document(PDF *p, const char *filename, int len, const char *optlist)


C++ void begin_document_callback(size_t (*writeproc) (PDF *p, void *data, size_t size), string optlist)
C void PDF_begin_document_callback(PDF *p,


size_t (*writeproc) (PDF *p, void *data, size_t size), const char *optlist)


Create a new PDF document subject to various options.


filename (Name string; will be interpreted according to the global filenamehandling op-
tion, see Table 2.3) Absolute or relative name of the PDF output file to be generated. If 
filename is empty, the PDF document will be generated in memory instead of on file, 
and the generated PDF data must be fetched by the client with the PDF_get_buffer( ) 
function. On Windows it is OK to use UNC paths or mapped network drives.


len (C language binding only) Length of filename (in bytes). If len=0 a null-terminated 
string must be provided.


writeproc (Only for C and C++) C callback function which will be called by PDFlib in or-
der to submit (portions of) the generated PDF data. The supplied writeproc must be a C-
style function, not a C++ method.


optlist An option list specifying document options:
> General options: errorpolicy (see Table 2.1) and hypertextencoding (see Table 2.3)
> Document options according to Table 3.1. Some of these options can also be specified 


in PDF_end_document( ); in this case they have precedence over identical options 
specified in PDF_begin_document( ):
associatedfiles, attachments, autoxmp, destination, groups, labels, linearize, metadata, 
moddate, objectstreams, openmode, optimize, pagelayout, portfolio, search, uri, viewer-
preferences


> Options for PDF compatibility and standards according to Table 3.2:
compatibility, limitcheck, nodenamelist, pdfa, pdfua, pdfvt, pdfx, recordlevel, uses-
transparency


> Options for Tagged PDF according to Table 3.3:
checktags, lang, rolemap, structuretype, tag, tagged


> Security options according to Table 3.4:
attachmentpassword, masterpassword, permissions, userpassword


> Output processing options according to Table 3.5:
createoutput, createpvf, filemode, flush, inmemory, recordsize, removefragments, 
tempdirname, tempfilenames
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Returns -1 (in PHP: 0) on error, and 1 otherwise. If filename is empty this function will always suc-
ceed, and never return the error value.


Details This function creates a new PDF file using the supplied filename. PDFlib will attempt to 
open a file with the given name, and close the file when the PDF document is finished.


PDF_begin_document_callback( ) opens a new PDF document, but instead of writing to 
a disk file it calls a client-supplied callback function to deliver the PDF output data. The 
function supplied as writeproc must return the number of bytes written. If the return 
value doesn’t match the size argument supplied by PDFlib, an exception will be thrown. 
The frequency of writeproc calls is configurable with the flush option.


PDF/VT The following option is not allowed: groups. Setting usestransparency=false for docu-
ments which do not contain any transparent objects may result in faster ripping due to 
Form XObject encapsulation without transparency groups.


Scope object; this function starts document scope if the file could successfully be opened, and 
must always be paired with a matching PDF_end_document( ) call.


Bindings ASP: the MapPath facility should be used to construct full path names to be passed to 
this function.


C, C++, Java, JScript: take care of properly escaping the backslash path separator. For ex-
ample, the following denotes a file on a network drive: \\\\malik\\rp\\foo.pdf.
PDF_begin_document_callback( ) is only available in C and C++.


C++ Java C# void end_document(String optlist)
Perl  PHP end_document(string optlist)


C void PDF_end_document(PDF *p, const char *optlist)


Close the generated PDF document and apply various options.


optlist An option list specifying document processing options:
> General option: hypertextencoding (see Table 2.3)
> Document options according to Table 3.1. Options specified in PDF_end_document( ) 


have precedence over identical options specified in PDF_begin_document( ). The fol-
lowing options can be used:
action, associatedfiles, attachments, autoxmp, destination, destname, labels, metadata, 
moddate, openmode, pagelayout, portfolio, search, uri, viewerpreferences


Details This function finishes the generated PDF document, frees all document-related resourc-
es, and closes the output file if the PDF document has been opened with PDF_begin_
document( ). This function must be called when the client is done generating pages, re-
gardless of the method used to open the PDF document.


When the document was generated in memory (as opposed to on file), the document 
buffer will still be kept after this function is called (so that it can be fetched with PDF_
get_buffer( )), and will be freed in the next call to PDF_begin_document( ), or when the 
PDFlib object goes out of scope.


Scope document; this function terminates document scope, and must always be paired with a 
matching call to one of PDF_begin_document( ) or PDF_begin_document_callback( ).
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Table 3.1 Document options for PDF_begin_document( ) and PDF_end_document( )


option description


action1 (Action list; not for PDF/A) List of document actions for one or more of the following events (default: 
empty list):
open Actions to be performed when the document is opened. Due to the execution order in Acrobat 


document-level JavaScript must not be used for open actions.
didprint/didsave/willclose/willprint/willsave


JavaScript actions to be performed after printing/after saving/before closing/before printing/ 
before saving the document.


associated-
files1


(List of asset handles; only for PDF 2.0 and PDF/A-3) Asset handles for associated files. The files must have 
been loaded with PDF_load_asset( ) and type=attachment.


attachments (List of option lists or list of asset handles; not for PDF/X-1a/3 and PDF/A-1; PDF/A-2: only PDF/A-1 and 
PDF/A-2 documents can be attached; PDF/A-3: not allowed, use associatedfiles instead) Specifies docu-
ment-level file attachments which have been loaded with PDF_load_asset( ) and type=attachment. It is 
OK to supply file attachments both in PDF_begin_document( ) and PDF_end_document( ). However, as-
set handles can only be supplied in PDF_end_document( ). Supported suboptions: see Table 13.6


autoxmp (Boolean; forced to true for PDF/X-3/4/5 and PDF/A) If true, PDFlib will create XMP document metadata 
from document info fields (see Section 14.2, »XMP Metadata«, page 263). Default: false


destination (Option list; will be ignored if an open action has been specified) An option list specifying the document 
open action according to Table 12.10.


destname1 (Hypertext string; will be ignored if the destination option has been specified) The name of a destina-
tion which has been defined with PDF_add_nameddest( ), and will be used as the document open action.


groups2 (List of strings; not allowed in PDF/VT mode or if a document part hierarchy is created) Define the names 
and ordering of the page groups used in the document. Page groups keep pages together (useful e.g. for 
attaching page labels); pages can be assigned to one of the page groups defined in the document, and 
referenced within the respective group. If page groups are defined for a document, all pages must be as-
signed to a page group.


labels (List of option lists) A list containing one or more option lists according to Table 3.6 specifying symbolic 
page names. The page name will be displayed as a page label (instead of the page number) in Acrobat’s 
status line. The combination of style/prefix/start must be unique within a document. Default: no 
page labels


linearize (Boolean; only for PDF_begin_document( ); forces objectstreams=none) If true, the output document 
will be linearized. On z/OS this option cannot be combined with an empty filename. Default: false


metadata (Option list) Supply XMP document metadata (see Section 14.2, »XMP Metadata«, page 263). Individual 
XMP properties may be overridden with document info fields supplied with PDF_set_info( ). In PDF/A 
mode the supplied XMP metadata must conform to additional requirements (see PDFlib Tutorial).


moddate (Boolean) If true, the ModDate (modification date) document info key will be created for compliance with 
some preflight tools. Default: false
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objectstreams2 (List of keywords; PDF 1.5; will be forced to none if optimize or linearize is true) Generate compressed 
object streams which significantly reduce output file size (default: {other nodocinfo}):
bookmarksCompress bookmark objects.
docinfo Compress document info fields.
dpartarrays Compress dictionaries related to the document part hierarchy.
dpartdicts Compress arrays related to the document part hierarchy.
fields Compress form fields.
names Compress objects for named destinations.
none Don’t generate any compressed object streams (except for categories which are explicitly 


enabled after this option).
other All categories which are not explicitly disabled after this keyword, plus other object types 


which don’t have their own keyword.
pages Compress the objects comprising the page tree.
poca Compress all simple objects created with the POCA interface.
tags Compress marked content tags.
xref Generate a compressed xref stream. This category will automatically be enabled if at least 


one of the other categories is enabled.
Except for none and other, all keywords can be prefixed with no (e.g. nodocinfo) to disable compression 
for the specified category. If at least one such negative keyword is supplied, the keyword other will be 
prepended to the list.


openmode (Keyword) Set the appearance when the document is opened. Default: bookmarks if the document con-
tains any bookmarks, otherwise none.
none Open with no additional panel visible.
bookmarks Open with the bookmark panel visible.
thumbnails Open with the thumbnail panel visible.
fullscreen Open in fullscreen mode (does not work in the browser).
layers (PDF 1.5) Open with the layer panel visible.
attachments (PDF 1.6) Open with the attachments panel visible.


optimize2 (Boolean; forces objectstreams=none)) If true, the output document will be optimized in a separate 
pass after generating it. Optimization reduces file size by eliminating redundant duplicate objects. In 
general optimization will not have any significant effect except for inefficient client code (e.g. loading 
the same image or ICC profile multiply instead of reusing the handle). On z/OS this option cannot be 
combined with in-core generation (i.e. an empty filename). Default: false


pagelayout (Keyword) The page layout to be used when the document is opened (default: default):
default The default setting of the PDF viewer.
singlepage Display one page at a time.
onecolumn Display the pages continuously in one column.
twocolumnleft Display the pages in two columns, odd pages on the left.
twocolumnright Display the pages in two columns, odd pages on the right
twopageleft (PDF 1.5) Display the pages two at a time, with odd-numbered pages on the left.
twopageright (PDF 1.5) Display the pages two at a time, with odd-numbered pages on the right.


portfolio1 (Option list; PDF 1.7) Suboptions for creating a PDF portfolio according to Table 12.13


search (Option list; deprecated because not part of ISO 32000-1) Instruct Acrobat to attach a search index when 
opening the document. The following suboptions are supported:
filename (Hypertext string; required) Name of a file containing a search index
indextype (Name string) Type of the index; must be PDX for Acrobat. Default: PDX


Table 3.1 Document options for PDF_begin_document( ) and PDF_end_document( )


option description
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uri (String) Set the document’s base URL. This is useful when a document with relative Web links is moved to 
a different location. Adjusting the base URL makes sure that relative links will still work. Default: no base 
URI


viewer-
preferences


(Option list) Option list specifying various viewer preferences according to Table 3.7. Default: empty


1. Only for PDF_end_document( )
2. Only for PDF_begin_document( ) and PDF_begin_document_callback( )


Table 3.2 Options for PDF compatibility and standards in PDF_begin_document( )


option description


compatibility (Keyword; ignored if one of the pdfa, pdfua, pdfvt or pdfx options is used with a value different from 
none) Set the document’s PDF version to one of the keywords below. This option affects which PDF cre-
ation features are available and which PDF documents can be imported with PDFlib+PDI (default: 1.7):
1.4 PDF 1.4 requires Acrobat 5 or above.
1.5 PDF 1.5 requires Acrobat 6 or above.
1.6 PDF 1.6 requires Acrobat 7 or above.
1.7 PDF 1.7 is specified in ISO 32000-1 and requires Acrobat 8 or above.
1.7ext3 PDF 1.7 extension level 3 requires Acrobat 9 or above.
1.7ext8 PDF 1.7 extension level 8 requires Acrobat X or above.
2.0 PDF 2.0 is specified in ISO 32000-2.


limitcheck If true, the limit for the number of indirect PDF objects (8.388.607) is enforced in PDF/A-1/2/3 and PDF/X-
4/5 modes. Default: true


nodenamelist (List of name strings; required for pdfvt=PDF/VT-1 and pdfvt=PDF/VT-2) Names for all levels of the doc-
ument part hierarchy. All names must consist of ASCII characters and must conform to the rules of an 
XML NMTOKEN. The first string specifies the name for level 0 in the document part hierarchy.


pdfa (Keyword) Set the PDF/A conformance level to one of the following (default: none):
PDF/A-1a:2005, PDF/A-1b:2005 (implies compatibility=1.4)
PDF/A-2a, PDF/A-2b, PDF/A-2u (implies compatibility=1.7)
PDF/A-3a, PDF/A-3b, PDF/A-3u (implies compatibility=1.7)
none
PDF/A1-a:2005, PDF/A-2a, and PDF/A-3a imply tagged=true. PDF/A can simultaneously conform to oth-
er standards as follows:
pdfx=PDF/X-1a:2003, PDF/X-3:2003, PDF/X-4
pdfvt=PDF/VT-1
pdfua=PDF/UA-1


If multiple options for PDF standards are specified the lowest compatibility value is used.


pdfua (Keyword) Set the PDF/UA conformance level to one of the following (default: none):
PDF/UA-1 Implies compatibility=1.7 and tagged=true.
none No PDF/UA output


pdfvt (Keyword) Set the PDF/VT conformance level to one of the following (default: none):
PDF/VT-1 Implies pdfx=PDF/X-4; any other value for the pdfx option is an error.
PDF/VT-2 The pdfx option must specify one of PDF/X-4p, PDF/X-5g, PDF/X-5pg; any other value for the 


pdfx option is an error.
none No PDF/VT output


Table 3.1 Document options for PDF_begin_document( ) and PDF_end_document( )


option description
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pdfx (Keyword) Set the PDF/X conformance level to one of the following (default: none):
PDF/X-1a:2003 (implies compatibility=1.4)
PDF/X-3:2003 (implies compatibility=1.4)
PDF/X-4, PDF/X-4p1 (implies compatibility=1.6)
PDF/X-5g, PDF/X-5pg1, PDF/X-5n1 (implies compatibility=1.6)
none


recordlevel (Non-negative integer; only relevant if a document part hierarchy is created) Zero-based level of the 
document part hierarchy which corresponds to recipient records.


uses-
transparency


(Boolean; only for PDF/VT) If false, none of the pages in the generated document will contain any trans-
parent objects. PDFlib will throw an exception if this assertion is violated. Setting this option to false is 
allowed only for documents without transparency, and implies that encapsulated Form XObjects for 
PDF/VT are created without a transparency group which allows more efficient RIP caching. Default: true


1. The PDFlib Tutorial contains an important note about Acrobat problems with referenced ICC profiles.


Table 3.3 Options for Tagged PDF in PDF_begin_document( )


option description


checktags (Keyword; must be strict in PDF/UA-1 mode) Specifies whether the structure element nesting rules (see 
PDFlib Tutorial) are checked for elements created with PDF_begin_item( ) or the tag option of various 
functions. This option is only provided as a migration aid. It does not affect the tags in imported pages 
(see option checktags of PDF_open_pdi_document( )). Supported keywords (default: strict):
none Tag nesting rules are not enforced. This setting may result in an invalid structure hierarchy 


and is therefore not recommended.
relaxed Similar to strict except that a few rules are not enforced (see PDFlib Tutorial).
strict If a tag violates the nesting rules an exception will be thrown.


lang (String; recommended if tagged=true) Set the primary language of the document as a two-character 
ISO 639 language code (examples: DE, EN, FR, JA), optionally followed by a hyphen and a two-character 
ISO 3166 country code (examples: EN-US, EN-GB, ES-MX). Case is not significant.
The language specification can be overridden for individual structure items on all levels of the structure 
tree, but should be set initially for the document as a whole.
PDF/UA-1: the natural language must be specified with this option or with the lang suboption of individ-
ual structure elements.


rolemap (List of string lists; the first element in each string list is a name string, the second element is a string; only 
for Tagged PDF; required if custom element types are used) Mapping of custom element types to stan-
dard element types. Each sublist contains the name of a standard or custom element type, and the name 
of the standard element type to which the first type will be mapped. Inline and pseudo element types are 
not allowed for the second entry in a sublist. Standard element type names also can be mapped to other 
standard element types in order to assign different semantics to existing element types. Indirect map-
pings are allowed, i.e. a custom type is mapped to another custom type which is then mapped to a stan-
dard type. Pairs with identical entries are silently ignored. See Section 14.3, »Tagged PDF«, page 264, re-
garding the use of custom element types in Tagged PDF. Custom element type names must not start with 
the reserved prefix Plib.
In PDF/UA-1 it is not allowed to remap standard element types.


Table 3.2 Options for PDF compatibility and standards in PDF_begin_document( )


option description
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structuretype (Keyword; only for PDF/UA-1) Type of document structure. Supported keywords (default: weak):
strong (Not recommended) The document is strongly structured, i.e. the structure tree reflects the 


document’s logical organization. The only allowed structure type for headings is H, while H1, 
H2, etc. are not allowed. Each node in the structure tree contains at most one H tag plus one or 
more paragraph tags P.


weak The document is weakly structured, i.e. the structure tree is only a few levels deep with all 
headings, paragraph etc. as immediate children. Logical structure may be expressed with 
heading tags H1, H2, etc., while H is not allowed. Headings may not have any descendants.


tag (Option list) Tagging options according to Table 14.4. The specified structure element comprises the docu-
ment structure root and will be closed automatically in PDF_end_document( ). Only grouping elements 
are allowed for the tagname suboption.


tagged (Boolean) If true, generate Tagged PDF output. Proper structure information must be provided by the cli-
ent in Tagged PDF mode (see Section 14.3, »Tagged PDF«, page 264). If PDF/A-1a:2005, PDF/A-2a, PDF/A-
3a or PDF/UA-1 mode is active this option is automatically set to true. Default: false


Table 3.4 Security options for PDF_begin_document( ); not allowed for PDF/A and PDF/X


option description


attachment-
password1


(String2; PDF 1.6; will be ignored if userpassword or masterpassword are set; can not be combined with 
the linearize and optimize options; not for PDF/A and PDF/X) File attachments will be encrypted using 
the supplied string as password. The rest of the document will not be encrypted. On EBCDIC platforms 
the password is expected in ebcdic encoding or EBCDIC-UTF-8.


master-
password1


(String; required if permissions has been specified; not for PDF/A and PDF/X) The master password for 
the document. If it is empty no master password will be applied. On EBCDIC platforms the password is 
expected in ebcdic encoding or EBCDIC-UTF-8. Default: empty


permissions (Keyword list; not for PDF/A and PDF/X) The access permission list for the output document. It contains 
any number of the following keywords (default: empty):
noprint Acrobat will prevent printing the file.
nohiresprint


Acrobat will prevent high-resolution printing. If noprint isn’t set, printing is restricted to the 
»print as image« feature which prints a low-resolution rendition of the page.


nomodify Acrobat will prevent editing or cropping pages and creating or changing form fields.
noassemble (Implies nomodify) Acrobat will prevent inserting, deleting, or rotating pages and creating 


bookmarks and thumbnails.
noannots Acrobat will prevent creating or changing annotations and form fields.
noforms (implies nomodify and noannots) Acrobat will prevent form field filling.
nocopy Acrobat will prevent copying and extracting text or graphics; the accessibility interface will be 


controlled by noaccessible.
noaccessible


(Deprecated in PDF 2.0; not allowed in PDF/UA-1) Acrobat will prevent extracting text or 
graphics for accessibility (e.g. a screenreader).


plainmetadata
(PDF 1.5) Keep XMP document metadata unencrypted even in an encrypted document.


user-
password1


(String; not for PDF/A and PDF/X) The user password for the document. If it is empty no user password 
will be applied. On EBCDIC platforms the password is expected in ebcdic encoding or EBCDIC-UTF-8. De-
fault: empty


Table 3.3 Options for Tagged PDF in PDF_begin_document( )


option description
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1. In order to pass arbitrary strings with this option the option list syntax described in »Unquoted string values«, page 10, may be useful.
2. Characters outside of Winansi encoding are only allowed in passwords for compatibility=1.7ext3 or above


Table 3.5 Output processing options for PDF_begin_document( )


option description


createoutput (Boolean) If false, the filename parameter is ignored and no output file or memory area is created. This 
option implies compress=0, linearize=false and optimize=false. Default: true


createpvf (Boolean) If true, generate the PDF file in memory instead of on file. The supplied file name is the name 
of a virtual file which will be created with the call of PDF_end_document( ). In this case PDF_get_buffer( ) 
cannot be called to fetch the PDF output data; instead, the name of the generated PVF file can be sup-
plied to other PDFlib functions. This may be useful when generating documents which will be included in 
a PDF Portfolio. Default: false


filemode (String, z/OS and USS only) Parameter string for setting the file mode of the document file and any tem-
porary file (e.g. with the linearize option). The supplied string is appended to the default file mode of 
»wb,«. The option recordsize must be consistent with the parameters specified in this option. Default: 
empty, or recfm=v for unblocked output (which is default, see option recordsize)
Example strings:
recfm=fb,lrecl=80,space=(cyl,(1,5)
Honor attributes of the dataset if it has already been allocated: recfm=*


flush (Keyword; only for PDF_begin_document_callback( )) Set the flushing strategy (default: page):
none flush only once at the end of the document
page flush at the end of each page
content flush after all fonts, images, file attachments, and pages
heavy always flush when the internal 64 KB document buffer is full


inmemory (Boolean; not for PDF_begin_document_callback( )) If true and the linearize or optimize option is 
true as well, PDFlib will not create any temporary files for linearization, but will process the file in mem-
ory. This can result in tremendous performance gains on some systems (especially z/OS), but requires 
memory twice the size of the document. If false, a temporary file will be created for linearization and op-
timization. Default: false


recordsize (Integer; z/OS and USS only) The record size of the output file, and any temporary file which may have to 
be created for the linearize and optimize options. Default: 0 (unblocked output)


remove-
fragments


If true, a partial PDF output document which exists after an exception will be removed in PDF_delete( ). 
Such PDF fragments are never usable as documents. This option has no effect if an empty filename has 
been specified, i.e. for in-memory PDF generation. Default: false


tempdirname (String; not for PDF_begin_document_callback( )) Directory where temporary files for the linearize and 
optimize options will be created. If this option is missing, PDFlib will generate temporary files in the cur-
rent directory. This option will be ignored if the tempfilenames option has been supplied. Default: not 
present


temp-
filenames


(List of two strings; only for z/OS and USS) Full file names for two temporary files required for the 
linearize and optimize options. If empty, PDFlib will generate unique temporary file names. The user is 
responsible for deleting the temporary files after PDF_end_document( ). If this option is supplied the 
filename parameter must not be empty. Default: not present
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Table 3.6 Suboptions for the labels option in PDF_begin/end_document( ) and label option in PDF_begin/end_page_ext( )


option description


group (String; only for PDF_begin_document( ); required if the document uses page groups, but not allowed 
otherwise) The label will be applied to all pages in the specified group and all pages in all subsequent 
groups until a new label is applied. The group name must have been defined with the groups option in 
PDF_begin_document( ).


hypertext-
encoding


(Keyword) Specifies the encoding for the prefix option. An empty string is equivalent to unicode. De-
fault: value of the global hypertextencoding option.


pagenumber (Integer; only for PDF_end_document( ); required if the document does not use page groups, but not al-
lowed otherwise) The label will be applied to the specified page and subsequent pages until a new label 
is applied.


prefix (Hypertext string) The label prefix for all labels in the range. Default: none


start (Integer >= 1) Numeric value for the first label in the range. Subsequent pages in the range will be num-
bered sequentially starting with this value. Default: 1


style (Keyword) The numbering style to be used. Default: none.
none no page number; labels will only consist of the prefix.
D decimal arabic numerals (1, 2, 3, ...)
R uppercase roman numerals (I, II, III, ...)
r lowercase roman numerals (i, ii, iii, ...)
A uppercase letters (A, B, C, ..., AA, BB, CC, ...)
a lowercase letters (a, b, c, ..., aa, bb, cc, ...)
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Table 3.7 Suboptions for the viewerpreferences option in PDF_begin_document( ) and PDF_end_document( )


option description


centerwindow (Boolean) If true, position the document’s window in the center of the screen. Default: false


direction (Keyword) The reading order of the document, which affects the scroll ordering in double-page view and 
the side (left/right) of the first page for double-page layout in Acrobat (default l2r):
l2r Left to right
r2l Right to left (including vertical writing systems) 


displaydoctitle (Boolean; only true allowed in PDF/UA-1 mode) Display the Title document info field in Acrobat’s title bar 
(true) or the file name (false). Default: true for PDF/UA-1, otherwise false


duplex (Keyword; PDF 1.7) Paper handling option for the print dialog (default: none):
DuplexFlipShortEdge


Duplex and flip on the short edge of the sheet.
DuplexFlipLongEdge


Duplex and flip on the long edge of the sheet.
none No paper handling specified.
Simplex Print single-sided.


fitwindow (Boolean) Specifies whether to resize the document’s window to the size of the first page. Default: false


hidemenubar1 (Boolean) Specifies whether to hide Acrobat’s menu bar. Default: false


hidetoolbar1 (Boolean) Specifies whether to hide Acrobat’s tool bars. Default: false


hide-
windowui1


(Boolean) Specifies whether to hide Acrobat’s window controls. Default: false


nonfullscreen-
pagemode


(Keyword; only relevant if the openmode option is set to fullscreen) Specifies how to display the docu-
ment on exiting full-screen mode (default: none):
bookmarks display page and bookmark pane
thumbnails display page and thumbnail pane
layers display page and layer pane
none display page only


numcopies (Integer in the range 1-5, PDF 1.7) The number of copies for the print dialog. Default: viewer-specific


picktrayby-
pdfsize


(Boolean; PDF 1.7; no effect on OS X/macOS) Specifies whether the PDF page size is used to select the in-
put paper tray in the print dialog. Default: viewer-specific


printscaling (Keyword; PDF 1.6) Page scaling option to be selected when a print dialog is presented for the document. 
Supported keywords (default: appdefault):
none  No page scaling; this may be useful for printing page contents at their exact sizes.
appdefault Use the current print scaling as specified in Acrobat.


printpage-
range


(List with pairs of integers; PDF 1.7) Page numbers for the print dialog. Each pair denotes the start and end 
page numbers of a page range to be printed (first page is 1). Default: viewer-specific


printarea
printclip
viewarea
viewclip


(Keyword; deprecated in PDF 2.0; no effect in Acrobat; for PDF/X only media and bleed are allowed) The 
type of the page boundary box representing the area of a page to be displayed or clipped when viewing 
the document on screen or printing it. Supported keywords (default: crop):
art Use the ArtBox
bleed Use the BleedBox
crop Use the CropBox
media Use the MediaBox
trim Use the TrimBox


1. Acrobat does not support the combination of hidemenubar, hidetoolbar, and hidewindowui (i.e. all user interface elements hidden).
The menu bar will still be visible if all three elements are set to hidden.
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3.2 Fetching PDF Documents from Memory
If a non-empty filename parameter has been supplied to PDF_begin_document( ) PDFlib 
writes PDF documents to a named disk file. Alternatively, PDF document data are gener-
ated in memory if the filename parameter is empty. In this case the PDF document data 
must be fetched from memory with PDF_get_buffer( ). This is especially useful when 
shipping PDF from a Web server.


C++ const char *get_buffer(long *size)
Java C# byte[ ] get_buffer( )


Perl  PHP string get_buffer( )
C const char * PDF_get_buffer(PDF *p, long *size)


Get the contents of the PDF output buffer.


size (C and C++ language bindings only) C-style pointer to a memory location where 
the length of the returned data in bytes will be stored.


Returns A buffer full of binary PDF data for consumption by the client. The function returns a 
language-specific data type for binary data. The returned buffer must be used by the cli-
ent before calling any other PDFlib function.


Details Fetch the full or partial buffer containing the generated PDF data. If this function is 
called between page descriptions, it will return the PDF data generated so far. If generat-
ing PDF into memory, this function must at least be called after PDF_end_document( ), 
and will return the remainder of the PDF document. It can be called earlier to fetch par-
tial document data. If there is only a single call to this function which happens after 
PDF_end_document( ) the returned buffer is guaranteed to contain the complete PDF 
document in a contiguous buffer.


Since PDF output contains binary characters, client software must be prepared to ac-
cept non-printable characters including null values.


Scope object, document (in other words: after PDF_end_page_ext( ) and before PDF_begin_page_
ext( ), or after PDF_end_document( ) and before PDF_delete( ). This function can only be 
used if an empty filename has been supplied to PDF_begin_document( ).


If the linearize option in PDF_begin_document( ) has been set to true, the scope is re-
stricted to object, i.e. this function can only be called after PDF_end_document( ).


Bindings C and C++: the size parameter is only used for C and C++ clients.


COM: Most COM clients will use a Variant type to hold the buffer contents. JavaScript 
with COM does not allow to retrieve the length of the returned variant array (but it does 
work with other languages and COM).


Other bindings: an object of appropriate length will be returned, and the size param-
eter must be omitted.
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3.3 Page Functions


C++ Java C# void begin_page_ext(double width, double height, String optlist)
Perl  PHP begin_page_ext(float width, float height, string optlist)


C void PDF_begin_page_ext(PDF *p, double width, double height, const char *optlist)


Add a new page to the document and specify various options.


width, height The width and height parameters are the dimensions of the new page in 
points (or user units, if the userunit option has been specified). They can be overridden 
by the options with the same name (the dummy value 0 can be used for the parameters 
in this case). A list of commonly used page formats can be found in Table 3.8. The PDFlib 
Tutorial lists applicable page size limits in Acrobat. See also Table 3.9 for more details 
(options width and height).


optlist An option list with page options according to Table 3.9. These options have low-
er priority than identical options specified in PDF_end_page_ext( ):
action, artbox, associatedfiles, bleedbox, blocks, cropbox, defaultcmyk, defaultgray, defaultrgb, 
duration, group, height, label, mediabox, metadata, pagenumber, rotate, separationinfo, 
taborder, topdown, transition, transparencygroup, trimbox, userunit, viewports, width


Details This function resets all text, graphics, and color state parameters to their default values, 
and establishes a coordinate system according to the topdown option.


PDF/A Restrictions apply to the transparencygroup option.


PDF/VT The following options are not allowed: group, pagenumber.


PDF/X Restrictions apply to the transparencygroup and defaultgray/rgb/cmyk options.


Scope document; this function starts page scope, and must always be paired with a matching 
PDF_end_page_ext( ) call.


Table 3.8 Common ISO standard page size dimensions in points1


1. Note that ISO B5 is different from JIS B5. More information about ISO, Japanese, and U.S. standard formats can be
found atwww.cl.cam.ac.uk/~mgk25/iso-paper.html 


format width height format width height format width height


a0 2380 3368 a4 595 842 letter 612 792


a1 1684 2380 a5 421 595 legal 612 1008


a2 1190 1684 a6 297 421 ledger 1224 792


a3 842 1190 b5 501 709 11x17 792 1224



http://www.cl.cam.ac.uk/~mgk25/iso-paper.html
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C++ Java C# void end_page_ext(String optlist)
Perl  PHP end_page_ext(string optlist)


C void PDF_end_page_ext(PDF *p, const char *optlist)


Finish a page and apply various options.


optlist An option list according to Table 3.9. Options specified in PDF_end_page_ext( ) 
have priority over identical options specified in PDF_begin_page_ext( ). The following 
options can be used:
associatedfiles, action, artbox, bleedbox, blocks, cropbox, defaultcmyk, defaultgray, defaultrgb, 
duration, group, height, label, mediabox, metadata, rotate, taborder, transition, transparency-
group, trimbox, userunit, viewports, width


Scope page; this function terminates page scope, and must always be paired with a matching 
PDF_begin_page_ext( ) call. In Tagged PDF mode all inline and pseudo items must be 
closed before calling this function.


Table 3.9 Page options for PDF_begin_page_ext( ) and PDF_end_page_ext( )


option description


action (Action list; not for PDF/A) List of page actions for one or more of the following events (default: empty 
list):
open Actions to be performed when the page is opened.
close Actions to be performed when the page is closed.


associatedfiles (List of asset handles; only for PDF 2.0 and PDF/A-3) Asset handles for associated files. The files must have 
been loaded with PDF_load_asset( ) and type=attachment.


artbox
bleedbox
cropbox


(Rectangle) Specify the ArtBox, BleedBox, or CropBox for the current page, respectively. The coordinates 
are specified in the default coordinate system. Default: no box entries


blocks (POCA container handle; may be supplied to PDF_begin_page_ext( ) or PDF_end_page_ext( ), but not to 
both functions for the same page; only available in PPS) Handle for a dictionary container created with 
PDF_poca_new( ) which contains PDFlib Block definitions for the PDFlib Personalization Server (PPS). The 
specified Blocks will be attached to the page. The dictionary must have been created with the option 
usage=blocks. Default: no Blocks


defaultgray1


defaultrgb1


defaultcmyk1


(ICC handle or keyword; not for PDF/X-1a) Set a default gray, RGB, or CMYK color space for the page ac-
cording to the supplied ICC profile handle. The option defaultrgb also supports the keyword srgb. The 
specified color space is used to map device-dependent gray, RGB, or CMYK colors on the page.


duration (Float) Set the page display duration in seconds for the current page if openmode=fullscreen (see Table 
3.1). Default: 1


group1 (String; required if the document uses page groups, but not allowed otherwise; not allowed in PDF/VT 
mode or if a document part hierarchy is created) Name of the page group to which the page will belong. 
This name can be used to keep pages together in a page group and to address pages with PDF_resume_
page( ). The group name must have been defined with the groups option in PDF_begin_document( ).
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height (Float or keyword; not allowed if the topdown option is true) Dimensions of the new page in points (or 
user units, if the userunit option has been specified). In order to produce landscape pages use width > 
height or the rotate option. PDFlib uses width and height to construct the page’s MediaBox, but the 
MediaBox can also explicitly be set using the mediabox option. The width and height options override 
the parameters with the same name.
The following symbolic ISO page size names can be used as keywords by appending .width or .height 
(e.g. a4.width, a4.height):
a0, a1, a2, a3, a4, a5, a6, b5, letter, legal, ledger, 11x17


label (Option list) An option list according to Table 3.6 specifying symbolic page names. The page name will be 
displayed as a page label (instead of the page number) in Acrobat’s status line. The specified numbering 
scheme will be used for the current and subsequent pages until it is changed again. The combination of 
style/prefix/start values must be unique within a document.


mediabox (Rectangle; not allowed if the topdown option is true) Change the MediaBox for the current page. The 
coordinates are specified in the default coordinate system. By default, the MediaBox will be created by 
using the width and height parameters. The mediabox option overrides the width and height options 
and parameters.


metadata (Option list) Metadata for the page (see Section 14.2, »XMP Metadata«, page 263)


pagenumber1 (Integer; not allowed in PDF/VT mode or if a document part hierarchy is created) If this option is specified 
with a value n, the page will be inserted before the existing page n within the page group specified in 
the group option (or the document if the document doesn’t use page groups). If this option is not speci-
fied the page will be inserted at the end of the group.


rotate (Integer) The page rotation value. The rotation will affect page display, but does not modify the coordi-
nate system. Possible values are 0, 90, 180, 270. Default: 0


separation-
info1


(Option list) An option list containing color separation details for the current page. This will be ignored in 
Acrobat, but may be useful in third-party software for identifying and correctly previewing separated 
pages in a pre-separated workflow:
pages (Integer; required for the first page of a set of separation pages, but not allowed for subse-


quent pages of the same set) The number of pages which belong to the same set of separa-
tion pages comprising the color data for a single composite page. All pages in the set must 
appear sequentially in the file.


spotname (String; required unless spotcolor has been supplied) The name of the colorant for the 
current page.


spotcolor (Spot color handle) A color handle describing the colorant for the current page.


taborder (Keyword; PDF 1.5; only structure allowed in PDF/UA-1) Keyword specifying the tab order for form fields 
and annotations (Default: structure in Tagged PDF mode for PDF 1.5 and above, otherwise none):
column Column by column from top to bottom, where columns are ordered as specified by the 


direction suboption of the viewerpreferences option of PDF_begin/end_document( ).
none The tab order is unspecified.
structure Form fields and annotations are visited in the order in which they appear in the structure 


tree.
row Row by row starting at the topmost row, where the direction within a row is as specified by 


the direction suboption of the viewerpreferences option of PDF_begin/end_document( ).


topdown1 (Boolean) If true, the origin of the coordinate system at the beginning of the page will be assumed in the 
top left corner of the page, and y coordinates will increase downwards; otherwise the default coordinate 
system will be used. Default: false


Table 3.9 Page options for PDF_begin_page_ext( ) and PDF_end_page_ext( )


option description
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transition (Keyword) Set the page transition for the current page in order to achieve special effects which may be 
useful when displaying the PDF in Acrobat’s full-screen mode as presentations if openmode=fullscreen 
(see Table 3.1). Default: replace
split Two lines sweeping across the screen reveal the page
blinds Multiple lines sweeping across the screen reveal the page
box A box reveals the page
wipe A single line sweeping across the screen reveals the page
dissolve The old page dissolves to reveal the page
glitter The dissolve effect moves from one screen edge to another
replace The old page is simply replaced by the new page
fly (PDF 1.5) The new page flies into the old page.
push (PDF 1.5) The new page pushes the old page off the screen
cover (PDF 1.5) The new page slides on to the screen and covers the old page.
uncover (PDF 1.5) The old page slides off the screen and uncovers the new page.
fade (PDF 1.5) The new page gradually becomes visible through the old one.


trans-
parency-
group


(Option list or keyword; not for PDF/A-1 and PDF/X-1a/3; restrictions apply to PDF/A-2/3 and PDF/X-4/5) 
Create a transparency group for the page. The following keywords are supported (default: auto):
auto If transparent objects are present on the page itself, on a placed template or on graphics load-


ed without the templateoptions option, the transparencygroup option is automatically 
created with a suitable color space; otherwise no transparency group is created.


none (Not allowed for PDF/A-2/3 without output intent and PDF/X-5n if transparency is used on the 
page) Don’t create any transparency group for the page.


The following suboptions can be used to explicitly create a transparency group:
colorspace (Keyword or ICC profile handle; required for PDF/A-2/3 without output intent and PDF/X-5n if 


transparency is used on the page) Blending color space for the page (default: none):
DeviceCMYK PDF/A-2/3 and PDF/X-4/5g/pg: only allowed with a CMYK output intent or if the 


defaultcmyk option has been supplied.
PDF/X-5n: only allowed if the output intent contains the Colorants Cyan, Magenta, 
Yellow and Black or if the defaultcmyk option has been supplied.


DeviceGray PDF/A-2/3: only allowed with a gray, RGB or CMYK output intent or if the 
defaultgray option has been supplied.PDF/X-4/5g/pg: only allowed with a gray 
or CMYK output intent or if the defaultgray option has been supplied.
PDF/X-5n: only allowed if the output intent contains the Colorant Black or if the 
defaultgray option has been supplied.


DeviceRGB PDF/A-2/3 and PDF/X-4/5g/pg: only allowed with an RGB output intent or if the 
defaultrgb option has been supplied.
PDF/X-5n: only allowed if the defaultrgb option has been supplied.


none (Not allowed for PDF/A-2/3 without output intent and PDF/X-5n if transparency is 
used on the page) No color space is emitted for the transparency group.


srgb Keyword for selecting the sRGB color space
isolated (Boolean) Specifies whether the page group is isolated. Since ISO 32000 requires the PDF 


viewer to ignore this entry and always treat the page group as isolated this option generally 
isn’t required. However, it is supported nevertheless since Acrobat doesn’t treat the page 
group as isolated for some choices of blending color space. Default: false


knockout (Boolean) Specifies whether the page group is a knockout group, which means that the group 
elements do not composite with each other; objects knock out earlier elements in the group. 
Default: false


trimbox (Rectangle) Specify the TrimBox for the current page. The coordinates are specified in the default coordi-
nate system. Default: no TrimBox entry


Table 3.9 Page options for PDF_begin_page_ext( ) and PDF_end_page_ext( )


option description
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C++ Java C# void suspend_page(String optlist)
Perl  PHP suspend_page(string optlist)


C void PDF_suspend_page(PDF *p, const char *optlist)


Suspend the current page so that it can later be resumed.


optlist An option list for future use.


Details The full graphics, color, text and layer states of the current page are saved internally. 
The page can later be resumed with PDF_resume_page( ) to add more content. Suspended 
pages must be resumed before they can be closed.


Scope page; this function starts document scope, and must always be paired with a matching 
PDF_resume_page( ) call. In Tagged PDF mode all inline and pseudo items must be closed 
before calling this function.


C++ Java C# void resume_page(String optlist)
Perl  PHP resume_page(string optlist)


C void PDF_resume_page(PDF *p, const char *optlist)


Resume a page to add more content to it.


optlist An option list according to Table 3.10. The following options can be used:
group, pagenumber


Details The page must have been suspended with PDF_suspend_page( ). It will be opened again 
so that more content can be added. All suspended pages must be resumed before they 
can be closed, even if no more content has been added.


In Tagged PDF mode it must be kept in mind that resuming a page does not restore 
any structure item. Instead, the item which is active when PDF_resume_page( ) is called 
will be the current item for subsequent page contents. It is recommended to use PDF_
activate_item( ) to restore a specific structure element on the page as parent for 
subsequently generated contents.


Scope document; this function starts page scope, and must always be paired with a matching 
PDF_suspend_page( ) call.


userunit (Float or keyword; PDF 1.6) A number in the range 1..75 000 specifying the size of a user unit in points, or 
one of the keywords mm, cm, or m which scales to the respective unit. User units don’t change the actual 
page contents; they are only a hint to Acrobat which is used when printing the page or using the mea-
surement tools. Default: 1 (i.e. one unit is one point)


viewports (List of option lists; PDF 1.7ext3) Specifies one or more georeferenced areas (viewports) on the page; see 
Section 12.7, »Geospatial Features«, page 245, for details.
Viewports allow different geospatial references (specified by the georeference option) to be used on dif-
ferent areas of the page, e.g. for multiple maps. The ordering of the option lists in the viewports list is 
relevant for overlapping viewports: the last viewport which contains a point will be used for that point.


width (Float or keyword; not allowed if the topdown option is true) See height option.


1. Only for PDF_begin_page_ext( )


Table 3.9 Page options for PDF_begin_page_ext( ) and PDF_end_page_ext( )


option description
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Table 3.10 Options for PDF_resume_page( )


option description


group (String; required if the document uses page groups, but not allowed otherwise) Name of the page group 
of the resumed page. The group name must have been defined with the groups option in PDF_begin_
document( ).


pagenumber (Integer) If this option is supplied, the page with the specified number within the page group chosen in 
the group option (or in the document if the document doesn’t use page groups) will be resumed. If this 
option is missing the last page in the group will be resumed.
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3.4 Layers
Cookbook A full code sample can be found in the Cookbook topic graphics/starter_layer.


C++ Java C# int define_layer(String name, String optlist)
Perl  PHP int define_layer(string name, string optlist)


C int PDF_define_layer(PDF *p, const char *name, int len, const char *optlist)


Create a new layer definition (requires PDF 1.5).


name (Hypertext string) The name of the layer.


len (C language binding only) Length of name (in bytes). If len = 0 a null-terminated 
string must be provided.


optlist An option list with layer settings:
> General options: hypertextencoding and hypertextformat (see Table 2.3)
> Layer control options according to Table 3.11:


creatorinfo, defaultstate, initialexportstate, initialprintstate, initialviewstate, intent, 
language, onpanel, pageelement, printsubtype, removeunused, zoom


Returns A layer handle which can be used in calls to PDF_begin_layer( ) and PDF_set_layer_
dependency( ) until the end of the enclosing document scope.


Details PDFlib issues a warning if a layer was defined but hasn’t been used in the document. 
Layers which are used on multiple pages should be defined only once (e.g. before creat-
ing the first page). If PDF_define_layer( ) is called repeatedly on multiple pages, the layer 
definitions will accumulate (even if they have the same name), which is usually not de-
sired.


Once this function has been called PDF_open_pdi_document( ) must not be called for a 
layered PDF document and the option uselayers=false. Vice versa, this function must not 
be called if PDF_open_pdi_document( ) has already been called for a layered PDF docu-
ment and the option uselayers=false.


PDF/A PDF/A-1: this function must not be called.
PDF/A-2/3: some options are restricted.


PDF/X PDF/X-1a/2/3: this function must not be called.
PDF/X-4/5: some options are restricted.


PDF/UA Some options are restricted.


Scope any except object


Table 3.11 Options for PDF_define_layer( )


option description


creatorinfo (Option list; not for PDF/A-2/3, PDF/X-4/5, and PDF/UA-1) An option list describing the content and the 
creating application. Both of the following entries are required if this option is used:
creator (Hypertext string) The name of the application which created the layer
subtype (String) The type of content. Suggested values are Artwork and Technical.


defaultstate (Boolean) Specifies whether or not the layer is visible by default. Default: true



http://www.pdflib.com/pdflib-cookbook/graphics/starter-layer
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C++ Java C# void set_layer_dependency(String type, String optlist)
Perl  PHP set_layer_dependency(string type, string optlist)


C void PDF_set_layer_dependency(PDF *p, const char *type, const char *optlist)


Define layer relationships (requires PDF 1.5).


type The type of dependency or relationship according to Table 3.12.


optlist An option list for layer dependencies:
> General option: hypertextencoding (see Table 2.3)
> Layer dependency options according to Table 3.13:


children, depend, group, parent


initial-
exportstate


(Boolean; not for PDF/A-2/3, PDF/X-4/5, and PDF/UA-1) Specifies the layer’s recommended export state. If 
true, Acrobat includes the layer when converting/exporting to older PDF versions or other document for-
mats. Default: true


initial-
printstate


(Boolean; not for PDF/A-2/3, PDF/X-4/5, and PDF/UA-1) The layer’s recommended printing state. If true, 
Acrobat includes the layer when printing the document. Default: true


initial-
viewstate


(Boolean; not for PDF/A-2/3, PDF/X-4/5, and PDF/UA-1) The layer’s recommended viewing state. If true, 
Acrobat displays the layer when opening the document. Default: true


intent (Keyword) Intended use of the graphics: View or Design. Default: View


language (Option list; not for PDF/A-2/3, PDF/X-4/5, and PDF/UA-1) Specifies the language of the layer:
lang (String; required) The language and possibly locale in the format described in Table 3.1 for the 


lang option
preferred (Boolean) If true this layer is used if there is only a partial match between the layer and the 


system language. Default: false


onpanel (Boolean; not for PDF/A-2/3, PDF/X-4/5, and PDF/UA-1) If false, the layer name will not be visible in Acro-
bat’s layer panel, and therefore cannot be manipulated by the user. Default: true


pageelement (Keyword; not for PDF/A-2/3, PDF/X-4/5, and PDF/UA-1) Specifies that the layer contains a pagination ar-
tifact: one of HF (header/footer), FG (foreground image or graphic), BG (background image or graphic), or 
L (logo).


printsubtype (Option list; not for PDF/A-2/3, PDF/X-4/5, and PDF/UA-1) Specifies whether the layer is intended for print-
ing:
subtype (Keyword) One of Trapping, PrintersMarks, or Watermark specifying the kind of content in 


the layer.
printstate (Boolean) If true, Acrobat activates the layer contents upon printing.


removeunused (Boolean) If true and the layer is not used on a page, the layer will not be included in the page’s layer list. 
A layer is considered used on a page if it has been supplied to PDF_begin_layer( ) at least once on that 
page. Default: false


zoom (List of floats or percentages; not for PDF/A-2/3, PDF/X-4/5, and PDF/UA-1) One or two values specifying 
the layer’s visibility depending on the zoom factor (1.0 means a zoom factor of 100 percent). If one value 
is provided, it will be used as the maximum zoom factor at which the layer should be visible; if two values 
are provided they specify the minimum and maximum zoom factor. The keyword maxzoom can be used to 
specify the largest possible zoom factor.


Table 3.11 Options for PDF_define_layer( )


option description
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Details Layer relationships specify the presentation of layer names in Acrobat’s layer pane as 
well as the visibility of one or more layers when the user interactively enables or dis-
ables layers.


PDF/A PDF/A-1: this function must not be called.


PDF/X PDF/X-1a/2/3: this function must not be called.


Scope any except object; Layer relationships should be specified after all layers have been 
defined.


Table 3.12  Dependency and relationship types for layers


type notes; options specific for this type


GroupAllOn The layer specified in the depend option will be visible if all layers specified in the group option are visi-
ble. Options specific for this type: depend, group


GroupAnyOn The layers specified in the depend option will be visible if any layer specified in the group option is visible. 
Options specific for this type: depend, group


GroupAllOff The layer specified in the depend option will be visible if all layers specified in the group option are invis-
ible. Options specific for this type: depend, group


GroupAnyOff The layer specified in the depend option will be visible if any layer specified in the group option is invisi-
ble. Options specific for this type: depend, group


Lock (PDF 1.6) The layers specified in the group option are locked, i.e. their state cannot be changed interac-
tively in Acrobat. Options specific for this type: group


Parent Specify a hierarchical relationship between the layer specified in the parent option and the layers speci-
fied in the children option. Setting the parent to invisible automatically sets its children to invisible. A 
layer cannot belong to more than one parent layer. Options specific for this type: children, parent


Radiobtn Specify a radio button relationship between the layers specified in the group option. This means that at 
most one layer in the group is visible at a time, which is particularly useful for multiple language layers. 
Option specific for this type: group


Title The layer specified in the parent option does not control any page contents directly, but serves as a hier-
archical separator for the layers specified in the children option. Options specific for this type: 
children, parent


Table 3.13 Options for PDF_set_layer_dependency( )


option description


children (List of layer handles; only for type=Parent and Title) One or more layer handles specifying the layers 
subordinate to the provided parent layer.


depend (Layer handle; only for type=GroupAllOn, GroupAnyOn, GroupAllOff, and GroupAnyOff) The layer which 
is controlled by the layers specified in the group option.


group (List of layer handles; only for type=GroupAllOn, GroupAnyOn, GroupAllOff, GroupAnyOff, Lock, and 
Radiobtn) One or more layer handles comprising the group. For type=Lock all layers in the group will be 
locked.


parent (Layer handle; only for type=Parent and Title) The layer which is the parent of the layers specified in 
the children option.
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C++ Java C# void begin_layer(int layer)
Perl  PHP begin_layer(int layer)


C void PDF_begin_layer(PDF *p, int layer)


Start a layer for subsequent output on the page (requires PDF 1.5).


layer The layer’s handle, which must have been retrieved with PDF_define_layer( ).


Details All content placed on the page after this call, but before any subsequent call to PDF_
begin_layer( ) or PDF_end_layer( ) will be part of the specified layer. The content’s 
visibility depends on the layer’s settings.


This function activates the specified layer, and deactivates any layer which may be 
currently active.


Layers for annotations, images, graphics, templates, and form fields can be con-
trolled with the layer option of the respective functions.


Scope page


C++ Java C# void end_layer( )
Perl  PHP end_layer( )


C void PDF_end_layer(PDF *p)


Deactivate all active layers (requires PDF 1.5).


Details Content placed on the page after this call will not belong to any layer. All layers must be 
closed at the end of a page.


In order to switch from layer A to layer B a single call to PDF_begin_layer( ) is suffi-
cient; it is not required to explicitly call PDF_end_layer( ) to close layer A. PDF_end_layer( ) 
is only required to create unconditional content (which is always visible), and to close 
all layers at the end of a page.


Scope page
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4 Font and Text Functions


4.1 Font Handling


C++ Java C# int load_font(String fontname, String encoding, String optlist)
Perl  PHP int load_font(string fontname, string encoding, string optlist)


C int PDF_load_font(PDF *p, const char *fontname, int len, const char *encoding, const char *optlist)


Search for a font and prepare it for later use.


fontname (Name string) Name of the font. It can alternatively be provided via the 
fontname option which overrides this parameter. See option fontname in Table 4.2 for 
details.


len (C language binding only) Length of fontname in bytes. If len = 0 a null-terminated 
string must be provided.


encoding Name of the encoding. It can alternatively be provided via the encoding op-
tion which overrides this parameter. See option encoding in Table 4.2 for details. Note 
the following common encoding-related problems:


> An 8-bit encoding was supplied but the font does not contain any glyph for this en-
coding, or the font is a standard CJK font.


> The encoding builtin was supplied, but the font does not contain any internal encod-
ing. This can only happen for TrueType fonts.


> A CMap was supplied but doesn’t match the font.


optlist An option list with the following options:
> General option: errorpolicy (see Table 2.1)
> Font loading options according to Table 4.2:


ascender, autosubsetting, capheight, descender, dropcorewidths, embedding, encoding, 
fallbackfonts, fontname, initialsubset, keepfont, keepnative, linegap, metadata, optimize-
invisible, preservepua, readfeatures, readkerning, readselectors, readshaping, readvertical-
metrics, replacementchar, simplefont, skipembedding, skipposttable, subsetlimit, 
subsetminsize, subsetting, unicodemap, vertical, xheight


Returns A font handle for later use with PDF_info_font( ), text output functions, and the font text 
appearance option. If the requested font/encoding combination cannot be loaded due 
to a configuration problem (e.g. a font, metrics, or encoding file could not be found, or a 
mismatch was detected), an error code of -1 (in PHP: 0) will be returned or an exception 
raised. The error behavior can be changed with the errorpolicy option.


If the function returns an error you can request the reason of the failure with PDF_
get_errmsg( ). Otherwise, the value returned by this function can be used as font handle 
when calling other font-related functions. The returned handle doesn’t have any signif-
icance to the user other than serving as a font handle.


The returned font handle is valid until the font is closed with PDF_close_font( ). Fin-
ishing the document with PDF_end_document( ) closes each open font handle unless the 
option keepfont has been supplied in the respective PDF_load_font( ) call, or the font has 
been loaded in object scope (i.e. outside of any document).
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Details This function prepares a font for later use.
Repeated calls: when this function is called again with the same font name, the same 


encoding, and the same options, the same font handle as in the first call will be re-
turned. Exceptions: if one of the following options has been specified in the first call, 
but not in the subsequent call, the second font handle will nevertheless be identical to 
the first font handle: embedding, readkerning, replacementchar, fallbackfonts, metadata. 
Similarly, the initialsubset option will be ignored when comparing fonts, e.g. if the font 
has first been loaded without initialsubset and is loaded again with initialsubset, a handle 
to the first font will be returned and initialsubset will not have any effect.


Trying to load a font again will fail if embedding=false in the first call and embedding= 
true in the second call. This situation usually points to a problem in the application.


Implicit font loading: in addition to explicitly loading a font with PDF_load_font( ), 
some API functions (e.g. PDF_add/create_textflow( ) or PDF_fill_textblock( )) can implicitly 
load a font for which the font name and encoding have been specified in an option list. 
A new font handle will be created unless the font has already been loaded earlier.


Some text output features are not available for certain encodings (see Table 4.1).
In non-Unicode language bindings, the option textformat=auto behaves as follows 


(note that all UTF formats are allowed for both cases):
> Wide character encodings: text in the loaded font is expected in text format utf16 (for 


encoding=glyphid surrogates will not be interpreted)
> Byte- and multibyte encodings: text in the loaded font is expected in text format 


bytes.


PDF/A All fonts must be embedded.


PDF/UA All fonts must be embedded.


PDF/X All fonts must be embedded.


Scope any


Table 4.1 Availability of PDFlib features for various encodings


feature
unicode and 
Unicode CMaps


8-bit
encodings


legacy CMaps, 
cp936 etc. glyphid


Textflow yes yes yes1


1. This feature is not available for CJK fonts with keepnative=true.


yes


glyph replacement yes2


2. This feature is not available for standard CJK fonts with Unicode CMaps or keepnative=true.


yes yes1 –


fallback fonts yes2 yes yes1 –


shaping yes2 – yes1 yes


OpenType layout features yes – yes1 yes
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Table 4.2 Font loading options for PDF_load_font( ) and implicit font loading


option description


ascender (Integer between -2048 and 2048) Force the corresponding typographic property to the specified value. 
This will override any values found in the font, and is especially useful if the font does not contain any 
such information (e.g. Type 3 fonts). Default: the value in the font if present, or an estimated value other-
wise (which can be queried with PDF_info_font( ))


auto-
subsetting


(Boolean) Dynamically decide whether or not the font will be subset, subject to the subsetlimit and 
subsetminsize options and the actual usage of glyphs. This option will be ignored if the subsetting op-
tion has been supplied. Default: true


capheight (Integer between -2048 and 2048) See ascender above.


descender (Integer between -2048 and 2048) See ascender above.


dropcore-
widths


(Boolean; unsupported; forced to false for PDF/A, PDF/UA, and PDF/X) The widths for unembedded core 
fonts will not be emitted in the generated PDF. The slightly reduces output file size, but may create incor-
rect text rendering for certain characters. It is strongly recommended to keep this option at its default 
value. Default: false


embedding (Boolean; must be true for PDF/A, PDF/UA and PDF/X; will be ignored for SING and Type 3 fonts which are 
always embedded) Controls whether or not the font will be embedded. If a font is to be embedded, the 
font outline file must be available in addition to the metrics information (this is irrelevant for TrueType 
and OpenType fonts), and the actual font outline definition will be included in the PDF output. If a font is 
not embedded, only general information about the font is included in the PDF output.
Default: generally false, but true in certain situations involving TrueType and OpenType fonts with en-
codings which result in conversion to a CID font. Although PDFlib will automatically embed such fonts, 
font embedding can be prevented by setting embedding to false. In this case the font must be installed 
on the system where the PDF documents are viewed or printed.
The option embedding=false will be ignored if the same font has already been loaded earlier with 
embedding=true. The embedding behavior for fonts with invisible text can be modified with the 
optimizeinvisible option even for embedding=true.
Font embedding can also be controlled with the skipembedding option.


encoding (String; required for implicit font loading if the text appearance option font is not specified) Encoding in 
which incoming text for this font is interpreted:
Wide character encodings:
> unicode or the name of a Unicode CMap
> Identity-H or Identity-V for CID addressing
> glyphid: all glyphs in the font can be addressed by their font-specific ID


Byte and multibyte encodings:
> one of the predefined 8-bit encodings winansi, macroman, macroman_apple, ebcdic, ebcdic_37, 
pdfdoc, iso8859-X, or cpXXXX, and non-Unicode (legacy) CMaps


> (not for Unicode-capable language bindings) cp932, cp936, cp949, or cp950 for CJK codepages
> host or auto or the name of a user-defined encoding or an encoding known to the operating system
> builtin to select the font’s internal encoding (mostly for symbolic fonts);


PDF_load_font( ): this option can alternatively be provided as function parameter.
PDF_fill_textblock( ): this option is required unless the string in the text parameter is empty and the 
defaulttext property is used, or the font option has been supplied.
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fallbackfonts (List of option lists according to Table 4.3) Specify one or more fallback fonts for the loaded font. Each fall-
back font must be defined by a font handle in the font suboption or suitable suboptions for implicit font 
loading. Fallback fonts are not supported for some combinations of font type and encoding (see Table 
4.1).
If glyphcheck=replace and the text contains a character which is not part of the base font’s 8-bit encod-
ing, or the base font does not contain a glyph for the character, or glyph replacement is forced via the 
forcechars suboption, PDFlib will search a glyph for this character in all specified fallback fonts in the or-
der in which they are listed. If a suitable glyph is found in one of the fallback fonts, the character will be 
rendered with this glyph; otherwise the usual glyph replacement mechanism applies.


fontname (Name string; required for implicit font loading except for PDF_fill_textblock( ) if the text appearance op-
tion font is not specified) Real or alias name of the font (case is significant). This name will be used to 
find the font data. On Windows, font style names can be appended to the font name after a comma (see 
PDFlib Tutorial for details). If fontname starts with an ’@’ character the font will be applied in vertical 
writing mode.
PDF_load_font( ): the font name can alternatively be provided as function parameter.


fontstyle (Keyword; deprecated) Controls the creation of artificial font styles. Possible keywords are normal, bold, 
italic, bolditalic. All text created with this font will be styled with the fakebold and/or italicangle 
text appearance options as appropriate. Unless another value of italicangle has been set, -12 is used.
If this option is applied to one of the core fonts, the appropriate bold, italic, or bolditalic font variant will 
be selected instead of faking the font style. If no such font is available (e.g. applying bold to Times-Bold), 
the option is ignored. Default: normal


initialsubset (List of Unichars or Unicode ranges, or list of keywords; only relevant for embedding=true and sub-
setting=true) Specify the Unicode values for which glyphs will be included in the initial font subset. 
This can be used to reduce the PDF output file size by creating identical subsets, which facilitates later op-
timizations when merging multiple documents. The Unicode values can be specified explicitly by Uni-
chars or Unicode ranges, or implicitly by the name of an 8-bit encoding. Unichars and Unicode ranges 
have precedence over encoding names. Supported keywords (default: empty):
empty  The initial font subset will be empty; the contents of the subset will be determined by the 


text in the document.
any 8-bit encoding name


All Unicode values found in the encoding will be included in the initial subset. Glyphs for 
additional characters will be added to the subset automatically if required by the text in the 
document or by the features and shaping text options.


keepfont (Boolean; not allowed for Type 3 fonts) If false the font will be deleted automatically in PDF_end_
document( ). If true the font can also be used in subsequent documents until PDF_close_font( ) has been 
called. Default: true if PDF_load_font( ) is called in object scope, otherwise false


keepnative (Boolean; only relevant for unembedded CJK fonts with a predefined CMap; will be ignored for other 
fonts or custom CMaps; will be forced to false if embedding=true) If false, text in this font will be con-
verted to CID values when creating PDF output. The text supplied to API functions must still match the 
selected CMap (e.g. Shift-JIS). However, the font can be used in Textflow and all simple text output func-
tions (but not in form fields). Except for glyph replacement and fallback fonts which are unavailable, a 
font with Unicode CMaps will behave as with encoding=unicode.
If true, text in this font will be written to the PDF output in its native format according to the specified 
CMap. The font can be used in form fields and all simple text output functions, but not in Textflow. 
Default: false for TrueType fonts or embedding=true, and true otherwise.


linegap (Integer between -2048 and 2048) See ascender above.


metadata (Option list) Supply metadata for the font (see Section 14.2, »XMP Metadata«, page 263)


Table 4.2 Font loading options for PDF_load_font( ) and implicit font loading


option description
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monospace (Integer between 1 and 2048; not for PDF/A and PDF/UA; deprecated) Forces all glyphs in the font to use 
the specified width (in the font coordinate system: 1000 units equal the font size). For Type 3 fonts all 
glyph widths which are different from 0 will be modified. This option should only be used for standard 
CJK fonts, and is not supported for core fonts; it will be ignored if the font is embedded. Default: absent 
(metrics from the font will be used)


optimize-
invisible


(Boolean; not for PDF/X-1/2/3) If true, fonts which are exclusively used for invisible text (i.e. text-
rendering=3) will not be embedded even if embedding=true. This may be useful to avoid font embed-
ding for PDF/A output with invisible text containing OCR results. Even if the font is not embedded, font 
files must be configured as usual since PDFlib decides about non-embedding only at the end of the docu-
ment. Default: false


preservepua (Boolean) If true, characters which are mapped to a Unicode value in the Private Use Area (PUA) in the 
font retain their PUA value in the PDF output. This may be useful if the PUA characters carry locally de-
fined semantics such as Japanese Gaiji/EUDC characters. If false, PUA characters are mapped to 
U+FFFD (Unicode replacement character) in the ToUnicode CMap in the PDF output. Default: false


readfeatures (Boolean; only relevant for TrueType and OpenType fonts and encoding=unicode, glyphid, or Unicode 
CMaps) Specifies whether the feature tables of a TrueType or OpenType font will be read from the font. 
Actually applying OpenType features to text is controlled by the features option (see Table 5.4). Setting 
this option to false may speed up font loading if OpenType features are not required. Default: true


readkerning (Boolean) Controls whether or not kerning values will be read from the font. Actually applying the kern-
ing values to text is controlled by the kerning text option (see Table 4.7). Setting this option to false 
may speed up font loading if kerning is not required. Default: true for horizontal writing mode, false for 
vertical writing mode


readselectors (Boolean; only relevant for TrueType and OpenType fonts) If true, the variation selectors will be read 
from the font if available. This is required for automatically substituting Ideographic Variation Sequences 
(IVS) within Unicode text. Default: true


readshaping (Boolean; only relevant for TrueType and OpenType fonts and the encodings unicode and glyphid) Spec-
ifies whether the shaping tables of a TrueType or OpenType font will be read, which is a requirement for 
complex script shaping. Actually shaping text is controlled by the shaping option (see Table 5.4). Setting 
readfeatures to false can save memory if shaping is not required. Default: true


readvertical-
metrics


(Boolean) If true and the option vertical is also true the vertical metrics of a TrueType or OpenType 
font (if present) is used for formatting the text output. Default: false


replace-
mentchar


(Unichar or keyword; only relevant for glyphcheck=replace; ignored for fonts loaded with a non-Uni-
code CMap or glyphid encoding) Glyphs which are not available in the selected font and which cannot 
be substituted by fallback fonts or typographically similar characters will be replaced with the specified 
Unicode value. If the font doesn’t contain any glyph for the specified Unicode character, the behavior of 
auto will be applied. U+0000 can be used to specify the font’s »missing glyph« symbol. For symbolic 
fonts loaded with encoding=builtin the byte code must be supplied instead of the Unicode value. The 
following keywords can be used as an alternative to a Unicode character (default: auto):
auto The first character from the following list for which a glyph is available in the font will be 


used as a replacement character:
U+00A0 (NO-BREAK SPACE), U+0020 (SPACE), U+0000 (missing glyph symbol).


drop No output will be created for the character.
error An exception will be thrown if a typographically similar character is not available. This may 


be used to avoid unreadable text output.


simplefont (Boolean; only relevant for TrueType fonts with an 8-bit encoding) If this option is true, the font is emit-
ted as simple font instead of as a CID font. For some PDF viewers (particularly Acrobat) this is required for 
successful font substitution if the font is not installed on the viewing machine. The value true is recom-
mended when loading fonts for use in form fields. Default: false


Table 4.2 Font loading options for PDF_load_font( ) and implicit font loading


option description
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skip-
embedding


(List of keywords; only relevant for embedding=true) Silently ignore font embedding if the font satisfies 
one or more of the conditions specified in the list. This may be useful in situations where font embedding 
is generally desired, but an unembedded font is preferable for specific kinds of fonts or error situations. 
Supported keywords:
fstype The font is a TrueType or OpenType font and cannot be embedded because it doesn’t permit 


embedding according to the fsType flag in the font’s OS/2 table.
hostfont The font was loaded as a host font.
latincore The font is included in the set of 14 Latin core fonts (see PDFlib Tutorial for full list), but cannot 


be embedded because no font outline file is available.
metricsonly


Only the PFM or AFM metrics file for the font is available, but the font cannot be embedded 
because no font outline (PFA, PFB) file is available.


standardcjk
The font is included in the set of standard CJK fonts (see PDFlib Tutorial for full list), but 
cannot be embedded because no font outline file is available.


Default: empty list
In PDF/A, PDF/X and PDF/UA only an empty list is allowed.


skippost-
table


(Boolean; unsupported; only relevant for TrueType and OpenType fonts) Specifies whether the post table 
of TrueType/OpenType fonts will be parsed to determine glyph names. Setting this option to true can 
speed up font loading, but glyph name references to glyphs with non-standard names will not work for 
the font (this mainly affects symbolic fonts, but usually not text fonts). Default: false


subsetlimit (Float or percentage; ignored for Type 3 fonts) Disable automatic font subsetting if the percentage of 
glyphs used in the document related to the total number of glyphs in the font exceeds the provided per-
centage. Default: 100%


subsetminsize (Float; ignored for Type 3 fonts) Disable automatic font subsetting if the size of the original font file is less 
than the provided value in KB. Default: 50


subsetting (Boolean) Controls whether or not the font will be subset. Subsetting for Type 3 fonts requires a two-pass 
definition of the font (see PDFlib Tutorial), and the subsetting option must be provided in the first call to 
PDF_load_font( ). Default: subsetting is enabled automatically based on the subsetlimit/subsetmin-
size settings.


unicodemap (Boolean; must not be set to false for PDF/A-1a/2a/2u/3a/3u and PDF/UA-1) Controls generation of ToU-
nicode CMaps. This option will be ignored in Tagged PDF mode. Default: true


vertical (Boolean; only for TrueType and OpenType fonts; will be ignored for predefined CMaps, and will be forced 
to true if the font name starts with @) If true, the font will be prepared for vertical writing mode.


xheight (Integer between -2048 and 2048) See ascender above.


Table 4.2 Font loading options for PDF_load_font( ) and implicit font loading


option description
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C++ Java C# void close_font(int font)
Perl  PHP close_font(int font)


C void PDF_close_font(PDF *p, int font)


Close an open font handle which has not yet been used in the document.


font A font handle returned by PDF_load_font( ) which has not already been used in the 
document or closed.


Details This function closes a font handle, and releases all resources related to the font. The font 
handle must not be used after this call. Usually fonts will automatically be closed at the 
end of a document. However, closing a font is useful in the following situations:


> After querying font properties with PDF_info_font( ) it was determined that the font 
will not be used in the current PDF document.


> A font was retained across document boundaries (with the keepfont option of PDF_
load_font( )), but now it should be disposed because it is no longer required.


If the font has already been used in the current document it must not be closed.


Scope any


Table 4.3 Suboptions for the fallbackfonts option of PDF_load_font( )


option description


font loading 
options


If the font is specified implicitly (i.e. via the fontname and encoding options, as opposed to the font op-
tion), all font loading options according to Table 4.2 except fallbackfonts can be supplied as subop-
tions. Fonts loaded with a non-Unicode CMap can not be used as fallback fonts.


font (Font handle) A font handle returned by a call to PDF_load_font( ) without the fallbackfonts option. If 
this option is supplied, all font loading options (including fontname and encoding) will be ignored. The 
font must not be a standard CJK font with embedding=false and keepnative=true.


fontsize (Float or percentage) Size of the fallback font in user coordinates or as a percentage of the current font 
size. This option can be used to adjust the size of the fallback font if the design size of the fallback font 
doesn’t match that of the base font. Default: 100%


forcechars (List of Unichars or Unicode ranges, or single keyword) Specify characters which are always rendered with 
glyphs from the fallback font (regardless of the glyphcheck setting). The fallback font must contain 
glyphs for the specified characters (if individual characters are specified), or at least glyphs for the first 
and last characters in the specified Unicode range. Unicode values can be specified for this option even if 
an 8-bit encoding has been specified for the base font.
One of the following keywords can be supplied:
gaiji The fallback font must refer to a SING font, and this keyword can be used as a shortcut for the 


Unicode value of the main glyph of the SING font.
all All glyphs in the fallback font will be used to replace the corresponding characters in the base 


font, even if the character is available in the base font.


textrise (Float or percentage) Text rise value (see Table 4.7). Percentages are based on the size specified for the fall-
back font (i.e. after applying the fontsize suboption if present). This option can be used to adjust the po-
sition of text in the fallback font if the design size of the fallback font doesn’t match that of the base font. 
Default: 0
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C++ Java C# double info_font(int font, String keyword, String optlist)
Perl  PHP float info_font(int font, string keyword, string optlist)


C double PDF_info_font(PDF *p, int font, const char *keyword, const char *optlist)


Query detailed information about a loaded font.


font A font handle returned by PDF_load_font( ), or -1 (in PHP: 0) for some keywords.


keyword A keyword specifying the requested information according to Table 4.5. The 
following keywords can be used:


> Keywords for glyph mapping: cid, code, glyphid, glyphname, unicode
> Font metrics: ascender, capheight, descender, italicangle, linegap, xheight
> Font file, name, and type: cidfont, familyname, fontfile, fontname, fonttype, metricsfile, 


outlineformat, singfont, standardfont, supplement
> Technical font information: feature, featurelist, hostfont, kerningpairs, numglyphs, 


shapingsupport, vertical
> Keywords for Ideographic Variation Selectors:


maxuvsunicode, minuvsunicode, selector, selectorlist
> Font/encoding relationship: codepage, codepagelist, encoding, fallbackfont, keepnative, 


maxcode, numcids, numusableglyphs, predefcmap, replacementchar, symbolfont, 
unicodefont, unmappedglyphs


> Results of font processing for the current document: numusedglyphs, usedglyph, 
willembed, willsubset


optlist An option list which additionally qualifies the selected keyword. The following 
options can be used:


> Keyword-specific options which are detailed along with the corresponding keyword 
in Table 4.5.


> Mapping options according to Table 4.4 for specifying glyphs:
cid, code, glyphid, glyphname, selector, unicode.
These options define the source value for the mapping keywords cid, code, glyphid, 
glyphname, and unicode. The mapping options are mutually exclusive. The code, 
glyphname, and unicode options can be combined with the encoding option.


Returns The value of some font or encoding property as requested by keyword and in some cases 
auxiliary options. For unspecified combinations of keyword and options -1 (in PHP: 0) 


Table 4.4 Options for specifying glyphs in PDF_info_font( )


option description


cid (Number) CID value of the glyph; only reasonable if cidfont=1


code (Number in the range 0...255; only for fonts with 8-bit encoding) Encoding slot


glyphid (Number in the range 0...65535) Internal glyph id


glyphname (String) Name of a glyph; not reasonable if cidfont=1


selector (Unichar) Unicode value of a variation selector in the range U+0xFE00..U+FE0F or U+E0100..U+E01EF. All 
values returned by the selector keyword can be supplied here.


unicode (Unichar) Unicode character
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will be returned. If the requested keyword produces text, a string index is returned, and 
the corresponding string must be retrieved with PDF_get_string( ).


Details This function supplies information from the following distinct sources:
> If a valid font handle is supplied it returns information gathered from the font. Ex-


amples: font metrics, name, or type; unicode value for a particular glyphid.
> If font = -1 (in PHP: 0) and the encoding option is supplied it returns information 


about this encoding. Example: unicode value for a code in the encoding.
> If font = -1 (in PHP: 0) and the encoding option is not supplied it returns information 


gathered from PDFlib’s internal tables. Example: unicode value for a particular 
glyphname.


Scope any


Table 4.5 Keywords and options for PDF_info_font( )


keyword description


ascender Metrics value for the ascender. Supported options (default: fontsize=1000):
faked (Boolean) 1 if the value had to be estimated because it was not available in the font or metrics 


file, otherwise 0
fontsize (Fontsize) Value will be scaled to the specified font size


capheight Metrics value for the capheight. See ascender.


cid CID for the specified glyph, or -1 if not available. Supported options: cid, glyphid, unicode, selector


cidfont 1 if the font will be embedded as a CID font, otherwise 0


code Number in the range 0...255 specifying an encoding slot or -1 if no such slot was found in the font or in the 
encoding (if the encoding option was supplied and font=-1 (in PHP: 0)). Supported options are the map-
ping options code, glyphid, glyphname, unicode plus the following:
encoding (String) Name of an 8-bit encoding


codepage Check whether the font supports a specific codepage. The information will be taken from the OS/2 table 
of TrueType/OpenType fonts if available. Supported option:
name (String; required) Name of a codepage in the form cpXXXX, where XXXX indicates the decimal 


number of a codepage (e.g. cp437, cp1252)
The following return values indicate whether the specified codepage is supported by the font:
-1 Unknown because the font is not a TrueType or OpenType font.
0 Font does not support the specified codepage.
1 Font supports the specified codepage.


codepagelist String index of a space-separated list of all codepages supported by the font (in the form cpXXXX), or -1 if 
the codepage list is unknown because the font is not a TrueType or OpenType font (see codepage).


descender Metrics value for the descender. See ascender.


encoding String index of the name of the font’s encoding or CMap. Supported options (default: actual):
api (Boolean) If true, the encoding name as specified in the API
actual (Boolean) If true, the name of the actual encoding used for the font


fallbackfont Handle of the base or fallback font which will be used to render the character specified in the unicode op-
tion. This can be used to check which font in the chain of fallback fonts actually provides the glyph used 
for the specified character. If the character cannot be rendered with any of the base or fallback fonts, -1 
will be returned. Supported option: unicode


familyname String index of the name of the font family, or -1 if unavailable
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feature Check whether the font contains a specific OpenType feature table which is supported by PDFlib. 
Supported options:
language (Keyword; only if script is supplied) Specifies the language name. Default: _none
name (Keyword; required) Specifies the four-character name of an OpenType feature table, e.g. liga 


(standard ligatures), ital (italic forms in CJK fonts), vert (vertical writing). Feature kern can 
not be queried.


script (Keyword) Specifies the script name. Default: _none
An exception is thrown if an unknown keyword for language, name, or script is supplied; see PDFlib Tu-
torial for lists of known keywords. The following return values indicate whether the specified OpenType 
feature table is present in the font and supported by PDFlib:
-1 No feature tables are available in the font.
0 The feature is not availablefor the specified specified script and language in the font, or is not 


known to PDFlib.
1 The feature is available for the specified script and language.


featurelist String index of a space-separated list of all features which are available in the font and supported by 
PDFlib, or -1 if no feature tables are available.


fontfile String index of the path name for the font outline file, or -1 if unavailable


fontname String index of the font name, or -1 if unavailable. Supported options (default: acrobat):
acrobat (Boolean) If true, the font name as displayed in Acrobat
api (Boolean) If true, the font name as specified in the API
full (Boolean) If true, the /FontName entry in the PDF font descriptor


fontstyle String index for the value of the fontstyle option (normal, bold, italic, or bolditalic)


fonttype String index of the font type, or -1 if unavailable. Known font types are Multiple Master, OpenType, 
TrueType, TrueType (CID), Type 1, Type 1 (CID), Type 1 CFF, Type 1 CFF (CID), Type 3


glyphid Number in the range 0...65535 specifying the font-internal id (GID) of the specified glyph, or -1 if no such 
glyph was found. Supported options are the mapping options cid, code, glyphid, glyphname, unicode, 
selector.


glyphname String index of the name of the specified glyph, or -1 if no such glyph was found in the font or in the spec-
ified encoding (if the encoding option was supplied and font=-1 (in PHP: 0)). Supported options are the 
mapping options code, glyphid, glyphname, unicode plus the following:
encoding (String) Name of an 8-bit encoding


hostfont 1 if the font is a host font, 0 otherwise


italicangle Italic angle of the font (ItalicAngle in the PDF font descriptor)


keepnative The resulting value of the keepnative option


kerningpairs Number of kerning pairs in the font


linegap Metrics value for the linegap. See ascender.


maingid Glyph ID of the main glyph (member mainGID of SING table).


maxcode Highest code value for the font’s encoding, in particular: 0xFF for single-byte encodings, numglyphs-1 for 
encoding=glyphid, and the highest Unicode value in the encoding otherwise.


metricsfile String index of the path name for the font metrics file (AFM or PFM), or -1 if unavailable


maxuvs-
unicode


Largest Unicode value which may be contained in a valid Ideographic Variation Sequence (IVS).


Table 4.5 Keywords and options for PDF_info_font( )


keyword description
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minuvs-
unicode


Smallest Unicode value which may be contained in a valid Ideographic Variation Sequence (IVS).


monospace (Deprecated) Value of the monospace option, or 0 if it hasn’t been supplied


numcids Number of CIDs if the font uses a standard CMap, otherwise -1


numglyphs Number of glyphs in the font (including the .notdef glyph). Since GIDs start at 0 the highest possible GID 
value is one smaller than numglyphs.


numusable-
glyphs


Number of glyphs in the font which can be reached by the encoding supplied in PDF_load_font( )


numused-
glyphs


Number of glyphs used in generated text so far.


outlineformat Font format; one of PFA, PFB, LWFN, TTF, OTF. For TTC and WOFF fonts the keyword for the underlying base 
font format is returned, e.g. TTF. For CEF fonts the returned string is OTF.


predefcmap String index of the name of a predefined CMap which was specified as encoding for the font, or -1 if un-
available.


replace-
mentchar


Unicode value of the character specified in the replacementchar option. For symbolic fonts loaded with 
encoding=builtin the code will be returned instead of the Unicode value.


selector Unicode value of the variation selector with the number specified in the index option. If the index option 
is not specified or the specified selector is not available in the font, -1 is returned. Supported option:
index (Non-negative Integer) Index of a selector.


selectorlist String index of a string containing a space-separated list of the Unicode values of all variation selectors in 
the font. Each value is provided in the form hhhhh where h is a hexadecimal digit.


shaping-
support


1 if the font supports shaping and the readshaping option was supplied when loading the font, other-
wise 0


singfont 1 if the font is a SING (gaiji) font, otherwise 0


standardfont 1 if the font is a PDF core font or a standard CJK font, otherwise 0


supplement Supplement number of the character collection for fonts with a standard CJK CMap, otherwise 0


symbolfont 1 if the font is a symbolic font, 0 otherwise (symbol flag in the PDF font descriptor)


unicode Unicode UTF-32 value for the specified glyph, or -1 if no Unicode value was found in the font or encoding 
(if the encoding option was supplied and font=-1 (in PHP: 0)). Supported options are the mapping op-
tions cid, code, glyphid, glyphname, unicode, selector plus the following:
encoding (String) Name of an 8-bit encoding


unicodefont 1 if the font/encoding combination provides Unicode mapping for the glyphs, otherwise 0. CJK fonts with 
non-Unicode CMaps and keepnative=true will return 0.


unmapped-
glyphs


Number of glyphs in the font which are mapped to Unicode PUA values, regardless of whether the PUA 
value was already present in the font or has been assigned by PDFlib.


usedglyph 1 if the specified glyph ID was used in the text, otherwise 0. Supported option: glyphid


vertical 1 if the font is for vertical writing mode, otherwise 0


weight Font weight in the range 100...900; 400=normal, 700=bold


willembed 1 if the font will be embedded (via the embedding option or forced font embedding), otherwise 0


Table 4.5 Keywords and options for PDF_info_font( )


keyword description
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willsubset 1 if a font subset will be created (if autosubsetting=true, the subsetlimit must be reached for subset-
ting to be activated), otherwise 0


xheight Metrics value for the xheight. See ascender.


Table 4.5 Keywords and options for PDF_info_font( )


keyword description
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4.2 Text Filter and Appearance Options
In this section the term text designates content strings, i.e. text with a specified appear-
ance (font, color, etc.). In contrast, name strings and hypertext strings (e.g. file names) 
don’t have any appearance; see PDFlib Tutorial for details.


Text options can be used with PDF_set_text_option( ), PDF_fit/info_textline( ), PDF_fill_
textblock( ) and PDF_add/create_textflow( ). Text options also apply to table cells and text 
Blocks. The following groups of text options are available:


> text filter options according to Table 4.6;
> text appearance options according to Table 4.7;
> shaping and typographic options according to Table 5.4 (not for PDF_set_text_


option( )).


Table 4.6 Text filter options for PDF_set_text_option( ), PDF_fit/info_textline( ), PDF_fill_textblock( ) and PDF_add/
create_textflow( )


option description


actualtext (Boolean; only for PDF_set_text_option( ), PDF_fit_textline( ), and PDF_fill_textblock( )) If true, PDFlib 
creates a marked content Span with suitable ActualText if the Unicode value(s) derived from the ToUni-
code CMap wouldn’t be correct and no user-provided Alt or ActualText was provided. This ensures cor-
rect text extraction for glyphs which are used to represent multiple similar looking Unicode values in a 
font, e.g. Ohm and Omega. Default: true


charref (Boolean) If true, enable substitution of numeric and character entity references and glyph name refer-
ences in content strings.1 Default: the global charref option


escape-
sequence


(Boolean) If true, enable substitution of escape sequences in content strings.1 Default: the global 
escapesequence option


glyphcheck (Keyword) Glyph checking policy: what happens if a code in the text cannot be mapped to a glyph in the 
selected font (default: the global glyphcheck option)1:
error An exception is thrown for unavailable glyphs. A detailed error message can be retrieved with 


PDF_get_errmsg( ).
none No checking. notdef glyphs trigger an exception in PDF/A, PDF/UA-1 or PDF/X-4/5 mode; oth-


erwise notdef glyphs may appear in the output.
replace Try to replace unavailable glyphs with typographically similar characters in the base and 


fallback fonts and decompose ligatures. If no suitable glyph could be found, the character is 
handled according to the replacementchar option.
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normalize (Keyword; ignored for encoding=glyphid and non-Unicode CMaps) Normalize incoming text to one of 
the Unicode normalization forms (default: none):
none Do not apply any normalization. This is the default behavior; the client is responsible for 


supplying text which can be represented with glyphs from the selected font.
nfc Normalization Form C (NFC): canonical decomposition followed by canonical composition. 


NFC replaces combining sequences with precomposed characters. This is useful for workflows 
with combining sequences since fonts usually contain only glyphs for the precomposed 
character. Without NFC normalization PDFlib emits a sequence of multiple characters instead 
of the precomposed character.


nfkc Normalization Form KC (NFKC): compatibility decomposition followed by canonical composi-
tion. This is useful for workflows which are only interested in the semantics of characters, but 
not in formatting differences, e.g. convert shaped Arabic characters to their base form, resolve 
ligatures and fractions, replace vertical forms with horizontal forms, wide characters with 
regular characters.


nfd Normalization Form D (NFD): canonical decomposition
nfkd Normalization Form KD (NFKD): compatibility decomposition
Since NFD and NFKD can create combining sequences they are unlikely to be useful in PDFlib workflows.


textformat (Keyword; only for non-Unicode compatible language bindings) Format used to interpret content strings. 
Supported keywords: bytes, utf8, ebcdicutf8 (only on iSeries and zSeries), utf16, utf16le, utf16be, 
and auto.1 Default: the global textformat option


1. The value may be overridden by a subsequent call to PDF_set_option( ) with the same option.


Table 4.7 Text appearance options for PDF_set_text_option( ), PDF_fit/info_textline( ), PDF_fill_textblock( ) and PDF_add/
create_textflow( )


option description


charspacing (Float or percentage) Character spacing, i.e. the shift of the current point after placing individual charac-
ters in a string. Float values specify units of the user coordinate system; percentages are based on 
fontsize. In order to spread characters apart use positive values for horizontal writing mode, and nega-
tive values for vertical writing mode. Default: 0


dasharray (List of non-negative floats or keyword) The lengths of dashes and gaps for stroked (outline) text and dec-
oration. The keyword none can be used to create solid lines. Default: none


decoration-
above


(Boolean) If true, the text decoration enabled with the underline, strikeout, and overline options will 
be drawn above the text, otherwise below the text. Changing the drawing order affects visibility of the 
decoration lines, i.e. you can control whether the text overprints the lines or vice versa. Default: false


fakebold (Boolean) If true, simulate bold text by stroking glyph outlines or multiple overprinting. Default: false


fillcolor (Color) Fill color of the text.1


Default for simple text output functions and PDF_fit_textline( ) with inittextstate=false: the corre-
sponding option in the current graphics state.
Default for Textflow and PDF_fit_textline( ) with inittextstate=true: {gray 0} (in PDF/A mode: {lab 
0 0 0})


font (Font handle) Handle for the font to be used. If this option is supplied, all font loading options (including 
fontname and encoding) will be ignored. Using the font option instead of implicit font loading with the 
fontname/encoding options offers performance benefits.
Default: the implicitly loaded font if available, else the font selected with PDF_setfont( ) for simple text 
output and PDF_fit_textline( ) with inittextstate=false. Otherwise no font is available which will trig-
ger an error.


Table 4.6 Text filter options for PDF_set_text_option( ), PDF_fit/info_textline( ), PDF_fill_textblock( ) and PDF_add/
create_textflow( )


option description
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fontsize (Fontsize) Size of the font, measured in units of the current user coordinate system. In PDF_fit_textline( ) 
percentages relate to the box width (for orientate=north and south) or box height (for orientate= 
east and west). In PDF_set_text_option( ) and Textflow percentages relate to the size of the preceding 
text.
Default: PDF_setfont( ) sets the default only for simple text output functions and PDF_fit_textline( ) with 
inittextstate=false. Otherwise no font size is available which will trigger an error.


gstate (Gstate handle) Handle for a graphics state retrieved with PDF_create_gstate( ). The graphics state af-
fects all text created with this function. Default: no graphics state (i.e. current settings will be used).


horizscaling (Float or percentage; must be different from 0) Horizontal text scaling to the given percentage. Text scal-
ing shrinks or expands the text by a given percentage. Text scaling always relates to the horizontal coor-
dinate. Default: 100%


inittextstate (Boolean; only for PDF_fit_textline( )) If true all text appearance options are initialized with the default 
values. If false the current text state values are used. Default: false


italicangle (Float; not supported for vertical writing mode) The italic (slant) angle of text in degrees (between -90° 
and 90°). Negative values can be used to simulate italic text when only a plain upright font is available, 
especially for CJK fonts. Default: 0


kerning (Boolean) If true, enable kerning for fonts which have been opened with the readkerning option; disable 
kerning otherwise.2 Default: the global option kerning


leading (Float or percentage) Specify the leading for multi-line text, i.e. the distance between baselines of adja-
cent lines of text as absolute value in user coordinates or as a percentage of fontsize. Setting the lead-
ing equal to the font size results in dense line spacing. However, ascenders and descenders of adjacent 
lines generally don’t overlap (leading=0 results in overprinting lines). Default: 100%
The leading for PDF_add/create_textflow( ) is determined as follows: if there are option lists at the begin-
ning of a line, the leading is determined by the last relevant option (font, fontsize, leading, etc.). If 
there are additional option lists on the same line, any options relevant for leading are only taken into ac-
count if fixedleading=false. If there are no option lists in the line, the previous leading value is used.


overline (Boolean) If true, a line will be drawn above the text. Default: false


shadow (Option list; only for PDF_fit_textline( ), PDF_fill_textblock( ), PDF_add/create_textflow( )) Create a shad-
ow effect for the text (default: no shadow):
disable (Boolean; only for PDF_add/create_textflow( )) If true, a previously specified shadow is 


disabled. Default: false
fillcolor (Color) Fill color of the shadow. Default: {gray 0.8}
gstate (Gstate handle) Graphics state created with PDF_create_gstate( ) which will be applied to the 


shadow. Default: none
offset (List of 2 floats or percentages) The shadow’s offset from the reference point of the text in user 


coordinates or as a percentage of the font size. Default: {5% -5%}
strokecolor (Color; only effective if textrendering is set to stroke text) Stroke color of the shadow. 


Default: current stroke color
strokewidth (Float, percentage or keyword; only effective if textrendering is set to stroke text) Line width 


for outline text in the shadow (in user coordinates or as a percentage of the font size). The 
keyword auto or the equivalent value 0 uses a built-in default. Default: current stroke width if 
the main text is also set to stroke text, otherwise auto


textrendering
(Integer) Text rendering mode of the shadow. Default: current value of textrendering


strikeout (Boolean) If true, a line will be drawn through the text; see also decorationabove. Default: false


strokecolor (Color; only effective for stroked text, see textrendering) Stroke color of the text. Default: see fillcolor


Table 4.7 Text appearance options for PDF_set_text_option( ), PDF_fit/info_textline( ), PDF_fill_textblock( ) and PDF_add/
create_textflow( )


option description
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strokewidth (Float, percentage, or keyword; only effective if textrendering is set to stroke text) Line width for outline 
text (in user coordinates or as a percentage of the fontsize). The keyword auto or the equivalent value 
0 uses a built-in default. Default: auto


tagtrailing-
hyphen


(Unichar or keyword; only relevant for Tagged PDF) If the last character in the text (after possibly apply-
ing glyph replacements) is equal to the specified Unicode value, it will be tagged as Span with Actual-
Text soft hyphen U+00AD if required by the font, and no autospace will be added. The keyword none re-
sults in no tagging for soft hyphens. Default: U+00AD


textrendering (Integer) Text rendering mode. Only textrendering=3 has an effect on Type 3 fonts (default: 0):


0 fill text 4 fill text and add it to the clipping path


1 stroke text (outline) 5 stroke text and add it to the clipping path


2 fill and stroke text 6 fill and stroke text and add it to the clipping path


3 invisible text 7 add text to the clipping path


Behavior of textrendering=4/5/6/7 (clipping modes):
> There is no clipping effect after PDF_fit_textflow( ), PDF_fit_table( ), PDF_fill_textblock( ) and PDF_fit_


textline( ) if the textpath option is specified.
> Clipping areas can be accumulated across multiple calls to simple text output functions, but not across 


multiple calls to PDF_fit_textline( ).
> PDF_fit_textline( ): the specified fillcolor and strokecolor remain in effect after the function call.


textrise (Float or percentage) Textrise value, which specifies the distance between the desired text position and 
the baseline. Positive values of textrise move the text up. Textrise always relates to the vertical coordi-
nate. This may be useful for superscripts and subscripts. Percentages are based on fontsize. Default: 0


underline (Boolean) If true, a line will be drawn below the text. Default: false


underline-
position


(Float, percentage, or keyword) Position of the stroked line for underlined text relative to the baseline 
(absolute values or relative to the fontsize; a typical value is -10%). The keyword auto specifies a font-spe-
cific value which will be retrieved from the font metrics or outline file. Default: auto


underline-
width


(Float, percentage, or keyword) Line width for underlined text (absolute value or percentage of the font-
size). The keyword auto or the value 0 uses a font-specific value from the font metrics or outline file if 
available, otherwise 5%. Default: auto


wordspacing (Float or percentage) Wordspacing, i.e. the shift of the current point after placing individual words in a 
line. In other words, the current point is moved horizontally after each space character (U+0020). The 
value is specified in user coordinates or a percentage of the fontsize. Default: 0


1. The value may be overridden by a subsequent call to PDF_setcolor( ) for simple text output functions and PDF_fit_textline( ) with
inittextstate=false.
2. The value may be overridden by a subsequent call to PDF_set_option( ) with the same option.


Table 4.7 Text appearance options for PDF_set_text_option( ), PDF_fit/info_textline( ), PDF_fill_textblock( ) and PDF_add/
create_textflow( )


option description


P
P
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C++ Java C# void set_text_option(String optlist)
Perl  PHP set_text_option(string optlist)


C void PDF_set_text_option(PDF *p, const char *optlist)


Set one or more text filter or text appearance options for simple text output functions.


optlist An option list specifying font and text options as follows:
> Text filter options according to Table 4.6:


actualtext, charref, escapesequence, glyphcheck, textformat
> Text appearance options according to Table 4.7:


charspacing, dasharray, decorationabove, fakebold, fillcolor, font, fontsize, gstate, 
horizscaling, inittextstate, italicangle, kerning, leading, overline, strikeout, strokecolor, 
strokewidth, tagtrailinghyphen, textrendering, textrise, underline, underlineposition, 
underlinewidth, wordspacing


Details The values of text options are relevant for all simple text output functions and PDF_fit_
textline( ) with inittextstate=false. Calls to PDF_set_text_option( ) should not be mixed 
with calls to PDF_setfont( ) and PDF_setcolor( ).


All text options are reset to their default values at the beginning of a page, pattern, 
template, or glyph description, and retain their values until the end of the current page, 
pattern, template, or glyph scope. However, the text options can also be reset with the 
inittextstate option.


Scope page, pattern, template, glyph







80 Chapter 4:  Font and Text Functions


4.3 Simple Text Output
The functions listed in this section can be used for low-level text output. It is recom-
mended to use the more powerful Textline and Textflow functions for more advanced 
text output (see Section 5.1, »Single-Line Text with Textlines«, page 89, and Section 5.2, 
»Multi-Line Text with Textflows«, page 96.


C++ Java C# void PDF_setfont(int font, double fontsize)
Perl  PHP setfont(int font, float fontsize)


C void PDF_setfont(PDF *p, int font, double fontsize)


Set the current font in the specified size.


font A font handle returned by PDF_load_font( ).


fontsize Size of the font, measured in units of the current user coordinate system. The 
font size must not be 0; a negative font size will result in mirrored text relative to the 
current transformation matrix.


Details This function sets the font and font size to be used by simple text output functions (e.g. 
PDF_show( )) and PDF_fit_textline( ). It is almost equivalent to a call to PDF_set_text_
option( ) with the option list font=<font> fontsize=<fontsize>. However, unlike PDF_set_
text_option( ) this function additionally sets the leading text option to fontsize.


The font must be set on each page before calling any of the simple text output func-
tions. Font settings are not retained across pages.


The use of PDF_set_text_option( ) is recommended over PDF_setfont( ). Calls to PDF_
setfont( ) should not be mixed with calls to PDF_set_text_option( ).


Scope page, pattern, template, glyph


C++ Java C# void set_text_pos(double x, double y)
Perl  PHP set_text_pos(float x, float y)


C void PDF_set_text_pos(PDF *p, double x, double y)


Set the position for simple text output on the page.


x, y New text position


Details The text position is set to the default value of (0, 0) at the beginning of each page. The 
current point for graphics output and the current text position are maintained sepa-
rately.


Scope page, pattern, template, glyph
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C++ Java C# void show(String text)
Perl  PHP show(string text)


C void PDF_show(PDF *p, const char *text)
C void PDF_show2(PDF *p, const char *text, int len)


Print text in the current font and size at the current text position.


text (Content string) The text to be printed. In C text must not contain null bytes when 
using PDF_show( ), since it is assumed to be null-terminated; use PDF_show2( ) for strings 
which may contain null characters.


len (Only for PDF_show2( )) Length of text (in bytes). If len = 0 a null-terminated string 
must be provided.


Details The font and font size must have been set before with PDF_setfont( ) or PDF_set_text_
option( ). The current text position is moved to the end of the printed text. The char-
spacing parameter is taken into account after the last glyph.


Scope page, pattern, template, glyph


Bindings PDF_show2( ) is only available in C since in all other bindings arbitrary string contents 
can be supplied with PDF_show( ).


C++ Java C# void show_xy(String text, double x, double y)
Perl  PHP show_xy(string text, float x, float y)


C void PDF_show_xy(PDF *p, const char *text, double x, double y)
C void PDF_show_xy2(PDF *p, const char *text, int len, double x, double y)


Print text in the current font at the specified position.


text (Content string) The text to be printed. In C text must not contain null bytes when 
using PDF_show_xy( ), since it is assumed to be null-terminated; use PDF_show_xy2( ) for 
strings which may contain null characters.


x, y The position in the user coordinate system where the text will be printed.


len (Only for PDF_show_xy2( )) Length of text (in bytes). If len = 0 a null-terminated 
string must be provided.


Details The font and font size must have been set before with PDF_setfont( ) or PDF_set_text_
option( ). The current text position is moved to the end of the printed text. The char-
spacing parameter is taken into account after the last glyph.


Scope page, pattern, template, glyph


Bindings PDF_show_xy2( ) is only available in C since in all other bindings arbitrary string con-
tents can be supplied with PDF_show_xy( ).
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C++ Java C# void continue_text(String text)
Perl  PHP continue_text(string text)


C void PDF_continue_text(PDF *p, const char *text)
C void PDF_continue_text2(PDF *p, const char *text, int len)


Print text at the next line.


text (Content string) The text to be printed. If this is an empty string, the text position 
will be moved to the next line anyway. In C text must not contain null bytes when using 
PDF_continue_text( ), since it is assumed to be null-terminated; use PDF_continue_text2( ) 
for strings which may contain null bytes.


len (Only for PDF_continue_text2( )) Length of text (in bytes). If len = 0 a null-terminat-
ed string must be provided as in PDF_continue_text( ).


Details The positioning of text (x and y position) and the spacing between lines is determined 
by the leading text option (which can be set with PDF_set_text_option( )) and the most re-
cent call to PDF_show_xy( ) or PDF_set_text_pos( ). The current point will be moved to the 
end of the printed text; the x position for subsequent calls of this function will not be 
changed.


Scope page, pattern, template, glyph; this function should not be used in vertical writing mode.


Bindings PDF_continue_text2( ) is only available in C since in all other bindings arbitrary string 
contents can be supplied with PDF_continue_text( ).


C++ Java C# double stringwidth(String text, int font, double fontsize)
Perl  PHP float stringwidth(string text, int font, float fontsize)


C double PDF_stringwidth(PDF *p, const char *text, int font, double fontsize)
C double PDF_stringwidth2(PDF *p, const char *text, int len, int font, double fontsize)


Calculate the width of text in an arbitrary font.


text (Content string) The text for which the width will be queried. In C text must not 
contain null bytes when using PDF_stringwidth( ), since it is assumed to be null-termi-
nated; use PDF_stringwidth2( ) for strings which may contain null bytes.


len (Only for  PDF_stringwidth2( )) Length of text (in bytes). If len = 0 a null-terminated 
string must be provided.


font A font handle returned by PDF_load_font( ).


fontsize Size of the font, measured in units of the user coordinate system.


Returns The width of text in a font which has been selected with PDF_load_font( ) and the sup-
plied fontsize. The returned width value may be negative (e.g. when negative horizontal 
scaling has been set). In vertical writing mode the width of the widest glyph will be re-
turned (use PDF_info_textline( ) to determine the actual height of the text).
If character spacing has been specified, it will be applied after the last glyph as well (this 
behavior differs from PDF_info_textline( )).


Details The width calculation takes into account the values of the following text options (which 
can be set with PDF_set_text_option( )): horizscaling, kerning, charspacing, and wordspacing.
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Scope any except object


Bindings PDF_stringwidth2( ) is only available in C since in all other bindings arbitrary string con-
tents can be supplied with PDF_stringwidth( ).







84 Chapter 4:  Font and Text Functions


4.4 User-defined (Type 3) Fonts
Cookbook A full code sample can be found in the Cookbook topic fonts/starter_type3font.


C++ Java C# void begin_font(String fontname, 
double a, double b, double c, double d, double e, double f, String optlist)


Perl  PHP begin_font(string fontname, float a, float b, float c, float d, float e, float f, string optlist)
C void PDF_begin_font(PDF *p, const char *fontname, int reserved,


double a, double b, double c, double d, double e, double f, const char *optlist)


Start a Type 3 font definition.


fontname (Name string) The name under which the font will be registered, and can 
later be used with PDF_load_font( ).


reserved (C language binding only) Reserved, must be 0.


a, b, c, d, e, f (Will be ignored in the second pass of the font definition for Type 3 font 
subsets) Elements of the font matrix. This matrix defines the coordinate system in 
which the glyphs will be drawn. The six values make up a matrix in the same way as in 
PostScript and PDF (see references). In order to avoid degenerate transformations, a*d 
must not be equal to b*c. A typical font matrix for a 1000 x 1000 coordinate system is 
[0.001, 0, 0, 0.001, 0, 0].


optlist (Ignored in the second pass for subset fonts) Option list according to Table 4.8. 
The following options can be used: colorized, defaultcmyk, defaultgray, defaultrgb, 
familyname, stretch, weight, widthsonly


Details The font may contain an arbitrary number of glyphs. The font can be used until the end 
of the current document scope.


Scope any except object; this function starts font scope, and must always be paired with a 
matching PDF_end_font( ) call. For the second pass of subsetted fonts only document 
scope is allowed.


Table 4.8 Options for PDF_begin_font( )


option description


colorized (Boolean) If true, the font may explicitly specify the color of individual characters. If false, all characters 
will be drawn with the current color (at the time the font is used, not when it is defined), and the glyph 
definitions must not contain any color operators or images other than masks. Default: false


defaultgray
defaultrgb
defaultcmyk


(ICC handle or keyword; only reasonable for colorized=true; not for PDF/X-1a) Set a default gray, RGB, 
or CMYK color space for the glyph descriptions in the font according to the supplied ICC profile handle. 
The option defaultrgb also supports the keyword srgb.


familyname1 (String; PDF 1.5) Name of the font family


stretch1 (Keyword; PDF 1.5) Font stretch value: ultracondensed, extracondensed, condensed, semicondensed, 
normal, semiexpanded, expanded, extraexpanded, ultraexpanded. Default: normal


weight1 (Integer or keyword; PDF 1.5) Font weight: 100=thin, 200=extralight, 300=light, 400=normal, 
500=medium, 600=semibold, 700=bold, 800=extrabold, 900=black. Default: normal



http://www.pdflib.com/pdflib-cookbook/fonts-and-encodings/starter-type3font
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C++ Java C# void end_font( )
Perl  PHP end_font( )


C void PDF_end_font(PDF *p)


Terminate a Type 3 font definition.


Scope font; this function terminates font scope, and must always be paired with a matching 
PDF_begin_font( ) call.


C++ Java C# void begin_glyph_ext(int uv, String optlist)
Perl  PHP begin_glyph_ext(int uv, string optlist)


C void PDF_begin_glyph_ext(PDF *p, int uv, const char *optlist)


Start a glyph definition for a Type 3 font.


uv Unicode value for the glyph. Each Unicode value can be supplied only for one glyph 
description. The glyph with the Unicode value 0 always gets glyph ID 0 and glyph name 
.notdef, regardless of whether or not the glyph was specified.


If uv=-1 the Unicode value is derived from the glyphname option according to PDFlib’s 
internal glyph name list. If a glyph name is unknown, consecutive PUA values (starting 
at U+E000) will be assigned. This value can be queried with PDF_info_font( ).


optlist Option list according to Table 4.9. The following options can be used:
boundingbox, code, glyphname, width


Details The glyphs in a font can be defined using text, graphics, and image functions. Images, 
however, can only be used if the font’s colorized option is true, or if the image has been 
opened with the mask option. This function resets all text, graphics, and color state pa-
rameters to their default values.


Since the complete graphics state of the surrounding page will be inherited for the 
glyph definition when the colorized option is true, the glyph definition should explicitly 
set any aspect of the graphics state which is relevant for the glyph definition (e.g. line-
width).


Scope font; this function starts glyph scope, and must always be paired with a matching PDF_
end_glyph( ) call. If widthsonly=true in PDF_begin_font( ) all API function calls between 
PDF_begin_glyph_ext( ) and PDF_end_glyph( ) will be ignored.


widthsonly (Boolean) If true (pass 1 for Type 3 font subsetting), only the metrics of the font and glyphs will be de-
fined. No other API functions should be called between PDF_begin_glyph_ext( ) and PDF_end_glyph( ). If 
other functions are called nevertheless, they will not have any effect on the PDF output, and will not raise 
any exception. If widthsonly=false (pass 2 for Type 3 font subsetting) the actual glyph outlines can be 
defined. This two-pass definition enables PDFlib to perform subsetting on Type 3 fonts. Default: false


1. These options are strongly recommended when creating Tagged PDF, and will be ignored otherwise.


Table 4.8 Options for PDF_begin_font( )


option description
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C++ Java C# void end_glyph( )
Perl  PHP end_glyph( )


C void PDF_end_glyph(PDF *p)


Terminate a glyph definition for a Type 3 font.


Scope glyph; this function changes from glyph scope to font scope, and must always be paired 
with a matching PDF_begin_glyph_ext( ) call.


Table 4.9 Options for PDF_begin_glyph_ext( )


option description


bounding-
box


(List of 4 floats; will be ignored in the second pass of the font definition for Type 3 font subsets and if the 
font’s colorized option is true) If the font’s colorized option is false (which is default), the coordi-
nates of the lower left and upper right corners of the glyph’s bounding box. The bounding box values 
must be correct in order to avoid problems with PostScript printing. Default: {0 0 0 0}


code (Integer) Specify the glyph’s slot number, i.e. its byte code in the Type 3 font’s builtin encoding. By default 
the glyphs are numbered sequentially (starting with 0) in the order of creation.


glyphname (String) Name of the glyph. The name for glyph 0 with Unicode 0 is forced to .notdef. Default: G<i> for 
glyph <i>=1,2,3,... 


width (Float; required; will be ignored in the second pass of the font definition for Type 3 font subsets) Width of 
the glyph in the glyph coordinate system as specified by the font’s matrix.







4.5  User-defined 8-Bit Encodings 87


4.5 User-defined 8-Bit Encodings


C++ Java C# void encoding_set_char(String encoding, int slot, String glyphname, int uv)
Perl  PHP encoding_set_char(string encoding, int slot, string glyphname, int uv)


C void PDF_encoding_set_char(PDF *p, const char *encoding, int slot, const char *glyphname, int uv)


Add a glyph name and/or Unicode value to a custom 8-bit encoding.


encoding The name of the encoding. This is the name which must be used with PDF_
load_font( ). The encoding name must be different from any built-in encoding and all 
previously used encodings.


slot The position of the character to be defined, with 0 <= slot <= 255. A particular slot 
must only be filled once within a given encoding.


glyphname The character’s name


uv The character’s Unicode value


Details This function is only required for specialized applications which must work with non-
standard 8-bit encodings. It can be called multiply to define up to 256 character slots in 
an encoding. More characters may be added to a particular encoding until it has been 
used for the first time; otherwise an exception will be raised. Not all code points must be 
specified; undefined slots will be filled with .notdef and U+0000.


There are three possible combinations of glyph name and Unicode value:
> glyphname supplied, uv=0: this parallels an encoding file without Unicode values;
> uv supplied, but no glyphname supplied: this parallels a codepage file;
> glyphname and uv supplied: this parallels an encoding file with Unicode values.


It is strongly recommended to supply each glyph name/Unicode value only once in an 
encoding (with the exception of .notdef/U+0000). If slot 0 is used, it should contain the 
.notdef character.


If the encoding is intended for use with Type 3 fonts it is recommended to specify 
the encoding slots only with glyph names.


The defined encoding can be used until the end of the current object scope.


Scope any
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5 Text and Table Formatting


5.1 Single-Line Text with Textlines
Cookbook A full code sample can be found in the Cookbook topic text_output/starter_textline.


C++ Java C# void fit_textline(String text, double x, double y, String optlist)
Perl  PHP fit_textline(string text, float x, float y, string optlist)


C void PDF_fit_textline(PDF*p, const char *text, int len, double x, double y, const char *optlist)


Place a single line of text at position (x, y) subject to various options.


text (Content string) The text to be placed on the page.


len (C language binding only) Length of text (in bytes). If len = 0 a null-terminated 
string must be provided.


x, y The coordinates of the reference point in the user coordinate system where the 
text will be placed, subject to various options. See Section 6.1, »Object Fitting«, page 123, 
for a description of the fitting algorithm.


optlist An option list specifying font, text, and formatting options. The following op-
tions are supported:


> General option: errorpolicy (see Table 2.1)
> Font loading options according to Table 4.2 for implicit font loading (i.e. font option 


in the text appearance group not supplied):
ascender, autosubsetting, capheight, descender, embedding, encoding, fallbackfonts, 
fontname, fontstyle, keepnative, linegap, metadata, monospace, readfeatures, replace-
mentchar, subsetlimit, subsetminsize, subsetting, unicodemap, vertical, xheight


> Text filter options according to Table 4.6:
actualtext, charref, escapesequence, glyphcheck, normalize, textformat


> Text appearance options according to Table 4.7:
charspacing, dasharray, decorationabove, fakebold, fillcolor, font, fontsize, gstate, 
horizscaling, inittextstate, italicangle, kerning, leading, overline, shadow, strikeout, 
strokecolor, strokewidth, textrendering, textrise, underline, underlineposition, underline-
width, wordspacing


> Options for Textline formatting according to Table 5.1:
justifymethod, leader, textpath, xadvancelist


> Shaping and typographic options according to Table 5.4:
features, language, script, shaping


> Fitting options according to Table 6.1:
alignchar, blind, boxsize, fitmethod, margin, matchbox, orientate, position, rotate, stamp, 
showborder, shrinklimit


> Option for abbreviated structure element tagging according to Table 14.5 (only al-
lowed in page scope): tag



http://www.pdflib.com/pdflib-cookbook/text-output/starter-textline
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Details If inittextstate=false (which is the default), the current text and graphics state options 
are used to control the appearance of the text output unless they are explicitly overrid-
den by options.


If inittextstate=true the default values of the text and graphics state options are used 
to control the appearance of the text output unless they are explicitly overridden by op-
tions. The Textline options will not affect any output created after this call to PDF_fit_
textline( ).


The current text and graphics state are not modified by this function (in particular, 
the current font will be unaffected). However, the textx/texty options are adjusted to 
point to the end of the generated text output. The charspacing parameter is not taken 
into account after the last glyph.


The reference point for PDF_continue_text( ) is not set to the beginning of the text. In 
order to use PDF_continue_text( ) after PDF_fit_textline( ) you must query the starting 
point with PDF_info_textline( ) and the startx/starty keywords and set the text position 
with PDF_set_text_pos( ).


Scope page, pattern, template, glyph


Table 5.1 Additional options for PDF_fit_textline( )


option description


justifymethod (List of keywords; only relevant for fitmethod=auto and stamp=none; requires boxsize; ignored in verti-
cal writing mode) Ensure that the text will not extend beyond the fitbox by applying one or more for-
matting methods without changing the fontsize. One or more of the following keywords can be sup-
plied; if multiple keywords are present justification will be applied in the following order of decreasing 
priority: wordspacing, charspacing, horizscaling (default: none):
charspacing Justify with an appropriate charspacing value.
horizscaling Justify with an appropriate horizscaling value.
none No justification
wordspacing


Justify with an appropriate wordspacing value. If the text does not contain any space 
characters wordspacing justification will not be applied.


leader (Option list; ignored if boxsize is not specified or the width of the box is 0) Specifies filler text (e.g. dot 
leaders) and formatting options. Leaders will be inserted repeatedly between the border of the text box 
and the text.
See Table 5.3 for a list of supported suboptions. Default: no leader


textpath (Option list) Draw text along a path. Text beyond the end of the path will not be displayed. If 
showborder=true the flattened path will be drawn with the current linewidth and stroke color. The op-
tions listed in Table 5.2 plus the following options of PDF_draw_path( ) are supported:
align, attachmentpoint, boxsize, fitmethod, orientate, scale (see Table 6.1)
close, round, subpaths (see Table 7.6)
bboxexpand, boundingbox (see Table 7.6)
The following options of PDF_fit_textline( ) have modified meaning for text on a path:
matchbox A separate box will be created for each glyph.
position The first value specifies the starting position of the text relative to the length of the path 


(left/center/right). If the text is longer than the path it will always begin at startoffset. 
The second value specifies the vertical position of each glyph relative to the path, i.e. which 
part of the glyph box will touch the path (bottom/center/top).


rotate Specifies a rotation angle for each glyph.
The following fitbox-related options are ignored:
boxsize, margin, fitmethod, orientate, alignchar, showborder, stamp, leader
Kerning and text with CJK legacy encodings are not supported for text on a path.
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xadvancelist (List of floats; ignored if shaping=true) Advance width of the glyphs in the text in user coordinates. The 
length of the list must be less than or equal to the number of glyphs in the text. The xadvance values will 
be used instead of the standard glyph widths. Other effects, such as kerning and character spacing, are 
unaffected.


Table 5.2 Additional suboptions for the textpath option of PDF_fit_textline( )


option description


path (Path handle; required) Path to use as baseline for text output. By default, the text will be placed at the 
left side of the path and the path will serve as the text baseline. However, if the second keyword in the 
position option is top the text will be placed on the other side of the path and the top of the text will 
touch the path. The parameters x and y of PDF_fit_textline( ) are used as reference point for the path.


startoffset (Float or percentage) Offset of the starting point of the text along the path in user coordinates or as per-
centage of the path length. Default: 0


tolerance (Float or percentage) Indicates how much the last glyph on the path is allowed to extend beyond the 
path. The value is specified in user coordinates or as a percentage of the fontsize. Default: 25%


Table 5.1 Additional options for PDF_fit_textline( )


option description







92 Chapter 5:  Text and Table Formatting


Table 5.3 Suboptions for the leader option for PDF_fit_textline( ) and PDF_add/create_textflow( ) and inline options in 
PDF_create_textflow( )


option description


font loading 
options


If the font is specified implicitly (i.e. via the fontname and encoding options, as opposed to the font op-
tion), all font loading options according to Table 4.2 can be supplied as suboptions.


alignment (One or two keywords) Textline: The first keyword specifies the alignment of the leader between the left 
border of the fitbox and the Textline; the second keyword specifies the alignment of the leader between 
the Textline and the right border of the fitbox. If only one keyword is specified it will be used for the lead-
er between the Textline and the right border of the fitbox. Supported keywords (default for Textline: 
{none grid}; default for Textflow: grid):
center Textline: the leader is justified between the Textline and the border of the fitbox.


Textflow: the leader is centered between the last text fragment (or the start of the line if there 
is no text) and the tab position (or the end of the line if there is no tab).


grid PDFlib snaps the position of the leader text to the next multiple of one half of the width of 
the leader text to the left or right of the Textline. This may result in a gap between the 
Textline and the leader text which spans at most 50% of the width of the leader text.


justify Textline: the leader is justified between the Textline and the border of the fitbox by applying a 
suitable character spacing.
Textflow: the leader is justified between the last text fragment (or the start of the line if there 
is no text) and the tab position (or the end of the line if there is no tab) by applying a suitable 
character spacing.


left The leader is repeated starting from the left border of the fitbox or the end of the Textline, 
respectively. This may result in a gap at the start of the Textline or the right border of the 
fitbox, respectively.


none No leader
right The leader is repeated starting from the right border of the fitbox or the beginning of the 


Textline, respectively. This may result in a gap at the end of the Textline or the left border of 
the fitbox, respectively.


fillcolor (Color) Color of the leader. Default: color of the text line


font (Font handle) Handle for the font to be used for the leader. Default: font of the text line


fontsize (Fontsize) Size of the leader. Default: font size of the Textline


text (Content string) The text which will be used for the leader. Default: U+002E ’.’ (period)


yposition (Float or keyword) Specifies the vertical position of the leader relative to the baseline as a numerical val-
ue or as one of the keywords fontsize, ascender, xheight, baseline, descender, textrise. Default: 
baseline
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C++ Java C# double info_textline(String text, String keyword, String optlist)
Perl  PHP float info_textline(string text, string keyword, string optlist)


C double PDF_info_textline(PDF *p, const char *text, int len, const char *keyword, const char *optlist)


Perform Textline formatting without creating output and query the resulting metrics.


text (Content string) The contents of the Textline.


len (C language binding only) The length of text in bytes, or 0 for null-terminated 
strings.


keyword A keyword specifying the requested information:
> Keywords for querying the results of object fitting according to Table 6.3:


boundingbox, fitscalex, fitscaley, height, objectheight, objectwidth, width
> Additional keywords according to Table 5.5:


angle, ascender, capheight, descender, endx, endy, missinglyphs, pathlength, 
perpendiculardir, replacedchars, righttoleft, scalex, scaley, scriptlist, startx, starty, 
textwidth, textheight, unmappedchars, wellformed, writingdirx, writingdiry, xheight


optlist An option list specifying options for PDF_fit_textline( ). Options which are not 
relevant for the requested keyword are silently ignored.


Table 5.4 Shaping and typographic options for PDF_fit/info_textline( ), PDF_add/create_textflow( ), and PDF_fill_
textblock( )


option description


features (List of keywords) Specifies which typographic features of an OpenType font will be applied to the text, 
subject to the script and language options. Keywords for features which are not present in the font will 
silently be ignored. The following keywords can be supplied:
_none Apply none of the features in the font. As an exception, the vert feature must explicitly be 


disabled with the novert keyword.
<name> Enable a feature by supplying its four-character OpenType name. Some common feature 


names are liga, ital, tnum, smcp, swsh, zero. The full list with the names and descriptions of 
all supported features can be found in the PDFlib Tutorial.


no<name> The prefix no in front of a feature name (e.g. noliga) disables this feature.
Default: _none for horizontal writing mode, vert for vertical writing mode.


language (Keyword; only relevant if script is supplied) The text will be processed according to the specified lan-
guage, which is relevant for the features and shaping options. A full list of keywords can be found in the 
PDFlib Tutorial, e.g. ARA (Arabic), JAN (Japanese), HIN (Hindi). Default: _none (undefined language)


script (Keyword; required if shaping=true) The text will be processed according to the specified script, which is 
relevant for the features, shaping, and advancedlinebreak options. The most common keywords for 
scripts are the following: _none (undefined script), latn, grek, cyrl, armn, hebr, arab, deva, beng, guru, 
gujr, orya, taml, thai, laoo, tibt, hang, kana, han. A full list of keywords can be found in the PDFlib Tuto-
rial. The keyword _auto selects the script to which the majority of characters in the text belong, where 
latn and _none are ignored. _auto is only relevant for shaping and will be ignored for features and 
advancedlinebreak. Default: _none


shaping (Boolean) If true, complex script shaping and bidirectional reordering will be applied to the text accord-
ing to the script and language options. The script option must have a value different from _none and 
the font must obey certain conditions (see PDFlib Tutorial). Shaping is only done for characters in the 
same font. Shaping is not available for right-to-left text in Textflows (only in Textlines). Default: false
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Returns The value of some text metric value as requested by keyword.


Details This function will perform all calculations required for placing the text according to the 
supplied options, but will not actually create any output on the page. The text reference 
position is assumed to be {0 0}.


If errorpolicy=return this function returns 0 in case of an error. If errorpolicy= exception 
this function throws an exception in case of an error (even for the keyword wellformed).


Scope any except object


Table 5.5 Keywords for PDF_info_textline( )


keyword description


angle Rotation angle of the baseline in degree, i.e. the text rotation


ascender
capheight
descender


Corresponding typographic value in user coordinates


endx, endy x/y coordinates of the logical text end position in user coordinates


missinglyphs (Only for text on a path) Number of glyphs which couldn’t be placed on the path.


pathlength (Only for text on a path) Length of the path covered by the text from its starting point to the end 
point. This value can be queried even if PDF_fit_textline( ) was called in blind mode. The value 
can be used for the startoffset option of PDF_fit_textline( ) to continue labeling a path with 
additional text.


perpendiculardir Unit vector perpendicular to writingdir; for standard horizontal text this would be (0, 1), for 
vertical text (1, 0)


replacedchars Number of characters which have been replaced with a slightly different glyph from the internal 
list of typographically similar characters or with a glyph from a fallback font because they 
couldn’t be mapped to a code in the current encoding or to a glyph in the font. This value can only 
be different from 0 if glyphcheck=replace.


righttoleft 1 if the global output direction for the text is right-to-left, and 0 for left-to-right or vertical text. 
The global direction will be determined based on the initial characters and any directional mark-
ers which may be present in the text (e.g. U+202D or &LRO; LEFT-TO-RIGHT OVERRIDE).


scalex, scaley Deprecated, use fitscalex/fitscaley


scriptlist String containing the space-separated list of the names of all scripts in the text. This may be use-
ful to prepare text shaping. The script names are sorted by frequency in descending order. The 
scripts _none and _latn will be ignored since they are not relevant for shaping. If only _none and 
_latn characters are present in the text, -1 will be returned.


startx, starty x/y coordinates of the logical text start position in the user coordinate system


textwidth,
textheight


Width and height of the text. The height is subject to the matchbox definition of boxheight, 
which defaults to {capheight none}. For text on a path both values are 0.


unknownchars If glyphcheck=none: number of skipped characters. The number includes character references 
which couldn’t be resolved, and characters which couldn’t be mapped to a code in the current en-
coding or to a glyph in the font.
If glyphcheck=replace: number of characters which were replaced with the specified replace-
ment character (option replacementchar). The number includes characters which couldn’t be 
mapped to a code in the current encoding or to a glyph in the font, and characters which couldn't 
be replaced with typographically similar characters.


unmappedchars The number of characters which have been skipped or replaced, i.e. the sum of replacedchars 
and unknownchars.
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wellformed 1 if the text is well-formed according to the selected font/encoding (and textformat, if applica-
ble), otherwise 0.


writingdirx
writingdiry


x/y coordinates of the dominant writing direction (i.e. the direction of inline text progression) 
which describes a unit vector from (startx, starty) to (endx, endy). For left-to-right horizon-
tal text the values will be (1, 0), for vertical text (0, -1), and for right-to-left horizontal text (-
1, 0). The writing direction will be determined based on the shaping and vertical options as 
well as the directionality properties of the text.


xheight xheight in user coordinates


Table 5.5 Keywords for PDF_info_textline( )


keyword description
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5.2 Multi-Line Text with Textflows
Cookbook A full code sample can be found in the Cookbook topic text_output/starter_textflow.


C++ Java C# int add_textflow(int textflow, String text, String optlist)
Perl  PHP int add_textflow(int textflow, string text, string optlist)


C int PDF_add_textflow(PDF *p, int textflow, const char *text, int len, const char *optlist)


Create a Textflow object, or add text and explicit options to an existing Textflow.


textflow Textflow handle returned by an earlier call to PDF_create_textflow( ) or PDF_
add_textflow( ), or -1 (in PHP: 0) to create a new Textflow.


text (Content string) The contents of the Textflow. The text may not contain any in-
line options.


len (C language binding only) The length of text in bytes, or 0 for null-terminated 
strings.


optlist An option list specifying Textflow options as follows:
> General option: errorpolicy (see Table 2.1)
> Font loading options according to Table 4.2 for implicit font loading (i.e. font option 


in the text appearance group not supplied):
ascender, autosubsetting, capheight, descender, embedding, encoding, fallbackfonts, 
fontname, fontstyle, keepnative, linegap, metadata, monospace, readfeatures, replace-
mentchar, subsetlimit, subsetminsize, subsetting, unicodemap, xheight


> Text filter options according to Table 4.6:
charref, escapesequence, glyphcheck, normalize, textformat


> Text appearance options according to Table 4.7:
charspacing, dasharray, decorationabove, fakebold, fillcolor, font, fontsize, gstate, 
horizscaling, inittextstate, italicangle, kerning, leading, overline, shadow, strikeout, 
strokecolor, strokewidth, textrendering, textrise, underline, underlineposition, underline-
width, wordspacing


> Shaping and typographic options according to Table 5.4:
features, language, script, shaping


> Options for Textflow formatting according to Table 5.6:
alignment, avoidemptybegin, fixedleading, hortabmethod, hortabsize, lastalignment, leader, 
leftindent, minlinecount, parindent, rightindent, ruler, tabalignment


> Options for controlling the line break algorithm according to Table 5.7:
adjustmethod, advancedlinebreak, avoidbreak, locale, maxspacing, minspacing, nofitlimit, 
shrinklimit, spreadlimit


> Command options according to Table 5.8:
comment, mark, matchbox, nextline, nextparagraph, restore, resetfont, return, save, space


> Text semantics options according to Table 5.9:
charclass, charmapping, hyphenchar, tabalignchar


Returns A Textflow handle which can be used in Textflow-related function calls. The handle is 
valid until the end of the enclosing document scope, or until PDF_delete_textflow( ) is 
called with this handle.


If the textflow parameter is -1 (in PHP: 0), a new Textflow will be created and its han-
dle will be returned. Otherwise the handle supplied in the textflow parameter will be re-



http://www.pdflib.com/pdflib-cookbook/text-output/starter-textflow
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turned. By default, this function returns -1 (in PHP: 0) in case of an error. However, this 
behavior can be changed with the errorpolicy option. In case of an error the handle sup-
plied in the textflow parameter can no longer be used in subsequent function calls (ex-
cept in PDF_delete_textflow( ) if it was different from -1).


Details This function processes the supplied text and creates an internal data structure from it. 
It determines text portions (e.g. words) which will later be used by the formatter, con-
verts the text to Unicode if possible, determines potential line breaks, and calculates the 
width of text portions based on font and text options.


As opposed to PDF_create_textflow( ), which expects all text contents and options in a 
single call, this function is useful for supplying the text contents and options for a Text-
flow in separate calls. It will add the supplied text and optlist to a new or existing Text-
flow. Options specified in optlist will be evaluated before processing text. Both text and 
optlist may be empty.


If textflow=-1 (in PHP: 0) this function is almost equivalent to PDF_create_textflow( ). 
However, unlike PDF_create_textflow( ) this function will not search for inline options in 
text. It is therefore not necessary to redefine the start character for inline option lists or 
to specify the length of the text with an inline option (not even for non-Unicode text 
and UTF-16 text).


This function preprocesses the supplied text and options, but does not create any 
output in the generated PDF document, but only prepares the text. Use PDF_fit_
textflow( ), PDF_fit_table( ), or PDF_fill_textblock( ) to create output with the preprocessed 
Textflow handle.


By default, a new line will be forced by the characters U+000B (VT), U+2028 (LS), 
U+000A (LF), U+000D (CR), CRLF, U+0085 (NEL), U+2029 (PS), and U+000C (FF). These 
control characters will not be interpreted for symbolic fonts loaded with encoding= 
builtin. All of these except VT and LS force a new paragraph (which means that the 
parindent option will be effective). FF immediately stops the process of fitting text to the 
current fitbox (the function PDF_fit_textflow( ) returns the string _nextpage).


A horizontal tab character (HT) sets a new start position for subsequent text. The de-
tails of this are controlled by the hortabmethod and hortabsize options.


Soft hyphen characters (SHY) will be replaced with the character specified in the 
hyphenchar option if there is a line break after the soft hyphen.


Vertical writing mode is not supported.


Scope any except object


Table 5.6 Additional formatting options for PDF_add/create_textflow( ) and inline options in PDF_create_textflow( )


option description


alignment (Keyword) Specifies formatting for lines in a paragraph (default: left):
left Left-aligned, starting at leftindent+parindent (for the first line of a paragraph) and at 


leftindent (for all other lines)
center Centered between leftindent and rightindent
right Right-aligned, ending at rightindent
justify Left- and right-aligned
The value alignment=justify is ignored for a line containing the nextline option. The alignment of a 
line containing nextparagraph is not controlled by the alignment option, but rather the option last-
alignment.
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avoid-
emptybegin


(Boolean) If true, empty lines at the beginning of a fitbox will be deleted. Default: false


fixedleading (Boolean) If true, the first leading value found in each line will be used. Otherwise the maximum of all 
leading values in the line will be used. fixedleading will be forced to true if the wrap option of PDF_fit_
textflow( ) or the createwrapbox suboption of the matchbox option will be used to wrap the text around 
shapes. Default: false


hortabmethod (Keyword) Treatment of horizontal tabs in the text. If the calculated position is to the left of the current 
text position, the tab is ignored (default: relative):
relative The position will be advanced by the amount specified in hortabsize.
typewriter The position will be advanced to the next multiple of hortabsize.
ruler The position will be advanced to the n-th tab value in the ruler option, where n is the 


number of tabs found in the line so far. If n is larger than the number of tab positions the 
relative method will be applied.


hortabsize (Float or percentage) Width of a horizontal tab1. The interpretation depends on the hortabmethod op-
tion. Default: 7.5%


lastalignment (Keyword) Formatting for the last line in a paragraph. All keywords of the alignment option are sup-
ported, plus the following (default: auto):
auto Use the value of the alignment option if it is different from justify, else left


leader (Option list) Specifies filler text (e.g. dot leaders) and formatting options. Leaders will be inserted until 
the next tab position, or the end of the line if no tab is available. Leaders never span more than one line. 
See Table 5.3 for a list of supported suboptions. Default: no leader


leftindent (Float or percentage) Left indent of text lines1. If leftindent is specified within a line and the resulting 
position is to the left of the current text position, this option will be ignored for this line. Default: 0


minlinecount (Integer) Minimum number of lines in the last paragraph of the fitbox. If there are fewer lines they will 
be placed in the next fitbox. The value 2 can be used to prevent single lines of a paragraph at the end of 
a fitbox (»orphans«). Default: 1


parindent (Float or percentage) Left indent of the first line of a paragraph1. The amount is added to leftindent. 
Specifying this option within a line will act like a tab. Default: 0


rightindent (Float or percentage) Right indentation of text lines1. Default: 0


ruler (List of floats or percentages) List of absolute tab positions for hortabmethod=ruler1. The list may con-
tain up to 32 non-negative entries in ascending order. Default: integer multiples of hortabsize


tabalignment (List of keywords; only with hortabmethod=ruler) Alignment for tab stops. The list may contain up to 
32 entries. if more than 32 horizontal tabs per line occur in the text the list will be extended with the last 
value. Each entry in the list defines the alignment for the corresponding entry in the ruler option. De-
fault: left.
center Text will be centered at the tab position.
decimal The first instance of tabalignchar will be left-aligned at the tab position. If no tabalign-


char is found, right alignment will be used instead.
left Text will be left-aligned at the tab position.
right Text will be right-aligned at the tab position.


1. In user coordinates or as a percentage of the width of the fitbox


Table 5.6 Additional formatting options for PDF_add/create_textflow( ) and inline options in PDF_create_textflow( )


option description
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Table 5.7 Additional options for controlling the line break algorithm for PDF_add/create_textflow( ) and inline options in 
PDF_create_textflow( )


option description


adjustmethod (Keyword) Method used to adjust a line when a text portion doesn’t fit into a line after compressing or 
expanding the distance between words subject to the limits specified by the minspacing and max-
spacing options. Default: auto.
auto The following methods are applied in order: shrink, spread, nofit, split.
clip Same as nofit, except that the long part at the right edge of the fitbox (taking into account 


the rightindent option) will be clipped.
nofit The last word will be moved to the next line provided the remaining (short) line will not be 


shorter than the percentage specified in the nofitlimit option. Even justified paragraphs 
may look slightly ragged.


shrink If a word doesn’t fit in the line the text will be compressed subject to shrinklimit. If it still 
doesn’t fit the nofit method will be applied.


split The last word will not be moved to the next line, but will forcefully be split after the last 
character in the box. If hyphenchar is different from none a hyphen character will be 
inserted. Setting hyphenchar=none must be used to suppress the hyphen character (e.g. in 
formulae or URLs) since PDFlib does not automatically detect such situations.


spread The last word will be moved to the next line and the remaining (short) line will be justified 
by increasing the distance between characters in a word, subject to spreadlimit. If 
justification still cannot be achieved the nofit method will be applied.


advanced-
linebreak


(Boolean) Enable advanced line breaking algorithm which is required for complex scripts. This is re-
quired for line-breaking in scripts which do not use space characters for designating word boundaries, 
e.g. Thai. The options locale and script will be honored. Default: false


avoidbreak (Boolean) If true, line breaking opportunities (e.g. at space characters) will be ignored until avoidbreak 
is reset to false. Mandatory line breaks (e.g. at a newline) and methods defined by adjustmethod will 
be still performed. In particular, adjustmethod=split may still create hyphenation. Default: false


locale (Keyword) The locale which will be used for localized line-breaking methods if advancedlinebreak= 
true. The keywords consists of one or more components, where the optional components are separated 
by an underscore character ’_’ (the syntax slightly differs from NLS/POSIX locale IDs):
> A required two- or three-letter lowercase language code according to ISO 639-2 (see www.loc.gov/


standards/iso639-2), e.g. en, (English), de (German), ja (Japanese). This differs from the language op-
tion.


> An optional two-letter uppercase country code according to ISO 3166 (see www.iso.org/iso/
country_codes/iso_3166_code_lists), e.g. DE (Germany), CH (Switzerland), GB (United Kingdom)


The keyword _none specifies that no locale-specific processing will be done.
Specifying a locale is required for advanced line breaking for some scripts, e.g. Thai. Default: _none
Examples: tha, de_DE, en_US, en_GB


maxspacing
minspacing


(Float or percentage; only relevant if the line contains at least one space character U+0020 and 
alignment=justify) Maximum or minimum distance between words (in user coordinates, or as a per-
centage of the width of the space character). The calculated word spacing is limited by the provided val-
ues (but the wordspacing option will still be added). Defaults: minspacing=50%, maxspacing=500%


nofitlimit (Float or percentage; only relevant with alignment=justify) Lower limit for the length of a line with 
the nofit method1. Default: 75%


shrinklimit (Percentage) Lower limit for compressing text with adjustmethod=shrink; the calculated shrinking fac-
tor is limited by the provided value, but will be multiplied with the horizscaling option. Default: 85%


spreadlimit (Float or percentage) Upper limit for the distance between characters for the spread method1; the cal-
culated distance will be added to the value of the charspacing option. Default: 0


1. In user coordinates or as a percentage of the width of the fitbox
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Table 5.8 Additional command options for PDF_add/create_textflow( ) and inline options in PDF_create_textflow( )


option description


comment (String) Arbitrary text which will be ignored; useful for commenting option lists or macros


mark (Integer) Store the supplied number internally as a mark. The mark which has been stored most recently 
can later be retrieved with PDF_info_textflow( ) and the lastmark keyword. This may be useful for de-
termining which portions of text have already been placed on the page.


matchbox (Option list) Option list for creating a matchbox according to Table 6.4


nextline (Boolean) Force a new line; equivalent to one of the characters U+000B or U+2028. The options 
alignment=justify and lastalignment don’t have any effect on the line containing the nextline op-
tion.


nextparagraph (Boolean) Force a new paragraph; equivalent to one of the characters U+000A, U+000D, U+000D plus 
U+000A, U+0085, U+2029 and U+00FF. The alignment of the line containing the nextparagraph op-
tion is determined by the option lastalignment; the option alignment is ignored.


resetfont (Boolean) Reset font and fontsize to the most recently values which were different from the current 
settings (either different font or font size). This may be useful to reset the font after inserts, such as italic 
text. The font option has precedence over this option. This command only makes sense after the first 
change of any font-related options which differ from the first setting, and will be ignored otherwise.


restore (Boolean) If true, the values of all text and Textflow options saved by the most recent save command 
will be restored. A matchbox created within a save/restore pair will be retained after restore. Default: 
false


return (String; must not start with an underscore _ character) Exit PDF_fit_textflow( ) with the supplied string 
as return value. A new line will automatically be created.


save (Boolean) If true, the values of all text and Textflow options will be saved, except those of the non-state 
options nextline, nextparagraph, resetfont, return, space, and textlen. Save/restore pairs can be 
nested to an arbitrary depth. Default: false


space (Float or percentage) The text position will be advanced horizontally by the specified value1.


1. In user coordinates or as a percentage of the font size


Table 5.9 Additional text semantics options for PDF_add/create_textflow( ) and inline options in PDF_create_textflow( )


option description


charclass (List of pairs, where the first element in each pair is a keyword, and the second element is either a Uni-
char or a list of Unichars; the Unichars must be < 0xFFFF; will be ignored if advancedlinebreak=true) 
The specified Unichars will be classified by the specified keyword to determine the line breaking behav-
ior of those character(s):
letter behave like a letter, e.g. a B
punct behave like a punctuation character, e.g. + / ; : 
open behave like an open parenthesis, e.g. [
close behave like a close parenthesis, e.g. ]
default reset all character classes to PDFlib’s builtin defaults
Example: charclass={ close »  open «  letter {/ : =} punct & }
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Macros for Textflow options. Option lists for Textflows (either in the optlist parameter 
of PDF_create_textflow( ) or PDF_add_textflow( ), or inline in the text supplied to PDF_
create_textflow( )) may contain macro definitions and macro calls according to Table 
5.10. Macros may be useful for having a central definition of multiply used option val-
ues, such as font names, indentation amounts, etc. Before parsing an option list each 
contained macros will be substituted with the contents of the corresponding option list 
provided in the macro definition. The resulting option list will then be parsed. The fol-
lowing example demonstrates a macro definition for two macros:


<macro {
comment { The following macros are used as paragraph styles }
H1 {fontname=Helvetica-Bold encoding=winansi fontsize=14 }
body {fontname=Helvetica encoding=winansi fontsize=12 }


}>


These macros could be used as follows in an option list:


<&H1>Chapter 1
<&body>This chapter talks about...


The following rules apply to macro definition and use:
> Macros may be nested to an arbitrary depth (macro definitions may contain calls to 


other macros).
> Macros can not be used in the same option list where they are defined. In PDF_create_


textflow( ) a new inline option list which uses the macro can be started immediately 
after the end of the inline option list in which the macro is defined. When using PDF_
add_textflow( ) one function call is required to define the macro, and another one to 
use it (since PDF_add_textflow( ) accepts only a single option list at a time).


> Macro names are case-insensitive.
> Undefined macros will result in an exception.
> Macros can be redefined at any time.


charmapping (List of pairs, where each pair either contains two Unichars or a Unichar and a list of Unichar and inte-
ger; the Unichars must be < 0xFFFF) Replace individual characters with one or more instances of another 
character. The option list contains one or more pairs of Unichars. The first character in each pair will be 
replaced with the second character. Instead of one-to-one mapping the second element in each pair 
may be an option list containing a unichar and a count:
count > 0 The replacement character will be repeated count times.
count < 0 A sequence of multiple instances of the character will be reduced to the absolute value of 


the specified number.
count = 0 The character will be deleted.
Examples:
charmapping={ hortab space CRLF space LF space CR space }
charmapping={ shy {shy 0} }
charmapping={ hortab {space 4} }


hyphenchar (Unichar < 0xFFFF or keyword) Character which replaces a soft hyphen at line breaks. The value 0 and 
the keyword none completely suppress hyphens. Default: U+00AD (soft hyphen) if available in the font, 
U+002D (hyphen-minus) otherwise


tabalignchar (Unichar < 0xFFFF) Character at which decimal tabs will be aligned. Default: U+002E ’.’


Table 5.9 Additional text semantics options for PDF_add/create_textflow( ) and inline options in PDF_create_textflow( )


option description
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C++ Java C# int create_textflow(String text, String optlist)
Perl  PHP int create_textflow(string text, string optlist)


C int PDF_create_textflow(PDF *p, const char *text, int len, const char *optlist)


Create a Textflow object from text contents, inline options, and explicit options.


text (Content string) The contents of the Textflow. It may contain text in various en-
codings, macros (see »Macros for Textflow options«, page 101), and inline option lists ac-
cording to Table 5.6 and Table 5.11 (see also »Inline option lists for Textflows«, page 103). 
If text is an empty string, a valid Textflow handle will be returned nevertheless.


len (C language binding only) The length of text in bytes, or 0 for null-terminated 
strings.


optlist An option list specifying Textflow options. Options specified in the optlist pa-
rameter will be evaluated before those in inline option lists in text so that inline options 
have precedence over options provided in the optlist parameter. The following options 
can be used:


> General option: errorpolicy (see Table 2.1)
> All options of PDF_add_textflow( ) (see option list of PDF_add_textflow( ))
> Options for controlling inline option list processing according to Table 5.11:


begoptlistchar, endoptlistchar, fixedtextformat, textlen


Returns A Textflow handle which can be used in calls to PDF_add_textflow( ), PDF_fit_textflow( ), 
PDF_info_textflow( ), and PDF_delete_textflow( ). The handle is valid until the end of the 
enclosing document scope, or until PDF_delete_textflow( ) is called with this handle. By 
default this function returns -1 (in PHP: 0) in case of an error. This behavior can be 
changed with the errorpolicy option.


Details This function accepts options and text to be prepared for Textflow. Unlike PDF_add_
textflow( ) the text may contain inline options. Searching for inline option lists can be 
disabled for parts or all of the text by supplying the textlen option in the optlist parame-
ter (see »Inline option lists for Textflows«, page 103).


Table 5.10 Option list macro definitions and calls for PDF_add/create_textflow( ) and PDF_ fit_textflow( )


option description


macro (List of pairs) Each pair describes the name and definition of a macro as follows (note that there must not 
be any equals character ’=’ between the macro name and its definition):
name (string) The name of the macro which can later be used for macro calls. Macros which have 


already been defined can be redefined later. The special name comment will be ignored.
suboptlist An option list which will literally replace the macro name when the macro is called. Leading 


and trailing whitespace will be ignored.


&name The macro with the specified name will be expanded, and the macro name (including the & character) 
will be replaced by the macro’s contents, i.e. the suboptlist which has been defined for the macro (with-
out the surrounding braces). The macro name is terminated by whitespace, {, }, =, or &. Therefore, 
these characters can not be used as part of a macro name.
Nested macros will be expanded without any nesting limit. Macros contained in string options will also 
be expanded. Macro substitution must result in a valid option list.
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This function does not create any output in the generated PDF document, but only 
prepares the text according to the supplied options. Use PDF_fit_textflow( ) to create out-
put with the resulting Textflow handle.


See the Details section of PDF_add_textflow( ) for more information regarding special 
characters, line breaking, etc.


Scope any except object


Inline option lists for Textflows. The content provided in the text parameter of PDF_
create_textflow( ) (but not PDF_add_textflow( )) may include an arbitrary number of op-
tion lists (inline options) specifying Textflow options according to Table 5.6. All of these 
options can alternatively be provided in the optlist parameter of PDF_create_textflow( ) 
and PDF_add_textflow( ). The same option can be specified multiply in a single option 
list; in this case only the last occurrence of an option will be taken into account.


Inline option lists must be enclosed with the characters specified in the begoptlist-
char and endoptlistchar options (by default: < and >). Obviously, conflicts could arise if 
the character used for starting inline option lists must also be used in the actual text. 
There are several methods to resolve this conflict, depending on whether or not the text 
contains any inline option lists. Remember that PDF_add_textflow( ) completely sepa-
rates text and options, so the conflict doesn’t arise there.


If the text does not contain any inline options lists you can completely disable the 
search for inline option lists by one of the following methods:


> Set begoptlistchar=none in the optlist parameter of PDF_create_textflow( ).


Table 5.11 Additional options for inline option list processing in PDF_create_textflow( )


option description


begoptlistchar (Unichar < 0xFFFF or keyword) Character which starts inline option lists. Replacing the default character 
may be useful if this character appears in the text literally (see »Inline option lists for Textflows«, page 
103). If textlen is not specified, the begoptlistchar character in the text must be encoded in the same 
text format and encoding as the preceding text. This means that the Unicode value of begoptlistchar 
must be chosen such that it is contained in the encoding of the preceding text. The keyword none can be 
used to completely disable the search for option lists. Default: U+003C (<)


endoptlistchar (Unichar < 0xFFFF; U+007D ’}’ is not allowed) Character which terminates inline option lists. Default: 
U+003E (>)


fixedtext-
format


(Boolean; only relevant for non-Unicode-capable language bindings and forced to true if 
stringformat=utf8; this option doesn’t make sense in inline option lists, and can only be used in the 
optlist parameter) If true, all text fragments and inline options lists will use the same textformat, 
which must be one of utf8, utf16, utf16be, or utf16le. This is useful if text and inline options come 
from the same source.
If false, inline option lists including the delimiters must be encoded in textformat=bytes, regardless of 
the format used for the actual text. This allows the combination e.g. of UTF-16 text with ASCII-encoded 
inline option lists (the text may come from a Unicode database, while inline options are constructed as 
ASCII text within the application). Default: false


textlen (Integer or keyword; required for text fragments with fixedtextformat=false and textformat= 
utf16xx in non-Unicode aware languages) Number of bytes or (in Unicode-capable languages) charac-
ters before the next inline option list (see »Inline option lists for Textflows«, page 103). The characters 
are counted before character references are resolved, e.g. <textlen=8>&#x2460;<...>. The keyword all 
specifies all of the remaining text. Default: the text will be searched for the next occurrence of 
begoptlistchar.
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> Set the textlen option in the optlist parameter of PDF_create_textflow( ) to the length 
of the full text.


If the text actually contains inline option lists you can avoid the conflict between text 
contents and the begoptlistchar for starting an inline option list by using one of the fol-
lowing methods:


> Replace all occurrences of the < character in the text with the corresponding numeric 
or character entity reference (&#x3C; or &lt;) and start inline option lists with the lit-
eral < character:


A&lt;B<fontname=Helvetica encoding=winansi>


Note that this method does not work for fonts with encoding=builtin.
> Set the begoptlistchar option in the optlist parameter of PDF_create_textflow( ) or an 


inline option list to a character which is not used in the text (e.g. $), and use this char-
acter to start inline option lists:


<begoptlistchar=$>A<B$fontname=Helvetica encoding=winansi>


> Specify the length of the next text fragment (until the start of the next inline option 
list) in the preceding inline option list using the textlen option:


<textlen=3>A<B<fontname=Helvetica encoding=winansi>


> Specify the begoptlistchar as an escape sequence and set the escapesequence global op-
tion to true. However, escape sequences don’t work within inline option lists includ-
ing the endoptlistchar.


Note Consecutive inline option lists without any text between them should be avoided; it is recom-
mended to aggregate all options in a single option list. If an inline option list is provided imme-
diately after another option list, they are assumed to enclose a text fragment of zero length. 
This is important when supplying the textlen option in the first option list.


C++ Java C# String fit_textflow(int textflow, double llx, double lly, double urx, double ury, String optlist)
Perl  PHP string fit_textflow(int textflow, float llx, float lly, float urx, float ury, string optlist)


C const char *PDF_fit_textflow(PDF *p,
int textflow, double llx, double lly, double urx, double ury, const char *optlist)


Format the next portion of a Textflow.


textflow A Textflow handle returned by a call to PDF_create_textflow( ) or PDF_add_
textflow( ).


llx, lly, urx, ury x and y coordinates of the lower left and upper right corners of the tar-
get rectangle (the fitbox) in user coordinates. The corners can also be specified in reverse 
order. Shapes other than a rectangle can be filled with the wrap option.


optlist An option list specifying processing options. The following options can be 
used:


> Textflow options according to Table 5.12:
avoidwordsplitting, blind, createfittext, createlastindent, exchangefillcolors, exchange-
strokecolors, firstlinedist, fitmethod, fontscale,  lastlinedist1, linespreadlimit, maxlines, 
minfontsize, orientate, returnatmark, rewind, rotate, showborder, showtabs, stamp, 
truncatetrailingwhitespace, verticalalign1, wrap
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> Matchbox option according to Table 6.1: matchbox
> Option for abbreviated structure element tagging according to Table 14.5 (only al-


lowed in page scope): tag


Returns A string which specifies the reason for returning from the function:
> _stop: all text in the Textflow has been processed. If the text was empty, _stop will al-


ways be returned, even if the return or mark/returnatmark option was supplied.
> _nextpage: Waiting for the next page (caused by a form feed character U+000C). An-


other call to PDF_fit_textflow( ) is required for processing the remaining text.
> _boxfull: Some text was placed in the fitbox, but no more space is available, or the 


maximum number of lines (as specified via the maxlines option) has been placed in 
the fitbox, or fitmethod=auto and minfontsize has been specified but the text didn’t fit 
into the fitbox. Another call to PDF_fit_textflow( ) is required for processing the re-
maining text.


> _boxempty: The box doesn’t contain any text at all after processing. This may happen 
if the size of the fitbox is too small to hold any text, or a wrapbox was larger than the 
fitbox. No more calls to PDF_fit_textflow( ) with the same fitbox should be issued in 
order to avoid infinite loops.


> _mark#: The option returnatmark has been specified with the number #, and the 
mark with the number specified in this option has been placed.


> Any other string: The string supplied to the return command in an inline option list.


If there are multiple simultaneous reasons for returning, the first in the list (from top to 
bottom) will be reported. The returned string is valid until the next call to this function.


Details The current text and graphics states do not influence the text output created by this 
function (this is different from PDF_fit_textline( )). Use fillcolor, strokecolor and other text 
appearance options (see Table 4.7) in PDF_create_textflow( ) or PDF_add_textflow( ) to con-
trol the appearance of the text. After returning from this function the text state is un-
changed. However, the textx/texty options are adjusted to point to the end of the gener-
ated text output (unless the blind option has been set to true).


Scope page, pattern, template, glyph


Table 5.12 Options for PDF_fit_textflow( )


option description


avoidword-
splitting


(Boolean) If true and fitmethod=auto, Textflow attempts to fit the text completely into the fitbox by de-
creasing the fontsize and avoiding word splitting (see adjustmethod).


blind (Boolean) If true, no output will be generated, but all calculations will be performed and the formatting 
results can be checked with PDF_info_textflow( ). Default: false


createfittext (Boolean) If true the text placed in the current fitbox will be saved in memory so that it can later be re-
trieved with a call to PDF_info_textflow( ) and the keyword fittext. Default: true


createlast-
indent


(Option list) Reserve some space at the end of the last line in the fitbox and optionally create a matchbox 
which can be used to fill the reserved space. The reserved space may be useful to add continuation dots, 
an image, a link to the continuation of the text, etc. at the end of the text. Supported suboptions:
rightindent (Float or percentage) Additional right indent of the last text line in the fitbox in user coordi-


nates or as percentage of the width of the fitbox. The value will be added to the value of the 
rightindent option of PDF_add/create_textflow( ) . Default: 0


matchbox (Option list according to Table 6.4) Create a matchbox at the end of the last line. If the 
matchbox option boxwidth is not specified, the value of rightindent will be used as 
boxwidth. If boxwidth=0 no box will be created.
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exchange-
fillcolors


(List with an even number of colors) Each pair in the list specifies an original fill color and a replacement 
color. Whenever the Textflow specifies the original fill color within the fitbox it will be replaced with the 
specified replacement color. This may be useful to adjust the colors to the background. The character ’*’ 
as original color means that all remaining colors will be replaced with the replacement color. Example:
exchangefillcolors={{gray 0} white Orchid DeepPink {rgb 1 0 1} MediumBlue}


exchange-
strokecolors


(List with an even number of colors) Each pair in the list specifies an original stroke color and a replace-
ment color. Whenever the Textflow specifies the original stroke color within the fitbox it will be replaced 
with the specified replacement color. This may be useful to adjust the colors to the background. The char-
acter ’*’ as original color means that all remaining colors will be replaced with the replacement color. 


firstlinedist1 (Float, percentage, or keyword) Distance between the top of the fitbox and the baseline for the first line 
of text, specified in user coordinates, as a percentage of the relevant font size (the first font size in the line 
if fixedleading=true, and the maximum of all font sizes in the line otherwise), or as a keyword (default: 
leading):


leading The leading value determined for the first line; typical diacritical characters such as À will 
touch the top of the fitbox.


ascender The ascender value determined for the first line; typical characters with larger ascenders, such 
as d and h will touch the top of the fitbox.


capheight The capheight value determined for the first line; typical capital uppercase characters such as 
H will touch the top of the fitbox.


xheight The xheight value determined for the first line; typical lowercase characters such as x will 
touch the top of the fitbox.


If fixedleading=false the maximum of all leading, ascender, xheight, or capheight values found in 
the first line will be used.


fitmethod (Keyword) Specifies the method used to fit the text into the fitbox (default: clip):
auto PDF_fit_textflow( ) will repeatedly be called in blind mode with reduced font size and other 


font-related options (see fontscale) until the text fits into the fitbox (but see also option 
minfontsize)


clip The text will be truncated at the bottom of the fitbox.
nofit The text can extend beyond the bottom of the fitbox (for verticalalign=top), the top of the 


fitbox (for verticalalign=bottom), or the bottom and the top of the fitbox (for 
verticalalign=center).


fontscale (Positive float or percentage) Values of fontsize and absolute values (but not percentages) of leading, 
minspacing, maxspacing, spreadlimit, and space will be multiplied with the supplied scaling factor or 
percentage. Default: 1 if rewind=0, otherwise the value supplied with the corresponding call to PDF_fit_
textflow( ).


gstate (Gstate handle) Handle for a graphics state retrieved with PDF_create_gstate( ). The graphics state af-
fects all text placed with this function. If another graphics state has already been supplied to PDF_add/
create_textflow( ) both graphics states will be merged. Default: no graphics state (i.e. current settings will 
be used)


lastlinedist1 (Float, percentage, or keyword; will be ignored for fitmethod=nofit) Minimum distance between the 
baseline for the last line of text and the bottom of the fitbox, specified in user coordinates, as a percent-
age of the font size (the first font size in the line if fixedleading=true, and the maximum of all font sizes 
in the line otherwise), or as a keyword. Default: 0, i.e. the bottom of the fitbox will be used as baseline, 
and typical descenders will extend below the fitbox. The following keyword can be used:
descender The descender value determined for the last line; typical characters with descenders, such as g 


and j will touch the bottom of the fitbox. If fixedleading=false the maximum of all 
descender values found in the last line is used.


linespread-
limit


(Float or percentage; only for verticalalign=justify) Maximum amount in user coordinates or as per-
centage of the leading for increasing the leading for vertical justification. Default: 200%


Table 5.12 Options for PDF_fit_textflow( )


option description







5.2  Multi-Line Text with Textflows 107


maxlines (Integer or keyword) Maximum number of lines in the fitbox, or the keyword auto which means that as 
many lines as possible will be placed in the fitbox. When the maximum number of lines has been placed 
PDF_fit_textflow( ) will return the string _boxfull. Default: auto


minfontsize (Float or percentage) Minimum font size allowed when text is scaled down to fit into the fitbox, especial-
ly for fitmethod=auto. The limit is specified in user coordinates or as a percentage of the height of the fit-
box. If the limit is reached and the text still does not fit the string _boxfull will be returned. Default: 
0.1%


mingapwidth (Float or percentage) Minimal horizontal width for fitting text between shapes (e.g. between wrap con-
tours) in user coordinates or as a percentage of the fontsize. This may be useful to avoid ugly formatting 
results in cases where only small gaps are left between wrap contours. Default: 10%


orientate (Keyword) Specifies the desired orientation of the text when it is placed (default: north):
north upright
east pointing to the right
south upside down
west pointing to the left


returnatmark (Integer) PDF_fit_textflow( ) will return prematurely at the text position where the Textflow option mark 
is defined with the specified number. The return reason string will be _mark#, where # is the number 
specified in this option.


rewind (Integer: -2, -1, 0, or 1) The state of the supplied Textflow is reset to the state before some other call to 
PDF_fit_textflow( ) with the same Textflow handle and then the Textflow is placed as usual (default: 0):
1 Rewind to the state before the first call to PDF_fit_textflow( ).


0 Don’t reset the Textflow.
-1 Rewind to the state before the previous call to PDF_fit_textflow( ).
-2 Rewind to the state before the second last call to PDF_fit_textflow( ).


rotate (Float) Rotate the coordinate system, using the lower left corner of the fitbox as center and the specified 
value as rotation angle in degrees. This results in the fitbox and the text being rotated. The rotation will 
be reset when the text has been placed. Default: 0


showborder (Boolean) If true, the border of the fitbox and all wrap boxes is stroked (using the current graphics state). 
This may be useful for development and debugging. Default: false


showtabs (Keyword) Tab stops and left indents are visualized with vertical lines as a debugging aid. The lines will be 
drawn according to the graphics state which was active before calling PDF_fit_textflow( ) (default: 
none):


none  no lines will be drawn
fitbox  lines will be drawn over the full height of the fitbox
validarea  lines will be drawn only in vertical area where they are valid


stamp (Keyword) This option can be used to create a diagonal stamp within the fitbox. Line breaks for the 
stamp text should be specified explicitly (i.e. with newline characters or the newline option). If the text 
does not contain any explicit line breaks a single-line stamp will be created. The generated stamp text 
will be as large as possible, but not larger than the specified fontsize. Supported keywords (default: 
none):
ll2ur The stamp will run diagonally from the lower left corner to the upper right corner.
ul2lr The stamp will run diagonally from the upper left corner to the lower right corner.
none No stamp will be created.


Table 5.12 Options for PDF_fit_textflow( )


option description
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truncate-
trailing-
whitespace


(Boolean) Control treatment of fitboxes which contain only trailing whitespace, i.e. the text in the fitbox 
starts with whitespace and there is only whitespace until the end of the Textflow. If this option is true, 
trailing whitespace is removed, i.e. the fitbox is treated as empty and the return value is _stop. If this op-
tion is false, the whitespace is processed like regular text, i.e. the function may return a value different 
from _stop (depending on the amount of trailing whitespace) and the textendx/y and other keywords 
of PDF_info_textflow( ) take the whitespace into account. truncatetrailingwhitespace=false may be 
useful if the original text must be processed without any whitespace removal. Default: true


verticalalign1 (Keyword) Vertical alignment of the text in the fitbox; the firstlinedist and lastlinedist options will 
be taken into account as appropriate (default: top):
top Formatting will start at the first line, and continue downwards. If the text doesn’t fill the 


fitbox there may be whitespace below the text.
center The text will be vertically centered in the fitbox. If the text doesn’t fill the fitbox there may be 


whitespace both above and below the text.
bottom Formatting will start at the last line, and continue upwards. If the text doesn’t fill the fitbox 


there may be whitespace above the text.
justify The text will be aligned with top and bottom of the fitbox. In order to achieve this the leading 


will be increased up to the limit specified by linespreadlimit. If this limit is exceeded no 
justification will be performed. The height of the first line will only be increased if 
firstlinedist=leading.


wrap (Option list according to Table 5.13) The text will run around the areas specified with the suboptions listed 
in Table 5.13. This can be used to place images or paths within the Textflow and wrap the text around it, 
or to fill arbitrary shapes with text. The fitbox will be filled according to the fillrule option, starting at 
the border of the fitbox.
By default, the specified areas will not contain any text (except where they overlap), i.e. the text is 
wrapped around the shapes. Using the addfitbox and inversefill options the opposite effect can be 
achieved: the specified areas will be filled with text, and the rest of the fitbox remains empty. This can be 
used to fill arbitrary shapes (and not only the rectangle supplied in the llx/lly/urx/ury parameters) 
with text.
Absolute and relative coordinate values will be interpreted in the user coordinate system. A relative coor-
dinate will be added to the previous absolute coordinate. Up to 256 values can be supplied as relative val-
ues. Percentages will be interpreted in the fitbox coordinate system, i.e. the lower left corner of the fitbox 
is (0, 0) and the upper right corner is (100, 100) (even in a topdown system). Up to 256 values can be sup-
plied as percentage. Examples:
Exclude a box with relative coordinates: wrap={ boxes={{120r 340r 50r 60r}} }
(equivalent to wrap={ boxes={{120 340 170 400}} }
Exclude the upper right quarter of the fitbox: wrap={ boxes={{50% 50% 100% 100%}} }
Fill a triangular shape: wrap={ addfitbox polygons={{50% 80% 30% 40% 70% 40% 50% 80%}} }
Exclude the area of an image with a matchbox called image1: wrap={ usematchboxes={{ image1 }}}


1. The firstlinedist, lastlinedist and verticalalign options always refer to the fitbox, even in the presence of wrap elements.
This means – especially in the case of inverse filling, i.e. the wrap elements are filled with text – that Textflow will not use the bounding
box of the wrap elements to determine the distance between text and fitbox borders and the position of the text box according to the
verticalalign option. This may lead to unexpected results, especially if the outer edges of the wrap elements don’t touch the fitbox.
This effect can almost completely be avoided by supplying wrap elements which touch the fitbox.


Table 5.12 Options for PDF_fit_textflow( )


option description
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Table 5.13 Suboptions for the wrap option of PDF_fit_textflow( )


option description


addfitbox (Boolean) If true, the fitbox will be added to the wrap area. As a result, the shapes specified with other 
wrapping options will be filled with text instead of wrapping the text around the shapes. Default: false


beziers (List of two or more Bézier curves) Bézier curves which will be added to the wrap area.


boxes (List of rectangles) One or more rectangles which will be added to the wrap area.


circles (List of circles) One or more circles which will be added to the wrap area.


creatematch-
boxes


(List of option lists) Create matchboxes from one or more rectangles in the boxes option. Each option list 
corresponds to one entry in the boxes option (ordering is relevant), and controls the creation of a match-
box. All relevant matchbox options in Table 6.4 can be used. A suboption list can be empty; in this case 
no matchbox will be created for the corresponding wrap box.


fillrule (Keyword) Specifies the method for determining the interior of overlapping wrap shapes (default: even-
odd). See Table 7.1 for details:
evenodd Use the even-odd rule.
winding Use the non-zero winding number rule. Use this rule to process the interior of overlapping 


circles (i.e. to avoid »doughnut holes«) , or to process the union of overlapping shapes 
(instead of the intersection).


inversefill (Boolean) If true, wrap shape processing starts at the first intersection of the text line with the border of 
a wrap element inside the fitbox. If false, processing starts at the fitbox border. If fillrule=evenodd, 
the option inversefill=true has the same effect as addfitbox=true. If fillrule=winding, the option 
addfitbox=true leads to an empty or a full fitbox (for inversefill=false or true, respectively).


lineheight (List with two elements, each being a positive float or a keyword) Defines the vertical extent of the text 
line to be used for calculating the intersection with wrap areas. Two keywords/floats specify the extent 
above and below the text baseline. Supported keywords:
none (no extent), xheight, descender, capheight, ascender, fontsize, leading, textrise
Default: {ascender descender}


usematch-
boxes


(List of string lists) The first element in each list is a name string which specifies a matchbox. The second 
element is either an integer specifying the number of the desired rectangle, or the keyword all to speci-
fy all rectangles referring to the selected matchbox. If the second element is missing, it defaults to all. 
The bounding box of each rectangle will be added to the wrap area.


offset (Float or percentage) Horizontal distance between the text and the contour of the wrap area, supplied 
in user coordinates or as a percentage of the width of the fitbox. This can be used to horizontally extend 
the wrap area. Default: 0


paths (List of option lists) One or more path objects which will be added to the wrap area. Supported subop-
tions:
path (Path handle; required) Handle for the path to be added to the wrap area.
refpoint (List of two floats or percentages) Coordinates of the reference point for the path in user 


coordinates or as percentages of the width and height of the fitbox. Default: {0 0}
The following options of PDF_draw_path( ) can also be used (see Table 6.1 and Table 7.6):
align, attachmentpoint, boxsize, close, fitmethod, orientate, position, round, scale, subpaths


polygons (List of polylines) One or more polylines (not necessarily closed) which will be added to the wrap area.
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C++ Java C# double info_textflow(int textflow, String keyword)
Perl  PHP float info_textflow(int textflow, string keyword)


C double PDF_info_textflow(PDF *p, int textflow, const char *keyword)


Query the current state of a Textflow after a call to PDF_fit_textflow( ).


textflow A Textflow handle returned by a call to PDF_add/create_textflow( ) or PDF_fill_
textblock( ) with the textflowhandle option.


keyword A keyword specifying the requested information according to Table 5.14.


Returns The value of some Textflow parameter as requested by keyword. This function returns 
correct geometry information even in blind mode (unlike the textx/texty options). If the 
requested keyword produces text, a string index is returned, and the corresponding 
string must be retrieved with PDF_get_string( ).


Scope any except object
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Table 5.14 Keywords for PDF_info_textflow( )


keyword description


boundingbox Handle of the path containing the Textflow’s bounding box in user coordinates or -1 (0 in PHP). 
firstlinedist and lastlinedist will be taken into account.


boxlinecount Number of lines in the last fitbox


firstparalinecount Number of lines in the first paragraph of the fitbox


firstlinedist Distance between the first text baseline and the fictitious baseline above (if verticalalign=top 
this will be the upper border of the fitbox)


fittext String index for the text placed in the previous call to PDF_fit_textflow( ). This can be used to de-
termine the amount of text which could be placed in the fitbox. The string will be normalized as 
follows: encoding is UTF-16 in Unicode-capable languages or (EBCDIC-)UTF-8 otherwise, line 
breaks will be marked with U+000A, and horizontal tabs will be replaced with a space character 
U+0020.


fontscale Value of fontscale after the most recent call to PDF_fit_textflow( ) with fitmethod=auto


lastfont Handle of the font used in the last text line in the fitbox


lastfontsize Font size used in the last text line in the fitbox


lastmark Number of the last mark found in the processed part of the Textflow in the last fitbox (marks can 
be set with the mark option)


lastlinedist Distance between the last text baseline and the fictitious baseline below, assuming unmodified 
leading (if verticalalign=bottom this will be the lower border of the fitbox)


lastparalinecount Number of lines in the last paragraph of the fitbox


leading The current value of the leading option, as determined by the text and options within the Text-
flow


leftlinex1,
leftliney1


The x and y coordinates of the line with the leftmost start in the most recently filled fitbox, in cur-
rent user coordinates


maxlinelength Length of the longest text line in the most recently filled fitbox


maxliney1 The y coordinate of the baseline of the longest text line in the most recently filled fitbox, in cur-
rent user coordinates


minlinelength Length of the shortest text line in the most recently filled fitbox


minliney1 The y coordinate of the baseline of the shortest text line in the most recently filled fitbox, in cur-
rent user coordinates


returnreason String index for the return reason of the most recent direct or indirect call to PDF_fit_textflow( ). 
The retrieved return reason will be one of the return strings of PDF_fit_textflow( ). This is useful 
for querying the result of indirect Textflow calls issued internally by PDF_fill_textblock( ).


rightlinex1,
rightliney1


The x and y coordinates of the line with the rightmost end in the most recently filled fitbox, in 
current user coordinates


split Specifies whether word splitting occurred in the last fitbox:
0 No word had to be split.
1 At least one word had to be split.


textendx, textendy The x or y coordinate of the current text position after the most recently filled fitbox in current 
user coordinates


textheight Height of the bounding box of the whole text (taking firstlinedist and lastlinedist into ac-
count) in current user coordinates
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C++ Java C# void delete_textflow(int textflow)
Perl  PHP delete_textflow(int textflow)


C void PDF_delete_textflow(PDF *p, int textflow)


Delete a Textflow and all associated data structures.


textflow A Textflow handle returned by a call to PDF_create_textflow( ) or PDF_add_
textflow( ).


Details Textflows which have not been deleted with this function will be deleted automatically 
at the end of the enclosing document scope. However, failing to call PDF_delete_
textflow( ) may significantly slow down the application if many Textflows are generat-
ed.


Scope any


textwidth Width of the bounding box of the whole text in current user coordinates


used Percentage of text (0...100) which has been placed so far


x1, y1, ... , x4, y4 Coordinates of the bounding box of the whole text in current user coordinates. firstlinedist 
and lastlinedist will be taken into account.


1. If rotate is different from 0 this value refers to the rotated system.


Table 5.14 Keywords for PDF_info_textflow( )


keyword description
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5.3 Table Formatting
Cookbook A full code sample can be found in the Cookbook topic tables/starter_table.


C++ Java C# int add_table_cell(int table, int column, int row, string text, string optlist)
Perl  PHP int add_table_cell(int table, int column, int row, string text, string optlist)


C int PDF_add_table_cell(PDF *p,
int table, int column, int row, const char *text, int len, const char *optlist)


Add a cell to a new or existing table.


table A valid table handle retrieved with another call to PDF_add_table_cell( ), or -1 (in 
PHP: 0) to start a new table. The table handle must not yet have been used in a call to 
PDF_fit_table( ), i.e. all table contents must be defined before placing the table on the 
page.


column, row Number of the column and row containing the cell. If the cell spans mul-
tiple columns and/or rows the numbers of the leftmost column and the topmost row 
must be supplied. The first column/row has number 1.


text (Content string) Text for filling the cell. If text is not empty it will be used for fill-
ing the cell with PDF_fit_textline( ).


len (C language binding only) Length of text (in bytes). If len = 0 a null-terminated 
string must be provided.


optlist An option list specifying table cell formatting details:
> General option: errorpolicy (see Table 2.1)
> Column and row definition options according to Table 5.15.:


colwidth, colscalegroup, minrowheight, return, rowheight, rowjoingroup, rowscalegroup
> Cell property options according to Table 5.15:


avoidwordsplitting, colspan, margin, marginleft, marginbottom, marginright, margintop, 
rowspan


> Cell content formatting options according to Table 5.15.:
continuetextflow, repeatcontent


> Static cell contents according to Table 5.16:
fitgraphics, fitimage, fitpath, fitpdipage, fittextflow, fittextline, graphics, image, match-
box, path, pdipage, textflow


> Interactive cell contents according to Table 5.17 (only in page scope):
annotationtype, fieldname, fieldtype, fitannotation, fitfield


> Option for abbreviated structure element tagging according to Table 14.5: tag


Returns A table handle which can be used in subsequent table-related calls. If errorpolicy=return 
the caller must check for a return value of -1 (in PHP: 0) since it signals an error. In case 
of an error only the last cell definition will be discarded; no contents will be added to the 
table, but the table handle is still valid. The returned table handle can not be reused 
across multiple PDF output documents.


Details A table cell can be filled with images, graphics, imported PDF pages, path objects, form 
fields, annotations, Textflows, or Textlines. Multiple content types can be specified for a 
particular cell in a single function call.



http://www.pdflib.com/pdflib-cookbook/tables/starter-table





114 Chapter 5:  Text and Table Formatting


See the PDFlib Tutorial for a description of the table formatting algorithm and width 
and height calculations.


PDF/UA Vector graphics and raster images supplied with the path or image options must be 
tagged as Artifact or Figure with the tag option.


Scope any except object


Table 5.15 Formatting options for PDF_add_table_cell( )


option description


avoidword-
splitting


(Boolean; only relevant for Textflow cells) If true, the table formatter will check whether the Textflow re-
quires at least one forced word splitting when fitting the text into the table cell. If so, the cell width will 
be increased in an attempt to avoid word splittings. Default: true


checkword-
splitting


Deprecated, use avoidwordsplitting


colscale-
group1


(String) Name of a column group to which the column will be added. All columns in a group will be scaled 
uniformly if one of the columns in the group must be enlarged to completely hold long text. If a cell 
spans multiple columns the affected columns form a scale group automatically.


colspan (Integer) Number of columns spanned by the cell. Default: 1


colwidth1 (Float or percentage) Width of the column specified in the column parameter. The width can be specified 
in user coordinates2, or as a percentage of the width of the table’s first fitbox (see PDF_fit_table( )). User 
coordinates and percentages must not be mixed, i.e. either user coordinates or percentages must be used 
in all column width definitions of a table. The column width may be increased automatically if the col-
umn traverses cells containing text. Images, graphics and PDF pages in table cells don’t have any influ-
ence on column widths. Default: see option colwidthdefault of PDF_fit_table( )


continue-
textflow


(Boolean; only relevant for Textflows) If true the contents of the Textflow specified in the textflow op-
tion can be continued in another cell provided that the other cell is filled with the same Textflow handle 
and continuetextflow=true as well. The parts of the Textflow will be placed in the order in which the 
cells are added. PDFlib will not adjust the cell size to the whole Textflow, and the avoidwordsplitting 
option will be ignored. Therefore, a suitable cell size should be defined.
If false the Textflow will be started from the beginning. Default: false


margin
marginleft
marginbottom
marginright
margintop


(Float or percentage) Left/bottom/right/top cell margins in user coordinates (must be greater than or 
equal to 0) or as a percentage of the cell width or height (must be less than 100%). The specified margins 
define the inner cell box which serves as the fitbox for the cell contents. Default for margin: 0; Default for 
all others: margin


minrow-
height1


(Float or percentage) If a row cannot completely be placed in a table instance, this option specifies 
whether the row can be split and how small the fragments can get. The minimum fragment height can 
be specified in user coordinates or as a percentage of the row height. Default: 100%, i.e. no splitting


repeatcontent (Boolean) Specify whether the contents of a table cell will be repeated if a cell or row is split between sev-
eral table instances. Default: true
Splitting a cell: If the last rows spanned by a cell don’t fit into the fitbox, the cell will be split. Except for 
Textflows (which will not be repeated), the cell contents will be repeated in the next table instance if 
repeatcontent=true. Otherwise it will not be repeated.
Splitting a row: If the last body row doesn’t fit into the fitbox, it will usually not be split but will com-
pletely be placed in the next table instance. You can decrease the minrowheight value to split the last 
body row with the given percentage of contents in the first instance, and place the remaining parts of 
that row in the next instance. Except for Textflows (which will not be repeated), the cell contents will be 
repeated in the next table instance if repeatcontent=true. Otherwise it will not be repeated.
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return1 (String) PDF_fit_table( ) will stop after placing the specified row, and will return the specified string. The 
string must not start with an underscore character ’_’. If the specified row is part of a join group it must 
be the last row of the group; otherwise an error will occur.


rowheight1 (Float or percentage) Height of the row specified in the row parameter. The height can be specified in user 
coordinates2, or as a percentage of the height of the table’s first fitbox (see PDF_fit_table( )). User coordi-
nates and percentages must not be mixed, i.e. either user coordinates or percentages must be used in all 
row height definitions of a table. The row height may be increased automatically if the row traverses 
cells containing text. Images, graphics and PDF pages in table cells don’t have any influence on row 
heights. Default: see option rowheightdefault of PDF_fit_table( )


rowscale-
group1


(String) Name of a row group to which the row will be added. All rows in a group will be scaled uniformly 
if one of the rows in the group must be enlarged to completely hold long text. If a cell spans multiple 
rows the affected rows form a scale group automatically.


rowjoin-
group1


(String) Name of a row group to which the row will be added. All rows in the group will be kept together 
in a table instance. The rows in a group must be numbered consecutively. If a cell spans multiple rows the 
affected rows do not automatically form a join group.


rowspan (Integer) Number of rows spanned by the cell. Default: 1


1. The last specification of this option is dominant; earlier specifications for the same row or column will be ignored.
2. More precisely, the coordinate system which is in effect when PDF_fit_table( ) is called for placing the first table instance.


Table 5.16 Options for static cell contents in PDF_add_table_cell( ) and suboptions for the caption option of PDF_fit_
table( )


option description


fitgraphics (Option list; only relevant for graphics) Option list for PDF_fit_graphics( ). This option list will be applied 
to place the graphics supplied with the graphics option in the cell. The lower left corner of the fitbox will 
be used as reference point.
Default: fitmethod=meet position=center. This option list is prepended to the user-specified options.1


fitimage (Option list; only relevant for images and templates) Option list for PDF_fit_image( ). This option list will 
be applied to place the image or template supplied with the image option in the cell. The lower left corner 
of the fitbox will be used as the reference point.
Default: fitmethod=meet position=center. This option list is prepended to the user-specified options.1


fitpath (Option list; only relevant for path objects) Option list for PDF_draw_path( ). This option list will be ap-
plied to place the path object specified with the path option within its bounding box in the cell. The low-
er left corner of the fitbox will be used as reference point.
Default: fitmethod=meet position=center. This option list is prepended to the user-specified options.1


fitpdipage (Option list; only relevant for PDI pages; only if PDI is available) Option list for PDF_fit_pdi_page( ). This 
option list will applied to place the page supplied with the pdipage option in the cell. The lower left cor-
ner of the fitbox will be used as the reference point.
Default: fitmethod=meet position=center. This option list is prepended to the user-specified options.1


fittextflow (Option list; only relevant for Textflows) Option list for PDF_fit_textflow( ). This option list will be applied 
to place the Textflow supplied in the textflow option in the cell. The fitbox will be used as fitbox.
Default: verticalalign=center lastlinedist=descender. This option list will be prepended to the 
user-specified option list.


Table 5.15 Formatting options for PDF_add_table_cell( )


option description
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C++ Java C# String fit_table(int table, double llx, double lly, double urx, double ury, String optlist)
Perl  PHP string fit_table(int table, float llx, float lly, float urx, float ury, string optlist)


C const char *PDF_fit_table(PDF *p,
int table, double llx, double lly, double urx, double ury, const char *optlist)


Fully or partially place a table on the page.


table A valid table handle retrieved with a call to PDF_add_table_cell( ).


llx, lly, urx, ury Coordinates of the lower left and upper right corners of the target rect-
angle for the table instance (the fitbox) in user coordinates. The corners can also be 
specified in reverse order.


fittextline (Option list; only relevant for Textlines) Option list for PDF_fit_textline( ). This option list will be applied 
to fit the text supplied with the text parameter into the cell. The lower left corner of the fitbox will be 
used as the reference point. Options which have not been specified will be replaced with the respective 
defaults; the current text state is not taken into account.
Default: fitmethod=nofit position=center. This option list is prepended to the user-specified options.1


graphics (Graphics handle) The graphics associated with the handle will be placed in the fitbox.


image (Image handle) The image or template associated with the handle will be placed in the fitbox.


matchbox (Option list) Option list with matchbox details according to Table 6.4.


path (Path handle) The path object within its bounding box will be placed in the fitbox according to the 
fitpath option.


pdipage (Page handle) The imported PDF page associated with the handle will be placed in the fitbox.


text (Content string) Text to be placed with PDF_fit_textline( ) according to the option fittextline. In PDF_
add_table_cell( ) the value of this option can alternatively be provided via the function parameter text.


textflow (Textflow handle) The Textflow associated with the handle will be placed in the fitbox. The 
continuetextflow option controls the behavior for a Textflow handle which is used in multiple cells. The 
Textflow handle must not be used outside the table.


1. The box size is calculated automatically; any boxsize option in the supplied option list will be ignored.


Table 5.17 Options for interactive cell contents for PDF_add_table_cell( ) and suboptions for the caption option (only in 
page scope)


option description


annotation-
type


(String) Specifies the type of an annotation to be inserted in the table cell according to Table 12.2.


fieldname (Hypertext string) Form field name for fieldtype.


fieldtype (String) Specifies the type of a form field to be inserted in the table cell according to Table 12.4. Form field 
groups should be defined outside of tables.


fitannotation (Option list) Annotation options for annotationtype according to Table 12.3.


fitfield (Option list) Form field options for fieldtype according to Table 12.5.


Table 5.16 Options for static cell contents in PDF_add_table_cell( ) and suboptions for the caption option of PDF_fit_
table( )


option description
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optlist An option list specifying filling details according to Table 5.18. The following 
options can be used:


> General option: errorpolicy (see Table 2.1)
> Fitting options according to Table 6.1: fitmethod, position, showborder
> General table options:


blind, colwidthdefault, horshrinklimit, rewind, rowheightdefault, vertshrinklimit
> Table contents: header, footer
> Table decoration: fill, firstdraw, gstate, round, stroke
> Visualization aids for development and debugging: debugshow, showcells, showgrid
> Option for abbreviated structure element tagging according to Table 14.5 (only al-


lowed in page scope): tag. This option can be used to trigger automatic table tagging 
(see PDFlib Tutorial for details).


Returns A string which specifies the reason for returning from the function:
> _stop: all rows in the table have been processed.
> _boxfull: there are still rows to be placed, but not enough space is available in the ta-


ble’s fitbox; another call to PDF_fit_table( ) is required for processing the remaining 
rows.


> _error: an error occurred; call PDF_get_errmsg( ) to obtain details about the problem 
and set debugshow=true to visualize the problem.


> Any other string: the string supplied to the return option in a call to PDF_add_table_
cell( ).


The error behavior can be changed with the errorpolicy option.


Details Place the table on the page. The table cells must have been filled with prior calls to PDF_
add_table_cell( ). If the full table doesn’t fit in the fitbox, the first table instance will be 
placed; more table instances can be placed with subsequent calls to this function de-
pending on the return value. The contents of a table cell will be placed in the following 
order:


> Filling: the areas specified with the fill option will be filled in the following order: 
table, colother, colodd, coleven, col#, collast, rowother, rowodd, roweven, row#, rowlast, 
header, footer.


> Matchbox filling: areas which are defined by a matchbox definition.
> Contents: the specified cell contents will be placed in the following order: image, 


graphics, imported PDF page, graphics, path objects, Textflow, Textline, annotations, 
form fields.


> Matchbox ruling: areas which are defined by a matchbox definition.
> Ruling: the lines specified with the stroke option will be stroked according to the 


linecap and linejoin suboptions of the stroke option in the following order: other, 
horother, hor#, horlast, vertother, vert#, vertlast, frame (the order of horizontal and ver-
tical lines can be changed with the firstdraw option). Cells which span multiple rows 
or columns will not be intersected by strokes. Similarly, lines will not be stroked 
around cells with a matchbox which specifies border decoration (unless the match-
box uses the inner cell box). The table border lines vert0, hor0, vertN, and horN will be 
suppressed if frame is specified.


> Named matchboxes: these can be filled with other elements like annotations, form 
fields, images, graphics etc. outside of the table functions.


Automatic table tagging: the tag option can be used to trigger automatic table tagging 
(see PDFlib Tutorial).
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Scope Generally page, pattern, template, glyph; however, if the table contains form fields or 
annotations the respective scope of those table contents is dominant. For example, a 
table containing form fields or annotations cannot be placed on a template.


PDF/UA If automatic table tagging is active the table decoration (ruling and shading) is automat-
ically tagged as Artifact.


Table 5.18 Options for PDF_fit_table( )


option description


blind (Boolean) If true, all calculations will be performed, but no output will be created. The formatting results 
can be checked with PDF_info_table( ). Default: false


caption (Option list) Create a fit box for a caption relative to the calculated fit box and fill it with various content 
types. The following option can be supplied (default: no caption):
fitbox (List of four floats or percentages with absolute or relative coordinates; required) Coordinates 


of two diagonal box corners in user coordinates. If a value is a percentage or a relative value it 
indicates the offset from the corresponding corner {llx lly urx ury} of the table instance. 
Percentages corresponding to llx or urx are percentages of the table instance width, 
percentages corresponding to lly or ury are percentages of the table instance height. The 
fitbox is not automatically adjusted to the size of its contents. The specified matchbox will 
describe the fitbox; this can be used to draw the caption fitbox or to retrieve the matchbox 
with PDF_info_matchbox( ).
Examples for using the fitbox option:
Fit box at the top of the table instance with a height of 20: fitbox={0r 100% 0r 20r}
Fit box to the right of the table instance with width 20 and offset 20% from the bottom:
fitbox={100% 20% 20r 0r}


In addition, the following options are supported:
> Options for static cell contents according to Table 5.16: fitgraphics, fitimage, fitpath, fitpdipage, 
fittextflow, fittextline, graphics, image, matchbox, path, pdipage, text, textflow


> Options for interactive cell contents according to Table 5.17 (only in page scope):
annotationtype, fieldname, fieldtype, fitannotation, fitfield


> Option for abbreviated structure element tagging according to Table 14.5: tag. This can be used for in-
serting a parent element of the caption contents, or a grouping element as container for multiple ele-
ments which comprise the caption contents.


colwidth-
default


(Float or keyword; only relevant in the first call to PDF_fit_table( ) for a particular table) Default width 
for columns which do not contain any Textline nor Textflow and for which the colwidth option of PDF_
add_table_cell( ) was not specified. The default width can be specified as an absolute value or as a 
keyword. The value 0 (zero) is equivalent to the keyword distribute. The following keywords are 
supported (default: auto):
auto Columns with unspecified width which contain only Textline cells will have the width of the 


text. The remaining width of the fitbox will be distributed among all rows with Textflow or 
other cells. The table covers the full width of the fitbox.


distribute The width of the fitbox will be distributed equally among all columns with unspecified width 
and which don’t contain any Textline. The table covers the full width of the fitbox unless it 
contains only Textlines.


minimum Columns with unspecified width which contain only Textline cells will have the width of the 
text, i.e. the smallest possible width to hold the text.


In order to create columns with minimal width you can supply a small value (e.g. 1). The width of all col-
umns which contain Textline or Textflow cells will be adjusted automatically (see PDFlib Tutorial).


debugshow (Boolean) If true, all errors for tables which are too high or too wide, or where the cells get too small are 
suppressed and logged instead. The resulting table instance is created as a debugging aid although the 
table is damaged. Default: false
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fill (List of option lists) This option can be used to fill rows or columns with color (the matchbox option can be 
used to fill single cells with color, see Section 6.2, »Matchboxes«, page 131):
area (Keyword) Table area(s) to be filled:


col# column number # in the table
collast last column
coleven all columns with even numbers (according to col in PDF_add_table_cell( ))
colodd all columns with odd numbers
colother all unspecified columns
row# row number # in the table
rowlast last body row in the table instance
roweven all rows with even numbers (according to row in PDF_add_table_cell( ))
rowodd all rows with odd numbers
header all rows in the header group
footer all rows in the footer group
rowother all unspecified body rows
table complete table area (i.e. all rows in the table)


The following graphics appearance options according to Table 7.1 can also be used:
fillcolor, shading
Use fillcolor=none to suppress filling in a specified table area.
Examples:
fill all rows in the table with red: fill = { {area=table fillcolor=red} }
fill odd-numbered rows with green and even-numbered rows with red:
fill = { {area=rowodd fillcolor=green} {area=roweven fillcolor=red} }


firstdraw (Keyword) Specifies the order in which horizontal and vertical lines will be created (default: vertlines):
horlines Horizontal lines will be created first.
vertlines Vertical lines will be created first.


footer (Integer) Number of final (footer) rows in the table definition which will be repeated at the bottom of the 
table instance. Default: 0 (no footer rows)


gstate (Gstate handle) Handle for a graphics state retrieved with PDF_create_gstate( ). All table decorations will 
be subject to the supplied graphics state. The cell contents will not be affected. Default: no gstate (i.e. cur-
rent settings will be used).


header (Integer) Number of initial (header) rows in the table definition which will be repeated at the top of the 
table instance. Default: 0 (no header rows)


horshrinklimit (Float or percentage) Lower limit for the horizontal shrinking factor which will be used when the table is 
shrunk to fit in the table’s fitbox (if a percentage is supplied) or the absolute difference between the table 
width and the width of the fitbox (if a float is supplied). Default: 50%


rewind (Integer: -1, 0, or 1) The state of the table is reset to the state before some other call to PDF_fit_table( ) 
with the same table handle and then the table is placed as usual (default: 0):
1 Rewind to the state before the first call to PDF_fit_table( ).
0 Don’t reset the table.
-1 Rewind to the state before the previous call to PDF_fit_table( ) (the one before the current 


call)


round (Float) If this value is different from 0 the corners of the table rectangle for the fill and stroke options 
are rounded with a circular arc with the specified radius. If the radius is negative the arc segments are 
swept inwards. Default: 0, i.e. no rounding


Table 5.18 Options for PDF_fit_table( )


option description







120 Chapter 5:  Text and Table Formatting


rowheight-
default


(Float or keyword; only relevant in the first call to PDF_fit_table( ) for a particular table) Default height of 
rows for which the rowheight option of PDF_add_table_cell( ) was not specified. The default height can 
be specified as an absolute value or as a keyword. If a float value is specified it is used as default row 
height unless it is smaller than the textbox height. The value 0 (zero) is equivalent to the keyword 
distribute. The following keywords are supported (default: auto):
auto Rows which contain only Textline cells have a height of two times the height of the textbox. 


The remaining height of the fitbox is distributed among all rows with Textflow or other cells. 
The table covers the full height of the fitbox.


distribute The height of the fitbox is distributed equally among all rows with unspecified height. The 
table covers the full height of the fitbox.


minimum Rows with unspecified height which contain only Textline cells have the height of the textbox, 
i.e. the smallest possible height to hold the text. Use the boxsize or margin options to 
increase the height of Textline cells.


In order to create rows with minimal height you can supply a small positive value (e.g. 1). The height of 
all rows which contain Textline or Textflow cells will be adjusted automatically (see PDFlib Tutorial).


showcells (Boolean) If true, the border of each inner cell box will be stroked using the current graphics state. In 
page scope and if PDF/A is not active each cell is additionally decorated with an annotation with details 
describing the cell contents which may be helpful for analyzing table-related problems. Default: false


showgrid (Boolean) If true, the vertical and horizontal boundary of all columns and rows are stroked. Default: 
false


stroke (List of option lists) This option can be used to create stroked lines at the cell borders:
line (Keyword) Table line(s) to be stroked:


vert# vertical line at the right border of column number #; vert0 is the left table border
vertfirst first vertical line (equivalent to vert0)
vertlast last vertical line
vertother all unspecified vertical lines
hor# horizontal line at the bottom of row number # in the table; hor0 is the top border
horfirst first horizontal line in the table instance
horother all unspecified horizontal lines
horlast last horizontal line in the table instance
frame outer border of the table
other all unspecified lines


The following graphics appearance options according to Table 7.1 can also be used:
dasharray, dashphase, linecap, linejoin, linewidth, strokecolor
Use strokecolor=none or linewidth=0 to suppress stroking in a specified table area.
Examples:
stroke all lines with black and linewidth 1: stroke = {line=other}
stroke the outer border lines with linewidth 0.5: stroke = { {line=frame linewidth=0.5} }
stroke the outer border lines with linewidth 0.5, and all other lines with linewidth 0.1:
stroke = { {line=frame linewidth=0.5}  {line=other linewidth=0.1} }


vertshrink-
limit


(Float or percentage) The lower limit for the vertical shrinking factor which will be used when the table is 
shrunk to fit the table’s fitbox (if a percentage is supplied) or the absolute difference between the height 
of the table instance and the height of the fitbox (if a float is supplied). Default: 90%


Table 5.18 Options for PDF_fit_table( )


option description
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C++ Java C# double info_table(int table, String keyword)
Perl  PHP float info_table(int table, string keyword)


C double PDF_info_table(PDF *p, int table, const char *keyword)


Retrieve table information related to the most recently placed table instance.


table A valid table handle retrieved with a call to PDF_add_table_cell( ). The table han-
dle must already have been used in at least one call to PDF_fit_table( ) since the returned 
values are meaningful only after placing a table instance on the page.


keyword A keyword specifying the requested information:
> Keywords for querying the results of object fitting according to Table 6.3:


boundingbox, fitscalex, fitscaley, height, objectheight, objectwidth, width, x1, y1, x2, y2, x3, 
y3, x4, y4


> Additional keywords according to Table 5.19:
firstbodyrow, horboxgap, horshrinking, lastbodyrow, returnreason, rowcount, rowsplit, 
tableheight, tablewidth, vertboxgap, vertshrinking, xvertline#, yhorline#, 


Returns The value of some table parameter as requested by keyword. This function returns cor-
rect geometry information even in blind mode. If the requested keyword produces text, 
a string index is returned, and the corresponding string must be retrieved with PDF_
get_string( ).


Scope any except object


Table 5.19 Keywords for PDF_info_table( )


keyword description


firstbodyrow Number of the first body row in the most recently placed table instance


horboxgap Difference between the width of the table instance and the width of the fitbox. If the table had to be 
shrunk the value will specify the deviation from the width of the fitbox (i.e. a negative value).


horshrinking Horizontal shrinking factor as a percentage of the calculated table width. If the table had to be shrunk 
horizontally the value will specify the shrinking percentage, otherwise it will be 100.


lastbodyrow Number of the last body row in the most recently placed table instance


returnreason String index for the return reason


rowcount Number of rows in the most recently placed table instance (including headers and footers)


rowsplit 1 if the last row had to be split, 0 otherwise


tableheight
tablewidth


Width and height of the entire table


vertboxgap Difference between the height of the most recently generated table instance and the height of the fitbox. 
If the table had to be shrunk, the value will specify the deviation from the height of the fitbox (i.e. a neg-
ative value).


vert-
shrinking


Vertical shrinking factor as a percentage of the calculated table height. If the table had to be shrunk ver-
tically the value will specify the shrinking percentage, otherwise it will be 100.


xvertline# x coordinate of the vertical line with number #. xvertline0 is the left table border.


yhorline# y coordinate of the horizontal line with number #. yhorline0 is the top table border.







C++ Java C# void delete_table(int table, String optlist)
Perl  PHP delete_table(int table, string optlist)


C void PDF_delete_table(PDF *p, int table, const char *optlist)


Delete a table and all associated data structures.


table A valid table handle retrieved with a call to PDF_add_table_cell( ).


optlist An option list specifying cleanup options according to Table 5.20.


Details Tables which have not been deleted with this function will be deleted automatically at 
the end of the enclosing document scope.


Scope any


Table 5.20 Option for PDF_delete_table( )


option description


keephandles (Boolean) If false, all handles supplied to the textflow, image, graphics and pdipage options of PDF_
add_table_cell( ) will automatically be deleted. Default: false
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6 Object Fitting and Matchboxes


6.1 Object Fitting
PDFlib’s fitting algorithm places a rectangular graphical object relative to a point, a hor-
izontal or vertical line, or a rectangle. The fitting algorithm is implemented in several 
functions:


> PDF_fit_textline( ), PDF_info_textline( )
> PDF_fit_image( ), PDF_info_image( )
> PDF_fit_graphics( ), PDF_info_graphics( )
> PDF_fit_pdi_page( ), PDF_info_pdi_page( )
> PDF_draw_path( ), PDF_info_path( )
> PDF_add_table_cell( ) (via option lists for the fitgraphics, fitimage, fitpdipage, fitpath, 


fittextline options)
> PDF_fit_table( )
> PDF_fill_*block( )


Note Since the fitting options for Textflow are slightly different they are not described here, but in 
Section 5.2, »Multi-Line Text with Textflows«, page 96.


Table 6.1 lists fitting options which can be supplied to the fitting functions. Not all op-
tions are available for all functions, and the behavior of some options may slightly 
change depending on the function; see Table 6.1 for details. The following options form 
the group of fitting options:


alignchar, boxsize, dpi, fitmethod, margin, matchbox, minfontsize, orientate, position, 
refpoint, rotate, scale, stamp, showborder, shrinklimit


Object box. In all cases the fitting algorithm calculates the smallest enclosing rectan-
gle of the placed object. This rectangle is called the object box. It can be modified accord-
ing to the type of object:


> Textlines (PDF_fit/info_textline( ), single-line text Blocks, table cells): The width is the 
width of the text string (in horizontal writing mode) or the width of the widest glyph 
(in vertical writing mode). The default height of the text box is the capheight of the 
selected font. This can be changed with the boxheight suboption of the matchbox op-
tion. Character spacing will not be applied after the last glyph.


> Images and templates (PDF_fit/info_image( ), image Blocks, table cells): the suboption 
clipping of the matchbox option can be used to define some part of the object as object 
box. For TIFF and JPEG images with a clipping path the smallest enclosing rectangle 
with edges parallel to the coordinate axes will be used as object box if the suboption 
innerbox of the matchbox option is set. If the transform option of PDF_begin_template_
ext( ) has been supplied, the specified transformation is applied to the template. 


> Graphics (PDF_fit/info_graphics( )): the suboption clipping of the matchbox option can 
be used to define some part of the object as object box. The object box is defined by 
the width and height of the SVG graphics or by forcedwidth and forcedheight. If these 
values are 0 the following holds: if fitmethod is different from nofit or the fitbox is 
not defined, the size of the object box is defined by fallbackwidth and fallbackheight. If 
fitmethod=nofit and the fitbox is defined, the size of the object box is defined by the 
fitbox.
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> Imported PDF pages (PDF_fit/info_pdi_page( ), PDF Blocks, table cells): the options 
used in PDF_open_pdi_page( ) are honored. If cloneboxes=true the visible box is used 
(i.e. the CropBox if present, else the MediaBox). If the transform option of PDF_open_
pdi_page( ) has been supplied, the specified transformation is applied to the import-
ed page. The suboption clipping of the matchbox option can be used to define some 
part of the object as object box.


> Path objects (PDF_draw/info_path( ), table cells): the smallest rectangle with edges 
parallel to the coordinate axes which encloses the path will be used as object box. 
The object box will only be calculated if the boxsize and position options have values 
different from zero. The linewidth and miterlimit options will be ignored.


> Table instances (PDF_fit_table( )): the smallest rectangle with edges parallel to the co-
ordinate axes which encloses the table instance will be used as object box.


Reference point. The reference point is used as an anchor for placing the object box. It is 
defined as follows:


> In PDF_fit_*( ) and PDF_draw_path( ): the x and y function parameters;
> In PDF_info_*( ): the point (0, 0); PDF_info_path( ) additionally supports the refpoint op-


tion for specifying the reference point.
> PDF_add_table_cell( ), PDF_fit_table( ), and PDF_fill_*block( ): the lower left corner of the 


table cell, table instance, or PDFlib Block; PDF_fill_*block( ) additionally supports the 
refpoint option for specifying the reference point.


Fitbox and reference line segment. The rectangle in which the object box will be 
placed is called the fitbox. It has the reference point (x, y) as its lower left corner and its 
size is specified by the two values of the boxsize option:


lower left corner = (x, y)
upper right corner = (x + boxsize[0], y + boxsize[1]) (if topdown=false)
upper right corner = (x + boxsize[0], y - boxsize[1]) (if topdown=true)


In addition to the definition above the fitbox can be modified as follows:
> Textlines: the fitbox can be reduced with the margin option;
> table cells: the fitbox is defined by the inner cell box, i.e. the cell box as modified by 


the margin* options;
> table instances: the fitbox is defined by the llx/lly/urx/ury parameters;
> PDFlib Blocks: the fitbox is by default defined by the Block’s Rect property, but it can 


be modified with the refpoint and/or boxsize options.


In the last three cases above the fitbox is always available; otherwise it is only available 
if the boxsize option was specified with two values different from zero.


If boxsize[0]=0 the box degenerates to a vertical line. The fitting algorithm will place 
the object box relative to this line segment. Similarly, if boxsize[1]=0 the box will be 
placed relative to the resulting horizontal line segment. The vertical or horizontal line 
segment is called the reference line segment.


Placing the object box. The object box can be placed in different ways:
> If no fitbox is available the object will be placed relative to the reference point (not 


for table cells, table instances, and PDFlib Blocks): the lower left corner of the object 
box will coincide with the reference point. Using the position option other points 
within the object box can be selected. For example, position=center places the object 
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box’s center point at the reference point.
The option scale will be honored for images, graphics, templates, path objects, and 
imported PDF pages; the option dpi will be honored for images. The fitmethod option 
will be ignored in this case.
Path objects: if position={0 0} the bounding box will not be calculated and the origin 
of the path object will coincide with the reference point.


> Relative to a reference line segment (not for table cells, table instances, and PDFlib 
Blocks): this works similarly to placing an object relative to the reference point as de-
scribed above. In addition, the position option also defines a point on the line seg-
ment which will serve as reference point.


> Relative to the fitbox: The fitmethod option specifies whether and how the object box 
will be forced to fit into the fit box. If fitmethod=nofit nothing will be done to restrict 
the result to the fitbox. Other values of fitmethod define details of the fitting algo-
rithm according to Table 6.2.
In this case the options scale and dpi are ignored, and the options margin, shrinklimit, 
and showborder are honored.
The lower left corner of the object box will coincide with the lower left corner of the 
fitbox. Using the position option other points within the object box and simultane-
ously the corresponding point within the fitbox can be selected. For example, 
position=center places the object box’s center point at the center point of the fitbox.


Table 6.1 Fitting options for various functions


option description


align (List of two floats; only for path objects) The coordinates of a direction vector in user coordinates which 
defines the rotation of the path object. The x direction of the path object’s coordinate system will be 
aligned with the specified vector. The coordinates must not both be 0. The calculated rotation will be 
added to the rotation defined by the orientate option. Default: {1 0}, i.e. no additional rotation


alignchar (Unichar < 0xFFFF or keyword; only for Textlines) If the specified character is found in the text, its lower 
left corner will be aligned at the reference point. For horizontal text with orientate=north or south the 
first value supplied in the position option defines the position. For horizontal text with orientate=west 
or east the second value supplied in the position option defines the position.
If this option is present the formatted text may exceed beyond the fitbox. This option will be ignored if 
the specified alignment character is not present in the text. If the specified character cannot be found in 
the font or encoding, an exception will be thrown if glyphcheck=error. For other values of glyphcheck 
the alignchar option will silently be ignored if the character is not available.
The value 0 and the keyword none suppress alignment characters. The specified fitmethod will be ap-
plied, although the text cannot be placed within the fitbox because of the forced positioning of 
alignchar. Default: none


attachment-
point


(String; only for path objects) Name of the attachment point. The path object will be placed so that the 
specified attachment point coincides with the reference point. If fitmethod is different from nofit the 
object will first be placed in the fitbox according to the specified method. Default: origin of the path ob-
ject


blind (Boolean) If true, no output will be generated, but all calculations will be performed and the formatting 
results can be checked with the appropriate info function PDF_info_*( ). Default: false
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boxsize (List of two floats; not for tables) Width and height of the fitbox, relative to which the object (possibly ro-
tated according to the rotate option) will be placed. The lower left corner of the fitbox coincides with the 
reference point (x, y). Placing the object is controlled by the position and fitmethod options. If 
width=0, only the height is considered; If height=0, only the width is considered. In these cases the 
fitmethod option is ignored and the object will be placed relative to the vertical line from (x, y) to (x, 
y+height) (or (x, y-height) for topdown systems), or the horizontal line from (x, y) to (x+width, y), 
according to the position option.
Default for Blocks: width and height of the Block’s Rect property
Default for all other fitting functions: {0 0}


dpi (List of two floats or keywords; only for images) One or two values specifying the desired image resolu-
tion in pixels per inch in horizontal and vertical direction. This option does not change the number of pix-
els in the image (downsampling). If a single value is supplied it is used for both dimensions. With the val-
ue zero the image’s internal resolution is used if available, or 72 dpi otherwise. The keyword internal is 
equivalent to zero. The scaling resulting from this option is relative to the current user coordinate system; 
if the coordinate system has been scaled the resulting physical resolution is different from the supplied 
values. The scale option will be applied in addition to the dpi values.
If the fitmethod option has been supplied with one of the keywords auto, meet, slice, or entire, the dpi 
values specify only the image’s aspect ratio, but not its absolute size. Default: internal


fitmethod (Keyword) Method used to fit the object into the specified fitbox. See Table 6.2 for supported keywords. 
Keywords other than nofit are ignored if no fitbox has been specified.
Default: clip for Textflow and tables; meet for path objects and reference option; and nofit otherwise


margin (List of floats; only for Textlines) One or two float values describing additional horizontal and vertical re-
ductions of the fitbox. Default: 0


matchbox (Option list; not for path objects) Option list for creating a matchbox according to Table 6.4


minfontsize (Float or percentage; only for Textflow) Minimum allowed font size when text is scaled down to fit into 
the fitbox with fitmethod=auto when shrinklimit is exceeded. The limit is specified in user coordinates 
or as a percentage of the height of the fitbox. If the limit is reached the text will be created with the spec-
ified minfontsize as fontsize. Default: 0.1%


orientate (Keyword or float; not for tables) Specifies the desired orientation of the object relative to the current co-
ordinate system. Default: north.
Arbitrary rotation angles (in degrees) can be specified for path objects, but not other object types. The 
bounding box of the path object will be calculated after rotating the path object. All functions support 
the following keywords (corresponding equivalent angles are shown in parentheses):
north upright (0)
east pointing to the right (270)
south upside down (180)
west pointing to the left (90)


Table 6.1 Fitting options for various functions


option description
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position (List of floats or keywords) One or two values specifying the position of the object box relative to the ref-
erence point, the reference line segment, or the fitbox. The values specify a position within the object 
box. This position is defined horizontally as percentage of the box width (first value) and vertically as per-
centage of the box height (second value). This specified position coincides with the reference point, a 
point on the reference line segment or a point within the fitbox. Although the values designate percent-
ages, they must be specified without any percent sign. Negative values are allowed. If both values are 
equal, it is sufficient to specify a single value.
Default: {0 100} for tables, center for the reference option, otherwise {0 0}. Examples:
{0 0} The lower left corner of the object box coincides with the reference point, the start of the 


reference line segment, or the lower left corner of the fitbox.
{100 100} The upper right corner of the object box coincides with the reference point, the end of the 


reference line segment, or the upper right corner of the fitbox.
The keywords left, center, right (in x direction) or bottom, center, top (in y direction) can be used as 
equivalents for the values 0, 50, and 100. If only one keyword has been specified, the corresponding key-
word for the other direction will be added. Examples:
{left center}  or {0 50} left-aligned
{center}  or {50 50} centered
{right center}  or {100 50} right-aligned
Only for Textlines: the keyword auto can be used for the first value in the list. It indicates right if the 
writing direction of the text is from right to left (e.g. for Arabic and Hebrew text), and left otherwise


refpoint (List of floats; only for PDF_fill_*block( ) and PDF_info_path( )) Specifies the reference point in user coordi-
nates for fitting the block contents or path.
Default for PDF_fill_*block( ): lower left corner of the rectangle defined by the Block’s Rect property
Default for PDF_info_path( ): {0 0}


rotate (Float; not for tables and path objects) Rotate the coordinate system, using the reference point as center 
and the specified value as rotation angle in degrees. This results in the fitbox and the object being rotat-
ed. The rotation will be reset when the object has been placed. Default: 0
Textline in table cells: if the rotate option was specified with a value different from 0, the table engine 
attempts to fit the bounding box of the rotated text into the cell box according to the fitmethod and 
position options. If fitmethod is different from auto, the cell will be enlarged appropriately if necessary.


scale (List of floats; not for Textlines and Textflow) Scales the object in horizontal and vertical direction by the 
specified scaling factors (not percentages), using the reference point as center. If both factors are equal it 
is sufficient to specify a single value. Negative values result in mirroring. The absolute value of this option 
ignored if the fitmethod option has been supplied with one of the keywords auto, meet, slice, or 
entire. Default: {1 1}


stamp (Keyword; only for Textlines; will be ignored if boxsize is not specified) This option can be used to create 
a diagonal stamp of maximal size in the rectangle specified with the boxsize option. More specifically, 
the text will be placed diagonally in the fitbox. The size of the text box will be chosen so that it covers the 
fitbox as much as possible while preserving the aspect ratio of the text box (i.e. the text comprising the 
stamp will be as large as possible). The options fontsize, fitmethod, and position will be ignored. The 
options orientate=west and =east don’t make any sense (only north and south). Supported keywords 
(default: none):
ll2ur The stamp runs diagonally from the lower left corner to the upper right corner.
ul2lr The stamp runs diagonally from the upper left corner to the lower right corner.
none No stamp will be created.


Table 6.1 Fitting options for various functions


option description







128 Chapter 6:  Object Fitting and Matchboxes


showborder (Boolean) If true, the border of the fitbox will be stroked using the current graphics state. If a stamp is 
created, the bounding box of the stamp will also be stroked. This may be useful for development and de-
bugging. Default: false


shrinklimit (Float or percentage; only for Textlines) The lower limit of the shrinkage factor which will be applied to fit 
text with fitmethod=auto. Default: 0.75


Table 6.1 Fitting options for various functions


option description
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Table 6.2 Keywords for the fitmethod option of various functions; the illustrations demonstrate the typical effect of each 
keyword on a Textline, using the same value for the fontsize option in all examples.


keyword description


auto This method tries to fit the object box into the fitbox automatically:
If the object fits into the fitbox the behavior is identical to the nofit 
method, i.e. the object is placed without any scaling. If the object is larger 
than the fitbox the object is proportionally reduced in size as follows:
> Textlines: a scaling factor is calculated such that the text can be shrunk 


horizontally (distorted) to fit into the fitbox. If the calculated factor is 
smaller than the shrinklimit option, the meet method is applied by 
reducing the fontsize until the text can be fit or the fontsize 0.001 is 
reached.


> PDF_fit_table( ): If the table box is narrower than the fitbox it is en-
larged to the fitbox width. Otherwise the behavior is identical to the 
meet method.


> Other object types: the behavior is identical to the meet method.
In other words, with fitmethod=auto objects may be reduced in size, but never enlarged.


clip Position the object and graphically clip it at the edges of the fitbox.
PDF_fit_table( ): the calculated table box will be logically clipped at the 
bottom edge of the fitbox and can be continued in the next fitbox. Logical 
clipping is similar to PDF_fit_textflow( ), but not graphical clipping as in 
PDF_fit_image( ) etc. The table box will be placed inside the fitbox accord-
ing to the position option.


entire Scale the object box such that it entirely covers the fitbox. Generally this 
method will distort the object. The position option doesn’t have any ef-
fect.
PDF_fit_table( ): similar to clip. If the table box is smaller than the fitbox, the cells of the table box (but 
not their contents) will be enlarged uniformly until the table box entirely covers the fitbox.


meet Position the object according to the position option, and scale it such 
that it entirely fits into the fitbox while preserving its aspect ratio. Gener-
ally at least two edges of the object box meet the corresponding edges of 
the fitbox.
PDF_fit_table( ): similar to clip. If the table box is smaller than the fit-
box, the cells of the table box (but not their contents) are enlarged uniformly until the horizontal or ver-
tical table edge meets the fitbox.


nofit Position the object only. The scale option is applied to images and 
graphics, for images also the dpi option.
PDF_fit_table( ): The table will be calculated for a virtual fitbox with 
infinite height. The table box will be placed inside the fitbox according to 
the position option. The default sizes of columns and rows relate to the 
specified fitbox height. fitmethod=nofit is recommended to format the table in blind mode.


slice Position the object according to the position option, and scale it such 
that it entirely covers the fitbox, while preserving the aspect ratio and 
making sure that at least one dimension of the object is fully contained in 
the fitbox. Generally parts of the object’s other dimension will extend be-
yond the fitbox, and will therefore be clipped.
PDF_fit_table( ): similar to clip. If the table box is smaller than the fitbox the cells of the table box (but 
not their contents) will be enlarged uniformly until the fitbox is entirely covered by the table box while 
preserving its aspect ratio. The table box will be placed inside the fitbox according to the position op-
tion. The parts of the table box which exceed beyond the fitbox will be clipped graphically at the edges of 
the fitbox.


Kraxi Systems


Kraxi Systems


Kraxi Systems


Kraxi Sys


Kraxi Systems


Kraxi Systems


Kraxi Systems


Kraxi S
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Common keywords for querying the results of object fitting. The results of object fit-
ting can be queried without actually placing the object on the page. This can be used to 
make formatting decisions before actually creating page content. In order to query for-
matting results the fitting options for an object can be supplied to the respective PDF_
info_*( ) function. Table 6.3 lists keywords for querying fitting results. The fitting results 
for PDF_info_path( ) are expressed relative to the reference point.


Table 6.3 Common keywords for querying the results of object fitting with PDF_info_image( ), PDF_info_graphics( ), PDF_
info_path( ), PDF_info_pdi_page( ), PDF_info_table( ), PDF_info_textline( )


keyword description


boundingbox Path handle for the object’s bounding box


fitscalex, fitscaley Scaling factors which resulted from fitting the object to a box.


height Object height in user coordinates


objectheight, 
objectwidth


Raw size of the object after processing all options relevant for loading or creating the object. This 
size will be used by the fitting algorithm.


width Object width in user coordinates


x1, y1, x2, y2,
x3, y3, x4, y4


Position of the i-th rectangle corner (i=1, 2, 3, 4) of the object’s bounding box in user coordinates 
according to the supplied options.
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6.2 Matchboxes
Matchboxes are not defined with a dedicated API function, but with the matchbox op-
tion in the formatting function call which creates the corresponding element:


> Textlines with PDF_fit_textline( ), PDF_fill_textblock( ) with textflow=false: the match-
box describes the bounding box of the text line.


> Textflows with PDF_add/create_textflow( ), PDF_fit_textflow( ), PDF_fill_textblock( ) with 
textflow=true: the matchbox describes the bounding box of the generated text out-
put. Matchbox specifications in PDF_fill_textblock( ) cannot be used as start for inline 
text decorations, but only for creating a matchbox for the whole text.


> imported PDF pages with PDF_fit_pdi_page( ), PDF_fill_pdfblock( ): the matchbox de-
scribes the bounding box of the placed page.


> images and templates with PDF_fit_image( ), PDF_fill_imageblock( ): the matchbox de-
scribes the bounding box of the placed image or template.


> graphics with PDF_fit_graphics( ): the matchbox describes the bounding box of the 
placed graphics.


> table cells: PDF_add_table_cell( ): the matchbox describes the bounding box of the ta-
ble cell.


Matchboxes are defined with the matchbox option of these functions. It expects an op-
tion list which supports the following suboptions:


> Graphics appearance options according to Table 7.1:
borderwidth, dasharray, dashphase, fillcolor, gstate, linecap, linejoin, shading, strokecolor


> Matchbox controlling options according to Table 6.4;
> Option for abbreviated structure element tagging according to Table 14.5 (only al-


lowed in page scope): tag


A rectangle defined by a matchbox will be filled if the option(s) fillcolor or  shading are 
specified. The border of a matchbox will be stroked if the option  strokecolor is specified 
and option bordercolor has a value > 0.


Details of the rectangle(s) corresponding to a matchbox can be queried with PDF_
info_matchbox( ).


Table 6.4 Suboptions for the matchbox option of various functions


option description


boxheight (List with two elements, each being a positive float, a percentage of the fontsize, or a keyword; only for 
Textline and Textflow) Vertical extent of the text box. Two values can be specified numerically or via key-
words for the extent above and below the baseline:
none (no extent), xheight, descender, capheight, ascender, fontsize, leading, textrise
With Textflows the values corresponding to the text at the beginning of the matchbox will be used.
Default: {capheight none}


boxwidth (Float or percentage; only for Textflow) Width of the matchbox specified in user coordinates or as a per-
centage of the width of the fitbox. If this option is supplied, horizontal space of the specified width is in-
serted between the matchbox option and the next text fragment or the matchbox end specification. This 
may be useful to reserve space for inserting an image, template, or PDF page in the Textflow. Note that 
with alignment=justify the box width may be compressed the same way as text (see option shrink-
limit). Default: 0
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clipping (Rectangle or 4 percentages; only for images, graphics and imported PDF pages; will be ignored if the 
innerbox option has been specified) Coordinates of the lower left and upper right corner of a rectangle 
within the image, graphics or page specifying which part should be displayed. The specification depends 
on the type of object (default: {0% 0% 100% 100%}):
> For images the clipping rectangle can be specified in pixels or as a percentage of the width/height.
> For graphics the clipping rectangle can be specified in user coordinates or as a percentage of the width/


height of the graphics’ object box.
> For PDF pages the clipping rectangle can be specified in default units or as a percentage of the width/


height of the page’s crop box.


create-
wrapbox


(Boolean; only for Textflow) If true, the rectangle(s) comprising the matchbox will be inserted as wrap 
areas in the Textflow after they have been calculated. The subsequent lines after the lines containing the 
matchbox will be wrapped around the rectangle(s). Default: false


doubleadapt If true the start and end point of the second line will be adapted to the first line. Otherwise the second 
line will be shorter or longer by the amount of doubleoffset. Default: true


doubleoffset (Float) If different from 0 the lines around the border of the inner matchbox rectangle will be doubled. 
The second line has the specified offset from the original line. If the offset is positive the line will be 
drawn outside the matchbox rectangle, and inside if the offset is negative. Default: 0 (i.e. single line)


drawleft
drawbottom
drawright
drawtop


(Boolean) If true, the corresponding border of the rectangle will be drawn provided that the 
borderwidth is set to a value greater than 0. Default: true


end (Boolean; only for Textflow) Specifies the end of the matchbox. If true, all other suboptions for the cur-
rent matchbox definition will be ignored. Matchboxes in Textflows cannot be nested. The width of a Tex-
tflow matchbox is defined by the option boxwidth (if specified) and the extent of the text enclosed in the 
options matchbox and matchbox= end. If the end option has not been specified, the matchbox will end af-
ter the last character in the Textflow.


exceedlimit (Float or percentage; only for Textflow) Upper limit for the part of the matchbox which is allowed to ex-
ceed beyond the bottom or right edge of the fitbox, specified in user coordinates or as a percentage of the 
matchbox height. If the specified limit would be exceeded PDF_fit_textflow( ) will return _boxfull; the 
remaining text and the matchbox can be continued in the next fitbox. Default: 0, i.e. the matchbox must 
completely fit into the box.


innerbox (Boolean; only for table cells, and TIFF and JPEG images) Table cells: If true, the cell box will be reduced by 
the margins defined for the cell; otherwise the full cell box will be used.
TIFF and JPEG images: If true and the image contains a clipping path the bounding box of the clipping 
path will be used instead of the full image.
Default: false


margin (Float or percentage) Additional margin for the matchbox rectangle, specified in user coordinates (must 
be greater than or equal to 0) or as a percentage of the rectangle width or height (must be less than 
100%). This option will be ignored for an edge for which offset* has been supplied. Default: 0


name (Name string) Name of the matchbox. If the name has already been assigned to a matchbox, an addi-
tional rectangle for this matchbox will be created. This means that a matchbox may consist of more than 
one rectangle. The name can be used in PDF_info_matchbox( ). Various functions support the option 
usematchbox to reference one or more rectangles of a matchbox, e.g. to add an annotation with PDF_
create_annotation( ). Matchbox names can be used until the end of the current page. The name »*« (as-
terisk character) should not be used as matchbox name. Default: no name


Table 6.4 Suboptions for the matchbox option of various functions


option description
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C++ Java C# double info_matchbox(String boxname, int num, String keyword)
Perl  PHP float info_matchbox(string boxname, int num, string keyword)


C double PDF_info_matchbox(PDF *p, const char *boxname, int len, int num, const char *keyword)


Query information about a matchbox on the current page.


boxname (Name string) Name of a matchbox which has been created under this name 
on the current page. It must have been created with the name suboption of the 
matchbox option when the matchbox was defined. Alternatively, the name ’*’ (asterisk 
character) can be used to query information about all matchboxes on the page. An emp-
ty boxname can be used to query information about all matchbox rectangles on the cur-
rent page.


len (C language binding only) Length of name in bytes. If len = 0 a null-terminated 
string must be provided.


num Positive number of a matchbox or rectangle (the first has number 1).


keyword A keyword specifying the requested information according to Table 6.5.


Returns The value of some matchbox parameter as requested by keyword. If a matchbox with the 
specified name or a matchbox rectangle with the specified number does not exist, the 
return value is -1 (in PHP: 0) for the keywords boundingbox, name, and rectangle, and 0 
for all other keywords. If the requested keyword produces text, a string index is re-
turned, and the corresponding string must be retrieved with PDF_get_string( ).


Depending on the current scope, the function returns information about the match-
boxes on the current page, pattern, template, or glyph description.


Details Named matchboxes within a Textflow can only be queried after calling PDF_fit_
textflow( ). Matchboxes created in blind mode cannot be queried.


Rectangles for the keywords boundingbox, exists, height, name, rectangle, width, x1, 
y1,...,x4,y4 are selected as follows:


> If boxname contains the name of a matchbox: select the num-th rectangle of the spec-
ified named matchbox on the current page.


offsetleft 
offsetbottom
offsetright
offsettop


(Float or percentage) User-defined offset from the left/right/bottom/top edge of the calculated rectan-
gle and the desired box. The values are specified in user coordinates or as a percentage of the rectangle’s 
width (for offsetleft/offsetright) or height (for offsetbottom/offsettop). Negative values are al-
lowed, and can be used to extend the matchbox. Default of offsetleft/offsetbottom: margin; De-
fault of offsetright/offsettop: -margin


openrect (Boolean; only for Textflow and table cells) Textflow: If true and a matchbox rectangle has to be split 
(e.g. because of a font change or line break), the right border of the first rectangle and the left border of 
the second rectangle will not be drawn. Table cells: If true and a table row is split to the next table in-
stance the bottom border of the first part and the top border of the second part will not be drawn. De-
fault: false


round (Float) Adjacent lines of a matchbox rectangle will be joined with a circular arc with the specified radius 
and the line segments as tangents. If the specified radius is negative the arc segments will be swept in-
wards, and the tangents will be perpendicular to the line segments of the box. Default: 0 (no rounding)


Table 6.4 Suboptions for the matchbox option of various functions


option description
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> If boxname=*: select the first rectangle of the num-th named matchbox on the cur-
rent page.


> If boxname is empty: select the num-th rectangle created by a named matchbox on 
the current page.


Scope any except document and object


Table 6.5 Keywords for PDF_info_matchbox( )


keyword description


boundingbox Handle of a path object containing the bounding box of the selected rectangle in the current user coordi-
nate system or -1 (in PHP: 0) if the specified rectangle doesn’t exist. The bounding box is different from 
the rectangle if the matchbox was rotated.


count (The num parameter will be ignored)
If boxname contains the name of a matchbox: Number of rectangles for this matchbox
If boxname=*: number of matchboxes with at least one rectangle
If boxname is empty: total number of rectangles created by named matchboxes


exists 1 if the selected rectangle exists, 0 otherwise.


height1


1. This keyword will be ignored if boxname=*


Height of the selected rectangle in user coordinates


name String index for the name of the matchbox for which the selected rectangle was created. The corre-
sponding string can be retrieved via PDF_get_string( )


rectangle Handle of the path object containing the selected rectangle in user coordinates or -1 (in PHP: 0) if the 
rectangle couldn’t be found


width1 Width of the selected rectangle in user coordinates


x1, y1, ... ,
x4, y41


Position of the i-th corner (i=1, 2, 3, 4) of the selected rectangle in user coordinates. In the coordinate sys-
tem of the respective fit element (image, text, etc.), x1, y1 correspond to the lower left,  x2, y2 to the 
lower right, x3, y3 to the upper right and x4, y4 to the upper left corner.
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7 Graphics Functions
Cookbook A full code sample can be found in the Cookbook topic graphics/starter_graphics.


7.1 Graphics Appearance Options
Graphics appearance options. The graphics appearance options in Table 7.1 can be 
used with the following functions (note that not all functions support all options; see 
function descriptions for details):


> PDF_set_graphics_option( )
> PDF_create_gstate( ) (only flatness, linecap, linejoin, linewidth, miterlimit)
> PDF_add_path_point( ) and PDF_draw_path( )
> The fill option of PDF_fit_table( ) (only fillcolor, shading) and the


stroke option of PDF_fit_table( ) (only dasharray, dashphase, linecap, linejoin, linewidth, 
strokecolor)


> The matchbox option of various functions


Table 7.1 Graphics appearance options


option description


cliprule (Keyword) Clipping rule which determines the interior of areas for clipping; see fillrule for possible key-
words. Default: value of the fillrule option


borderwidth (Float; only for matchboxes) Line width for the rectangle’s border. If you set borderwidth to a value 
greater than 0 all rectangle borders will be stroked. To prevent the upper, lower, left, or right border from 
being stroked, set the corresponding drawtop, drawbottom, drawleft, or drawright option to false. De-
fault: 0


dasharray (List of two non-negative floats or keyword) List of 2-12 alternating values for the lengths of dashes and 
gaps for stroked paths (measured in the user coordinate system). The array values must not be negative. 
They will be cyclically reused until the complete path is stroked. The keyword none can be used to create 
solid lines. Default: none


dashphase (Float) Distance into the dash pattern at which to start the dash. Default: 0


fillcolor (Color) Fill color of the area. Default: generally {gray 0} (in PDF/A mode: {lab 0 0 0}), but none for 
matchboxes


fillrule (Keyword) Fill rule which determines the interior of areas for filling and clipping (default: winding):
winding Use the nonzero winding number rule. For sim-


ple shapes, the result of filling matches intui-
tive expectations. For shapes consisting of mul-
tiple paths the direction of the paths is 
relevant.


evenodd Use the even-odd rule, which yields the same 
results as winding for simple shapes, but 
produces different results for more complex 
shapes, especially self-intersecting paths.


flatness (Float > 0) A positive number which describes the maximum distance (in device pixels) between a circular 
arc or a curve and an approximation constructed from straight line segments. Default: 1



http://www.pdflib.com/pdflib-cookbook/graphics/starter-graphics
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gstate (Gstate handle) Handle for a graphics state retrieved with PDF_create_gstate( ). Default: no graphics 
state (i.e. current settings will be used)


initgraphics-
state


(Boolean; only for PDF_set_graphics_option( )) If true all graphics appearance options are initialized 
with the default values. The current clipping path is not affected. If false the current graphics state val-
ues are used. Default: false


linecap (Integer or keyword) Shape at the end of a path (default: projecting in PDF_fit_table( ), otherwise 
butt):


butt (Equivalent value: 0) Butt end caps: the stroke is squared off at the 
endpoint of the path.


round (Equivalent value: 1) Round end caps: a semicircular arc with a 
diameter equal to the line width is drawn around the endpoint 
and filled in.


projecting (Equivalent value: 2) Projecting square end caps: the stroke extends 
beyond the end of the line by a distance which is half the line width 
and is squared off.


linejoin (Integer or keyword) Shape at the corners of paths (default: miter):
miter (Equivalent value: 0) Miter joins: the outer edges of the strokes for the two seg-


ments are continued until they meet. If the extension projects too far, as deter-
mined by the miter limit, a bevel join is used instead.


round (Equivalent value: 1) Round joins: a circular arc with a diameter equal to the line 
width is drawn around the point where the segments meet and filled in, produc-
ing a rounded corner.


bevel (Equivalent value: 2) Bevel joins: the two path segments are drawn with butt end 
caps (see the discussion of linecap), and the resulting notch beyond the ends of 
the segments is filled in with a triangle.


linewidth (Float > 0) Line width. Default: 1


miterlimit (Float >= 1) Controls the spike produced by miter joins (default: 10; this cor-
responds to an angle of roughly 11.5 degrees)
If the linejoin style is set to 0 (miter join), two line segments joining at a 
small angle will result in a sharp spike. This spike will be replaced by a 
straight end (i.e. the miter join will be changed to a bevel join) when the ra-
tio of the miter length and the linewidth exceeds the miter limit.


shading (Option list according to Table 8.4; only for matchboxes and tables) Specify a shading for the matchbox’s 
rectangle(s) or table area The following options can be used: antialias, domain, end, endcolor, N, start, 
startcolor, type


strokecolor (Color) Stroke color of the path. Default: generally {gray 0} (in PDF/A mode: {lab 0 0 0}), but none for 
matchboxes


Table 7.1 Graphics appearance options


option description


Miter 
length 


Line width 
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C++ Java C# void set_graphics_option(String optlist)
Perl  PHP set_graphics_option(string optlist)


C void PDF_set_graphics_option(PDF *p, const char *optlist)


Set one or more graphics appearance options.


optlist An option list specifying graphics appearance options according to Table 7.1. 
The following options can be used:


cliprule, dasharray, dashphase, fillcolor, fillrule, flatness, gstate, initgraphicsstate, linecap, 
linejoin, linewidth, miterlimit, strokecolor


Details Graphics appearance options set the graphics state for the following groups of func-
tions:


> explicit drawing functions, e.g. PDF_stroke( ), PDF_fill( )
> implicit drawing functions, e.g. the showborder option of PDF_fit_textline( ), PDF_fit_


textflow( )
> text output created with simple text output functions if no color has been set with 


text options, e.g PDF_show( )


All graphics appearance options are reset to their default values at the beginning of a 
page, pattern, template, or glyph description, and retain their values until the end of 
the current page, pattern, template, or glyph scope. However, the graphics appearance op-
tions can also be reset with the initgraphicsstate option.


A subsequent call to PDF_setcolor( ) overrides the fillcolor and/or strokecolor values. A 
subsequent call to PDF_setlinewidth( ) overrides the linewidth value.


Scope page, pattern, template, glyph
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7.2 Graphics State


C++ Java C# void setlinewidth(double width)
Perl  PHP setlinewidth(float width)


C void PDF_setlinewidth(PDF *p, double width)


Set the current line width.


width The linewidth in units of the user coordinate system.


Details This function sets the line width in the graphics state (see PDF_set_graphics_option( )) as 
well as the stroke width in the text state (see PDF_set_text_option( )). The width is reset to 
the default value of 1 at the beginning of each page. 


Scope page, pattern, template, glyph


C++ Java C# void save( )
Perl  PHP save( )


C void PDF_save(PDF *p)


Save the current graphics state to a stack.


Details The graphics state contains options that control all types of graphics objects. Saving the 
graphics state is not required by PDF; it is only necessary if the application wishes to re-
turn to some specific graphics state later (e.g. a custom coordinate system) without set-
ting all relevant options explicitly again. The following items are subject to save/re-
store:


> graphics appearance options:
clipping path, coordinate system, current point, flatness tolerance, line cap style, 
dash pattern, line join style, line width, miter limit;


> color options: fill and stroke colors;
> graphics options which have been set with explicit graphics states in PDF_set_


gstate( );
> text position and the following text appearance options:


charspacing, decorationabove, fakebold, font, fontsize, horizscaling, italicangle, leading, 
strokewidth, textrendering, textrise, underlineposition, underlinewidth, wordspacing.


Pairs of PDF_save( ) and PDF_restore( ) may be nested. Although the PDF specification 
doesn’t limit the nesting level of save/restore pairs, applications should keep the nest-
ing level below 26 in order to avoid printing problems caused by restrictions in the Post-
Script output produced by PDF viewers, and to allow for additional save levels required 
by PDFlib internally.


Most text options are affected by save/restore; see list above. The following text 
options are not subject to save/restore: fillrule, kerning, underline, overline, strikeout.


Scope page, pattern, template, glyph; must always be paired with a matching PDF_restore( ) call. 
PDF_save( ) and PDF_restore( ) calls must be balanced on each page, pattern, template, 
and glyph description.
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C++ Java C# void restore( )
Perl  PHP restore( )


C void PDF_restore(PDF *p)


Restore the most recently saved graphics state from the stack.


Details The corresponding graphics state must have been saved on the same page, pattern, or 
template.


Scope page, pattern, template, glyph; must always be paired with a matching PDF_save( ) call. 
PDF_save( ) and PDF_restore( ) calls must be balanced on each page, pattern, template, 
and glyph description.


C++ Java C# int create_gstate(String optlist)
Perl  PHP int create_gstate(string optlist)


C int PDF_create_gstate(PDF *p, const char *optlist)


Create a graphics state object subject to various options.


optlist An options list with graphics state options:
> Graphics appearance options according to Table 7.1:


flatness, linecap, linejoin, linewidth, miterlimit
> Graphics state options according to Table 7.2:


alphaisshape, blendmode, opacityfill, opacitystroke, overprintfill, overprintmode, 
overprintstroke, renderingintent, smoothness, softmask, strokeadjust, textknockout


Returns A graphics state handle that can be used in subsequent calls to PDF_set_gstate( ) during 
the enclosing document scope.


Details The option list may contain any number of graphics state options.


Scope any except object


Table 7.2 Options for PDF_create_gstate( )


option description


alphaisshape (Boolean) Sources of alpha are treated as shape (true) or opacity (false). Default: false


blendmode (Keyword; in PDF/X-1/3 and PDF/A-1 only Normal is allowed) Blend mode for transparency opera-
tions (default: None):
Color, ColorDodge, ColorBurn, Darken, Difference, Exclusion, HardLight, Hue, Lighten, 
Luminosity, Multiply, None, Normal, Overlay, Saturation, Screen, SoftLight
See PDFlib Tutorial for descriptions of these blend modes and examples for their use.


opacityfill (Float or percentage; in PDF/A-1 and PDF/X-1/3 it must have the value 1) Opacity for fill operations 
in the range 0..1. The value 0 means fully transparent; 1 means fully opaque.


opacitystroke (Float or percentage; in PDF/A-1 and PDF/X-1/3 it must have the value 1) Opacity for stroke opera-
tions in the range 0..1. The value 0 means fully transparent; 1 means fully opaque.


overprintfill (Boolean) Overprint behavior for all non-stroking operations including image placement: if 
false, painting in any color space erases the corresponding areas of unspecified colorants; if true 
and the output device supports overprinting, previous markings in other colorants are left un-
changed. Default: false
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overprintmode (Integer) Overprint behavior of CMYK component values 0 if overprintfill or overprintstroke 
is true. The overprint mode affects only text and vector elements, but not images or shadings. Al-
lowed values (default: 0):
0 (Zero) Each color component replaces previously placed marks (»foreground color 


wins«).
1 A color component of 0 leaves the corresponding component of previously painted 


color unchanged (»foreground tint value 0 is ignored«). In other words, the value zero 
is treated as unspecified.


PDF/A-2/3: overprintmode=1 is not allowed if the current color space is ICC-based CMYK and 
overprintfill or overprintstroke is true.


overprintstroke (Boolean) Overprint for stroke operations: if false, painting in any color space erases the corre-
sponding areas of unspecified colorants; if true and the output device supports overprinting, pre-
vious markings in other colorants are left unchanged. Default: false


renderingintent (Keyword) Color rendering intent:
Auto, AbsoluteColorimetric, RelativeColorimetric, Saturation, Perceptual


smoothness (Float) Maximum error of a linear interpolation for a shading; must be >= 0 and <= 1


softmask (Option list or keyword) Current soft mask with mask shape or opacity values for transparent im-
aging. Supported options and keyword (default: none):
backdropcolor


(List with one, three, or four floats; only for type=luminosity) Color to be used as the 
backdrop against which to composite the transparency group template.  The color 
values are interpreted according to the colorspace suboption of the transparency-
group option used when creating the transparency group template (e.g. 3 for 
DeviceRGB). Default: black in the respective colorspace


none (Keyword) No soft mask at all; this is required to disable soft masks which may be in 
effect from a previously set graphics state.


template (Template handle; required) Transparency group template which has been created 
with PDF_begin_template_ext( ) and the transparencygroup option. If type= 
luminosity the template must have been created with the colorspace suboption 
and a value different from none.


type (Keyword; required) Method for deriving mask values from the transparency group 
template:
alpha The template’s alpha value defines the mask.
luminosity The template’s color is converted to a luminosity value (perceived gray lev-


el) which defines the mask: light areas of the template are transparent (i.e. 
drawn objects are visible); dark areas prevent objects from being visible.


strokeadjust (Boolean) Whether or not to apply automatic stroke adjustment. Default: false


textknockout (Boolean) With respect to compositing, glyphs in a text object will be treated as separate objects 
(false) or as a single object (true). Default: true


Table 7.2 Options for PDF_create_gstate( )


option description
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C++ Java C# void set_gstate(int gstate)
Perl  PHP set_gstate(int gstate)


C void PDF_set_gstate(PDF *p, int gstate)


Activate a graphics state object.


gstate A handle for a graphics state object retrieved with PDF_create_gstate( ).


Details All options contained in the graphics state object will be set. Graphics state options ac-
cumulate when this function is called multiply. Options which are not explicitly set in 
the graphics state object will keep their current values. All graphics state options will be 
reset to their default values at the beginning of a page.


Scope page, pattern, template, glyph
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7.3 Coordinate System Transformations
All transformation functions (PDF_translate( ), PDF_scale( ), PDF_rotate( ), PDF_align( ), 
PDF_skew( ), PDF_concat( ), PDF_setmatrix( ), and the initgraphicsstate option of PDF_set_
graphics_option( )) change the coordinate system used for drawing subsequent objects. 
They do not affect any existing objects on the page.


C++ Java C# void translate(double tx, double ty)
Perl  PHP translate(float tx, float ty)


C void PDF_translate(PDF *p, double tx, double ty)


Translate the origin of the coordinate system.


tx, ty The new origin of the coordinate system is the point (tx, ty), measured in the old 
coordinate system.


Scope page, pattern, template, glyph


C++ Java C# void scale(double sx, double sy)
Perl  PHP scale(float sx, float sy)


C void PDF_scale(PDF *p, double sx, double sy)


Scale the coordinate system.


sx, sy Scaling factors in x and y direction.


Details This function scales the coordinate system by sx and sy. It may also be used for achiev-
ing a reflection (mirroring) by using a negative scaling factor. One unit in the x direction 
in the new coordinate system equals sx units in the x direction in the old coordinate sys-
tem; analogous for y coordinates.


Scope page, pattern, template, glyph


Bindings COM: this function is also available under the name pscale to work around a bug in VB.


C++ Java C# void rotate(double phi)
Perl  PHP rotate(float phi)


C void PDF_rotate(PDF *p, double phi)


Rotate the coordinate system.


phi The rotation angle in degrees.


Details Angles are measured counterclockwise from the positive x axis of the current coordi-
nate system. The new coordinate axes result from rotating the old coordinate axes by 
phi degrees.


Scope page, pattern, template, glyph
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C++ Java C# void align(double dx, double dy)
Perl  PHP align(float dx, float dy)


C void PDF_align(PDF *p, double dx, double dy)


Align the coordinate system with a relative vector.


dx, dy Coordinates of a direction vector dx and dy must not both be 0.


Details Rotate the coordinate system such that the x axis of the new coordinate system is 
aligned with the vector (dx, dy), and the y axis is aligned with (-dy, dx). This is equivalent 
to PDF_rotate( ) with phi=180° / pi * atan2(dy/dx).


Scope page, pattern, template, glyph


C++ Java C# void skew(double alpha, double beta)
Perl  PHP skew(float alpha, float beta)


C void PDF_skew(PDF *p, double alpha, double beta)


Skew the coordinate system.


alpha, beta Skewing angles in x and y direction in degrees.


Details Skewing (or shearing) distorts the coordinate system by the given angles in x and y di-
rection. alpha is measured counterclockwise from the positive x axis of the current coor-
dinate system, beta is measured clockwise from the positive y axis. Both angles must 
not be odd multiples of 90˚.


Scope page, pattern, template, glyph


C++ Java C# void concat(double a, double b, double c, double d, double e, double f)
Perl  PHP concat(float a, float b, float c, float d, float e, float f)


C void PDF_concat(PDF *p, double a, double b, double c, double d, double e, double f)


Apply a transformation matrix to the current coordinate system.


a, b, c, d, e, f Elements of a transformation matrix. The six values make up a matrix in 
the same way as in PDF (see references). In order to avoid degenerate transformations, 
a*d must not be equal to b*c.


Details This function allows for the most general form of transformations. Unless you are fa-
miliar with the use of transformation matrices, the use of PDF_translate( ), PDF_scale( ), 
PDF_rotate( ), and PDF_skew( ) is suggested instead of this function. The coordinate sys-
tem is reset to the default coordinate system (i.e. the current transformation matrix is 
the identity matrix [1, 0, 0, 1, 0, 0]) at the beginning of each page.


Scope page, pattern, template, glyph
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C++ Java C# void setmatrix(double a, double b, double c, double d, double e, double f)
Perl  PHP setmatrix(float a, float b, float c, float d, float e, float f)


C void PDF_setmatrix(PDF *p, double a, double b, double c, double d, double e, double f)


Explicitly set the current transformation matrix.


a, b, c, d, e, f See PDF_concat( ).


Details This function is similar to PDF_concat( ). However, it disposes of the current transforma-
tion matrix, and replaces it with the new matrix.


Scope page, pattern, template, glyph
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7.4 Path Construction
Note Make sure to call one of the functions in Section 7.5, »Painting and Clipping«, page 149, after 


using the functions in this section, or the constructed path will have no effect, and subsequent 
operations may raise an exception.


PDF/UA Vector graphics must be tagged as Artifact or Figure with a call to PDF_begin_item( ).


C++ Java C# void moveto(double x, double y)
Perl  PHP moveto(float x, float y)


C void PDF_moveto(PDF *p, double x, double y)


Set the current point for graphics output.


x, y The coordinates of the new current point.


Details The current point is set to the default value of undefined at the beginning of each page. 
The current points for graphics and the current text position are maintained separately.


Scope page, pattern, template, glyph, path; this function starts path scope.


C++ Java C# void lineto(double x, double y)
Perl  PHP lineto(float x, float y)


C void PDF_lineto(PDF *p, double x, double y)


Draw a line from the current point to another point.


x, y The coordinates of the second endpoint of the line.


Details This function adds a straight line from the current point to (x, y) to the current path. The 
current point must be set before using this function. The point (x, y) becomes the new 
current point.


The line will be centered around the »ideal« line, i.e. half of the linewidth (as deter-
mined by the value of the linewidth option) will be painted on each side of the line con-
necting both endpoints. The behavior at the endpoints is determined by the linecap op-
tion.


Scope path


C++ Java C# void curveto(double x1, double y1, double x2, double y2, double x3, double y3)
Perl  PHP curveto(float x1, float y1, float x2, float y2, float x3, float y3)


C void PDF_curveto(PDF *p, double x1, double y1, double x2, double y2, double x3, double y3)


Draw a Bézier curve from the current point, using three more control points.


x1, y1, x2, y2, x3, y3 The coordinates of three control points.


Details A Bézier curve is added to the current path from the current point to (x3, y3), using (x1, y1) 
and (x2, y2) as control points. The current point must be set before using this function. 
The endpoint of the curve becomes the new current point.


Scope path
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C++ Java C# void circle(double x, double y, double r)
Perl  PHP circle(float x, float y, float r)


C void PDF_circle(PDF *p, double x, double y, double r)


Draw a circle.


x, y The coordinates of the center of the circle.


r The radius of the circle.


Details This function adds a circle to the current path as a complete subpath. The point (x + r, y) 
becomes the new current point. The resulting shape will be circular in user coordinates. 
If the coordinate system has been scaled differently in x and y directions, the resulting 
curve will be elliptical. The circle is created in counterclockwise direction.


Scope page, pattern, template, glyph, path; this function starts path scope.


Bindings COM: this function is also available under the name pcircle to work around a bug in VB 6.


C++ Java C# void arc(double x, double y, double r, double alpha, double beta)
Perl  PHP arc(float x, float y, float r, float alpha, float beta)


C void PDF_arc(PDF *p, double x, double y, double r, double alpha, double beta)


Draw a counterclockwise circular arc segment.


x, y The coordinates of the center of the circular arc segment.


r The radius of the circular arc segment. r must be nonnegative.


alpha, beta The start and end angles of the circular arc segment in degrees.


Details This function adds a counterclockwise circular arc segment to the current path, extend-
ing from alpha to beta degrees. For both PDF_arc( ) and PDF_arcn( ), angles are measured 
counterclockwise from the positive x axis of the current coordinate system. If there is a 
current point an additional straight line is drawn from the current point to the starting 
point of the arc. The endpoint of the arc becomes the new current point.


The arc segment will be circular in user coordinates. If the coordinate system has 
been scaled differently in x and y directions the resulting curve will be elliptical.


Scope page, pattern, template, glyph, path; this function starts path scope.


C++ Java C# void arcn(double x, double y, double r, double alpha, double beta)
Perl  PHP arcn(float x, float y, float r, float alpha, float beta)


C void PDF_arcn(PDF *p, double x, double y, double r, double alpha, double beta)


Draw a clockwise circular arc segment.


Details Except for the drawing direction, this function behave exactly like PDF_arc( ). In particu-
lar, the angles are still measured counterclockwise from the positive x axis.
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C++ Java C# void circular_arc(double x1, double y1, double x2, double y2)
Perl  PHP circular_arc(float x1, float y1, float x2, float y2)


C void PDF_circular_arc(PDF *p, double x1, double y1, double x2, double y2)


Draw a circular arc segment defined by three points.


x1, y1 The coordinates of an arbitrary point on the circular arc segment.


x2, y2 The coordinates of the end point of the circular arc segment.


Details This function adds a circular arc segment to the current path. The arc segment will start 
at the current point, pass through (x1, y1), and end at (x2, y2). The current point must be 
set before using this function. The endpoint of the curve becomes the new current 
point.


The arc segment will be circular in user coordinates. If the coordinate system has 
been scaled differently in x and y directions the resulting curve will be elliptical.


Scope path


C++ Java C# void ellipse(double x, double y, double rx, double ry)
Perl  PHP ellipse(float x, float y, double rx, double ry)


C void PDF_ellipse(PDF *p, double x, double y, double rx, double ry)


Draw an ellipse.


x, y The coordinates of the center of the ellipse.


rx, ry The x and y radii of the ellipse.


Details This function adds an ellipse to the current path as a complete subpath. The point 
(x + rx, y) becomes the new current point. The ellipse is created in counterclockwise di-
rection.


Scope page, pattern, template, glyph, path; this function starts path scope.


C++ Java C# void elliptical_arc(double x, double y, double rx, double ry, String optlist)
Perl  PHP elliptical_arc(float x, float y, double rx, double ry, string optlist)


C void PDF_elliptical_arc(PDF *p, double x, double y, double rx, double ry, const char *optlist)


Draw an elliptical arc segment from the current point.


x, y The coordinates of the end point of the elliptical arc segment.


rx, ry The x and y radii of the ellipse. At least one of these values must be larger than 
half the distance between the current point and (x, y).


optlist An option list specifying construction options for the elliptical arc according to 
Table 7.3.


Details This function adds an elliptical arc segment to the current path. The arc segment will 
start at the current point and end at (x, y). The current point must be set before using 
this function. The end point of the arc becomes the new current point. Two of the four 
possible arc segments represent an arc segment of ³ 180˚ (the small arc segments), while 
the other two represent an arc segment of ¹ 180˚ (the large arc segments).
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Scope page, pattern, template, glyph, path; this function starts path scope.


C++ Java C# void rect(double x, double y, double width, double height)
Perl  PHP rect(float x, float y, float width, float height)


C void PDF_rect(PDF *p, double x, double y, double width, double height)


Draw a rectangle.


x, y The coordinates of the lower left corner of the rectangle.


width, height The size of the rectangle.


Details This function adds a rectangle to the current path as a complete subpath. Setting the 
current point is not required before using this function. The point (x, y) becomes the 
new current point. The lines are centered around the »ideal« line, i.e. half of the line-
width (as determined by the value of the linewidth option) is painted on each side of the 
line connecting the respective endpoints. The rectangle is created in counterclockwise 
orientation. This function implicitly closes the path.


Scope page, pattern, template, glyph, path; this function starts path scope.


C++ Java C# void closepath( )
Perl  PHP closepath( )


C void PDF_closepath(PDF *p)


Close the current path.


Details This function closes the current subpath, i.e. adds a line from the current point to the 
starting point of the subpath.


Scope path


Table 7.3 Options for PDF_elliptical_arc( )


option description


clockwise (Boolean) If true one of the clockwise arc segments will be created; otherwise one of the counterclock-
wise arc segments will be created. Default: false


largearc (Boolean) If true one of the large arc segments will be created; otherwise one of the small arc segments 
will be created. Default: false


rectify (Boolean) If true radii which are too small will be modified so that the elliptical arc can be constructed; 
otherwise an exception will be thrown. Default: false


xrotate (Float) Rotation angle for the ellipse, i.e. the angle of the ellipse x axis relative to the current coordinate 
system x axis in degrees. The start and end point of the arc segment remain fixed. Default: 0
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7.5 Painting and Clipping
Note Most functions in this section clear the path, and leave the current point undefined. Subse-


quent drawing operations must therefore explicitly set the current point (e.g. using PDF_
moveto( )) after one of these functions has been called.


C++ Java C# void stroke( )
Perl  PHP stroke( )


C void PDF_stroke(PDF *p)


Stroke the path with the current line width and current stroke color, and clear it.


Scope path; this function terminates path scope.


C++ Java C# void closepath_stroke( )
Perl  PHP closepath_stroke( )


C void PDF_closepath_stroke(PDF *p)


Close the path, and stroke it.


Details This function closes the current subpath (adds a straight line segment from the current 
point to the starting point of the path), and strokes the complete current path with the 
current line width and the current stroke color.


Scope path; this function terminates path scope.


C++ Java C# void fill( )
Perl  PHP fill( )


C void PDF_fill(PDF *p)


Fill the interior of the path with the current fill color.


Details This function fills the interior of the current path with the current fill color. The interior 
of the path is determined by one of two algorithms (see the fillrule option). Open paths 
are implicitly closed before being filled.


Scope path; this function terminates path scope.


C++ Java C# void fill_stroke( )
Perl  PHP fill_stroke( )


C void PDF_fill_stroke(PDF *p)


Fill and stroke the path with the current fill and stroke color.


Scope path; this function terminates path scope.
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C++ Java C# void closepath_fill_stroke( )
Perl  PHP closepath_fill_stroke( )


C void PDF_closepath_fill_stroke(PDF *p)


Close the path, fill, and stroke it.


Details This function closes the current subpath (adds a straight line segment from the current 
point to the starting point of the path), and fills and strokes the complete current path.


Scope path; this function terminates path scope.


C++ Java C# void clip( )
Perl  PHP clip( )


C void PDF_clip(PDF *p)


Use the current path as clipping path, and terminate the path.


Details This function uses the intersection of the current path and the current clipping path as 
the clipping path for subsequent operations. The clipping path is set to the default val-
ue of the page size at the beginning of each page. The clipping path is subject to PDF_
save( )/PDF_restore( ). It can only be enlarged by means of PDF_save( )/PDF_restore( ). The 
clipping area is determined according to the algorithm selected with the cliprule option.


Scope path; this function terminates path scope.


C++ Java C# void endpath( )
Perl  PHP endpath( )


C void PDF_endpath(PDF *p)


End the current path without filling or stroking it.


Details This function doesn’t have any visible effect on the page. It generates an invisible path 
on the page.


Scope path; this function terminates path scope.
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7.6 Path Objects


C++ Java C# int add_path_point(int path, double x, double y, String type, String optlist)
Perl  PHP int add_path_point(int path, float x, float y, string type, string optlist)


C int PDF_add_path_point(PDF *p, int path, double x, double y, const char *type, const char *optlist)


Add a point or path to a new or existing path object.


path A valid path handle returned by another call to PDF_add_path_point( ) or -1 (in 
PHP: 0) to create a new path.


x, y Coordinates of the new current point. If polar=false the two numbers designate 
the cartesian coordinates (x, y) of the point. If polar=true the two numbers designate the 
radius r and angle phi (in degrees or radians depending on the option radians) of the 
point. This point will become the new current point for type=circle, circular, elliptical, 
ellipse, move, line, curve, rect.


type Specifies the type of the point according to Table 7.4.


Table 7.4 Types of points for PDF_add_path_point( )


type description


addpath Add the path definition specified in the svgpath option as a complete subpath, using (x, y) as origin.


circle Add a circle to the path as a complete subpath, using (x, y) as the center and radius for the size.1


1. A new point with type=move and the same coordinates and graphics appearance options is created automatically after the path.


circular Add a circular arc from the current point to (x, y) with the previously defined control point as third cir-
cular arc point which is required. If the new point is identical with the current point a circle with diameter 
between the current point and the control point will be created.2


2. Graphics appearance options and path operation options are not allowed for these types.


control Control point for a Bézier curve or a circular arc.2


curve Add a Bézier curve from the current point to the new point with the previously defined control points. At 
least one control point must be provided. If only one control point is available, it will be used as the sec-
ond control point for the curve, and the first control point will be constructed as the reflection of the sec-
ond control point at the endpoint of the previous Bézier curve.2


ellipse Add an ellipse to the path as a complete subpath, using (x, y) as the center and the values in the radius 
option for the size.1 The ellipse can be rotated with the xrotate option.


elliptical Add an elliptical arc from the current point to (x, y). The size and orientation of the ellipse are defined 
by the radius, xrotate, largearc, and clockwise options. If only a single value is provided as radius a 
circular arc will be created. In this case an appropriate circular arc point will be created automatically. If 
two values are provided in the radius option a set of Bézier curves will be created.2


line Add a line segment from the current point to (x, y).2


move Start a new subpath. Subpaths will be numbered consecutively (1, 2, ...). The first subpath starts at the or-
igin.


pathref Add a reference to the path specified in the path option as a complete subpath, using (x, y) as origin. 
Since the path is referenced (and not copied) subsequent changes to path will be reflected when drawing 
the path.


rect Add a rectangle to the path as a complete subpath, using (x, y) as the center of the rectangle and width 
and height for the size.1 The corners of the rectangle can be rounded before drawing with the round op-
tions. Alternatively, the corners can be rounded with elliptical arcs with the radius option.
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optlist An option list specifying path construction options:
> Path calculation and naming options for a point according to Table 7.5:


name, polar, radians, relative
> Path operation options according to Table 7.5:


close, fill, round, stroke
> Options for adding path definitions according to Table 7.5:


path, svgpath
> Options for constructing path elements according to Table 7.5:


clockwise, height, largearc, radius, rectify, width, xrotate
> Graphics appearance options according to Table 7.1 (only for type=addpath, circle, 


ellipse, move, rect, or pathref):
dasharray, dashphase, fillcolor, fillrule, flatness, gstate, linecap, linejoin, linewidth, 
miterlimit, strokecolor


Returns A path handle which can be used until it is deleted with PDF_delete_path( ).


Details A path object serves as a container for vector graphics. The path object can be populated 
with paths and subpaths incrementally, where new path elements can be created by 
specifying individual path nodes or by adding path definitions specified via a path han-
dle or an SVG path description. The generated path can later be used with PDF_draw_
path( ) and other functions.


A path object can hold any number of paths. Each path in turn may contain one or 
more subpaths which can be selected for drawing in the subpaths option of PDF_draw_
path( ). All paths will be closed, filled, stroked, and rounded separately according to the 
specified options.


An operation with any of the types addpath, circle, ellipse, move, rect, or pathref starts a 
new subpath. Graphics appearance options and path operation options (e.g. stroke, fill) 
can only be changed for type=addpath, circle, ellipse, move, rect, or pathref. In this situation 
a new path within the path object will be started automatically. Shapes of type circle, 
ellipse, elliptical, and rect are created in counterclockwise direction by default, but this 
can be changed with the option clockwise.


Scope any


Table 7.5 Options for PDF_add_path_point( )


option description


clockwise (Boolean; only for type=circle, ellipse, elliptical, rect) If true the shape is created in clockwise 
direction, otherwise counterclockwise. Default: false


close (Boolean; only for type=move) If true, the subpath will be closed with a straight line. Default: see foot-
note1


fill (Boolean; only for type=move) If true the subpath will be closed and filled. Default: see footnote1


height (Float; only for type=rect; required in this case) Height of the rectangle


largearc (Boolean; only for type=elliptical) If true one of the large elliptical arc segments will be created; oth-
erwise one of the small elliptical arc segments will be created. Default: false


name (String) Name of the point. Default: p<i> (e.g. p1) where i is the consecutive number of supplied points.


path (Path handle; only for type=pathref) The specified path will be added to the current path by reference. 
The coordinates of the added path refer to the current point as origin. Graphics appearance options and 
the name option will be ignored.







7.6  Path Objects 153


C++ Java C# void draw_path(int path, double x, double y, String optlist)
Perl  PHP draw_path(int path, float x, float y, string optlist)


C void PDF_draw_path(PDF *p, int path, double x, double y, const char *optlist)


Draw a path object.


path A valid path handle returned by a call to PDF_add_path_point( ) or another func-
tion which returns a path handle (e.g. PDF_info_image( ) with the boundingbox keyword).


x, y Coordinates of the reference point in user coordinates. The reference point is used 
by various options, and specifies the position of the origin of the path object in the cur-
rent user system. This implies a translation of the path object.
If the boxsize option is specified, (x, y) is the lower left corner of the fitbox (see Table 6.1) 
into which the path object will be fit.


polar (Boolean) If true, the (x, y) parameters are polar coordinates specifying radius r and angle phi, other-
wise Cartesian coordinates specifying x and y values. Default:false


radians (Boolean) If true, angles for polar coordinates are specified in radians, otherwise in degrees. Default: 
false


radius (One or two floats; required for type=circle, ellipse and elliptical; also allowed for type=rect) 
The first value specifies the radius of the circle or the x radius of the ellipse. The second float value, if pres-
ent, specifies the y radius of the ellipse. The first value will be used as default for the second value.
For type=rect the values specify the x and y radii of the elliptical arcs in the rectangle corners. The ellipti-
cal arcs will be created immediately. Default: 0


rectify (Boolean; only for type=ellipse and elliptical) If true radii which are too small will be modified so 
that the elliptical arc can be constructed; otherwise an exception will be thrown. Default: false


relative (Boolean) If true, (x, y) are relative to the current point, otherwise to the current origin. Default: see 
footnote1


round (Float; only for type=move) Adjacent line vertices in the subpath will be rounded in their joining point by 
a circular arc with the line segments as its tangents and with the specified radius. If the radius is negative 
the arc will be grooved so that the corners are circularly grooved. If close=true and no line from the last 
to the first point was explicitly specified, the first line and the closing line will also be rounded. If round=0 
no rounding will be done. The circular arcs will be created when the path is drawn. Default: see footnote1


stroke (Boolean; only for type=move) If true the subpath will be stroked. Default: see footnote1


svgpath (String; only for type=addpath) String containing a path description in SVG syntax according to 
www.w3.org/TR/SVG11/paths.html#PathData. The specified path will be added to the current path. The 
coordinates of the specified SVG path refer to the current point as origin. Graphics appearance options 
can be specified for the SVG path. The option rectify is taken into account for the inserted SVG path. If 
the path stems from an SVG file with a topdown coordinate system it must be mirrored (even if PDFlib 
operates in topdown mode). This can be achieved with the option scale={1 -1} in PDF_draw_path( )


width (Float; only for type=rect; required in this case) Width of the rectangle


xrotate (Float; only for type=ellipse and elliptical) Rotation angle for the ellipse in current units (see option 
radians), i.e. the angle of the ellipse x axis relative to the current coordinate system x axis in degrees. 
The start and end point of the arc segment remain fixed. This option will be ignored if only a single value 
was supplied as radius. Default: 0


1. The default is specified in PDF_draw_path( ), PDF_info_path( ), the textpath option of PDF_fit_textline( ), the wrap option of PDF_
fit_textflow( ), or the fitpath option of PDF_add_table_cell( ).


Table 7.5 Options for PDF_add_path_point( )


option description
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optlist An option list specifying path drawing options:
> Fitting options according to Table 6.1:


align, attachmentpoint, boxsize, fitmethod, orientate, position, scale
> Path operation and subpath selection options according to Table 7.6:


clip, close, fill, round, stroke, subpaths
> Options for modifying the bounding box according to Table 7.6:


bboxexpand, boundingbox
> Graphics appearance options for the fill and stroke options according to Table 7.1:


dasharray, dashphase, fillcolor, flatness, gstate, linecap, linejoin, linewidth, miterlimit, 
strokecolor


> Graphics appearance options according to Table 7.1 for the clip option according to 
Table 7.1: cliprule, fillrule


> Option for abbreviated structure element tagging according to Table 14.5 (only al-
lowed in page scope): tag


Details The path(s) will be placed at the reference point (x, y) and then be stroked, filled, or used 
as a clipping path according to the specified options. This function does not modify the 
current graphics state unless the clip option is used. The appearance and operation op-
tions override the default settings, but they do not override any appearance option 
which may have been specified for a subpath in PDF_add_path_point( ).


PDF/UA All path objects must be tagged as Artifact or Figure, either with the tag option or with a 
preceding call to PDF_begin_item( ).


Scope page, pattern, template, glyph


Table 7.6 Path operation options for PDF_draw_path( ) for controlling all subpaths in a path object


option description


bboxexpand (List of floats; will be ignored if the boundingbox option is specified) One or two floats which indicate the 
expansion of the automatically calculated bounding box (the smallest enclosing rectangle of the path 
object). Default: {0 0}


bounding-
box


(Rectangle) A rectangle in the coordinate system of the path object which will be used as bounding box 
for fitting the path object into the fitbox. Default: the smallest enclosing rectangle of the path object, 
possibly expanded according to the bboxexpand option


clip (Boolean) If true the path will be closed and used as clipping path. Default: false


close (Boolean) If true, each subpath will be closed with a straight line. Default: the value specified when the 
path was constructed, or false if no value was specified


fill (Boolean; overrides clip) If true each path will be filled. Default: the value specified when the path was 
constructed, or false if no value was specified


round (Float) For each subpath, adjacent line vertices will be rounded in their joining point by a circular arc 
with the line segments as its tangents and with the specified radius. If the radius is negative the arc will 
be grooved so that the corners are circular grooved. If close=true and no line from the last to the first 
point was explicitly specified, the first line and the closing line will also be rounded. If round=0 no round-
ing will be done. Default: the value specified when the path was constructed, or 0 if no value was speci-
fied


stroke (Boolean; overrides clip) If true the path will be stroked. Default: false


subpaths (List of integers or single keyword) List with the numbers of subpaths to be drawn; the first subpath has 
number 1. The keyword all specifies all subpaths. Default: all
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C++ Java C# double info_path(int path, String keyword, String optlist)
Perl  PHP float info_path(int path, string keyword, string optlist)


C double PDF_info_path(PDF *p, int path, const char *keyword, const char *optlist)


Query the results of drawing a path object without actually drawing it.


path A valid path handle returned by a call to PDF_add_path_point( ) or another func-
tion which returns a path handle (e.g. PDF_info_image( ) with the boundingbox keyword).


keyword A keyword specifying the requested information:
> Keywords for querying the results of object fitting according to Table 6.3:


boundingbox, fitscalex, fitscaley, height, objectheight, objectwidth, width, x1, y1, x2, y2, x3, 
y3, x4, y4


> Additional keywords according to Table 7.7:
bboxwidth, bboxheight, numpoints, px, py


optlist An option list specifying path drawing options:
> All options of PDF_draw_path( ) according to Table 7.6
> Additional fitting option according to Table 6.1: refpoint
> Additional option according to Table 7.8:name 


Returns The value of some path property as requested by keyword.


Details This function will perform the same calculations as PDF_add_path_point( ), but will not 
create any visible output on the page.


Scope any


Table 7.7 Keywords for PDF_info_path( )


keyword description


bboxwidth,
bboxheight


Width and height of the bounding box for the path


numpoints Number of supplied points. The option subpaths will be ignored.


px, py The x or y coordinate (in the user coordinate system) of the path point specified in the name op-
tion. The option subpaths will be ignored.


type Numerical indicator of the type of a point which has been specified with the option name. Path 
components of type elliptical, circle, and ellipse are already converted to Bézier curves, 
type rect is converted to lines:
0 move
1 line
2 control
3 curve
4 circular


Table 7.8 Options for PDF_info_path( )


option description


name Name of a path point for the keys px or py. A default name (e.g. p1) can be used even if an explicit name 
has been specified in PDF_add_path_point( ).
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C++ Java C# void delete_path(int path)
Perl  PHP delete_path(int path)


C void PDF_delete_path(PDF *p, int path)


Delete a path object.


path A valid path handle returned by a call to PDF_add_path_point( ) or another func-
tion which returns a path handle (e.g. PDF_info_image( ) with the boundingbox keyword).


Details Delete the path object and all associated internal data structures. Note that path objects 
will not automatically be deleted in PDF_end_document( ).


Scope any
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8 Color Functions


8.1 Setting Color
Cookbook A full code sample with all color spaces can be found in the Cookbook topic color/starter_


color.


Fill and stroke colors can be set with PDF_setcolor( ) as well as with the options fillcolor, 
strokecolor and others. Using options is recommended because this method is more gen-
eral. Section 1.1.4, »Color Data Type«, page 13, contains a discussion of color options.


C++ Java C# void setcolor(String fstype, String colorspace, double c1, double c2, double c3, double c4)
Perl  PHP setcolor(string fstype, string colorspace, float c1, float c2, float c3, float c4)


C void PDF_setcolor(PDF *p,
const char *fstype, const char *colorspace, double c1, double c2, double c3, double c4)


Set the current color space and color for the graphics and text state.


fstype One of fill, stroke, or fillstroke to specify that the color is set for filling, stroking, 
or both.


colorspace Specifies the color space to be used for the supplied color values or an RGB 
color value which is specified by name or hexadecimal values:


> First form: one of gray, rgb, cmyk, spot, devicen, pattern, iccbasedgray, iccbasedrgb, 
iccbasedcmyk, or lab to specify the color space.


> Second form: an RGB color name (e.g. pink) or a hash character followed by six hexa-
decimal digits (e.g. #FFC0CB). The parameters c1, c2, c3, and c4 are ignored in this case.


c1, c2, c3, c4 Color components for the chosen color space. The interpretation of these 
values depends on the colorspace parameter (see PDFlib Tutorial for a full discussion of 
color spaces and values):


> gray: c1 specifies a gray value;
> rgb: c1, c2, c3 specify red, green, and blue values.
> cmyk: c1, c2, c3, c4 specify cyan, magenta, yellow, and black values;
> iccbasedgray: c1 specifies a gray value;
> iccbasedrgb: c1, c2, c3 specify red, green, and blue values;
> iccbasedcmyk: c1, c2, c3, c4 specify cyan, magenta, yellow, and black values;
> spot: c1 specifies a spot color handle returned by PDF_makespotcolor( ), and c2 specifies 


a tint value between 0 and 1;
> devicen: c1 specifies a DeviceN color space handle returned by PDF_create_devicen( ); 


c2, c3, and c4 specify up to three tint values between 0 and 1. DeviceN colors with N>3 
cannot be specified with this function.


> lab: c1, c2, and c3 specify color values in the CIE L*a*b* color space. c1 specifies the L* 
(luminance) value in the range 0 to 100, and c2, c3 specify the a*, b* (chrominance) 
values in the range -128 to 127.


> pattern: c1 specifies a tiling pattern handle returned by PDF_begin_pattern_ext( ) or a 
shading pattern handle returned by PDF_shading_pattern( ). If a tiling pattern has 
been created with the option painttype=uncolored in PDF_begin_pattern_ext( ), the cur-



http://www.pdflib.com/pdflib-cookbook/color/starter-color

http://www.pdflib.com/pdflib-cookbook/color/starter-color
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rent fill or stroke color is applied when the pattern is used for filling or stroking. In 
this situation the current color space must not be another pattern color space.


Details All color values for the gray, rgb, and cmyk color spaces and the tint value for the spot col-
or space must be numbers in the inclusive range 0–1. Unused parameters should be set 
to 0. More information about color spaces and color values can be found in the PDFlib 
Tutorial.


The fill and stroke color values for the gray, rgb, and cmyk color spaces are set to a de-
fault value of black at the beginning of each page. There are no defaults for spot and pat-
tern colors.


If the iccbasedgray/rgb/cmyk color spaces are used, a suitable ICC profile must have 
been set before using one of the iccprofilegray/rgb/cmyk options.


This function is equivalent to PDF_set_text_option( ) and PDF_set_graphics_option( ) 
with the fillcolor and/or strokecolor options. PDF_setcolor( ) overrides the values of these 
options.


Colors in an iccbased color space and DeviceN colors with N>3 cannot be specified 
with this function, but only with color options.


PDF/A colorspace=gray requires an output intent (any type) or the defaultgray option.
colorspace=rgb requires an RGB output intent or the defaultrgb option.
colorspace=cmyk requires a CMYK output intent or the defaultcmyk option.


PDF/X PDF/X-1a: colorspace=rgb, iccbasedgray/rgb/cmyk, and lab are not allowed.
PDF/X-3: Using iccbasedgray/rgb/cmyk and lab color requires an ICC profile in the out-


put intent (a standard name is not sufficient in this case).
PDF/X-3/4/5p/5pg: colorspace=gray requires a grayscale or CMYK device output intent 


or the defaultgray option.
colorspace=rgb requires an RGB output intent or the defaultrgb option
colorspace=cmyk requires a CMYK output intent or the defaultcmyk option.


PDF/X-5n: colorspace=gray can only be used if the output intent contains the colorant 
Black or the defaultgray option has been set.


colorspace=rgb can only be used if the defaultrgb option has been set.
colorspace=cmyk can only be used if the output intent contains all of the colorants 


Cyan, Magenta, Yellow and Black or the defaultcmyk option has been set.


PDF/UA Information should not be conveyed by color or contrast alone.


Scope page, pattern (only if painttype=colored), template, glyph (only if the Type 3 font’s colorized 
option is true), document; a pattern color can not be used within its own definition. Set-
ting the color in document scope may be useful for defining spot colors with PDF_
makespotcolor( ).
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8.2 ICC Profiles


C++ Java C# int load_iccprofile(String profilename, String optlist)
Perl  PHP int load_iccprofile(string profilename, string optlist)


C int PDF_load_iccprofile(PDF *p, const char *profilename, int len, const char *optlist)


Search for an ICC profile and prepare it for later use.


profilename (Name string) The name of an ICCProfile resource, or a disk-based or virtu-
al file name.


len (C language binding only) Length of profilename (in bytes). If len = 0 a null-termi-
nated string must be provided.


optlist An option list describing aspects of profile handling:
> General option: errorpolicy (see Table 2.1)
> Profile handling options according to Table 8.1:


description, embedprofile, metadata, urls, usage


Returns A profile handle which can be used in subsequent calls to PDF_load_image( ) or for set-
ting profile-related options. If errorpolicy=return the caller must check for a return value 
of -1 (in PHP: 0) since it signals an error. The returned profile handle can not be reused 
across multiple PDF documents. Depending on the intended use, the loaded profile 


Table 8.1 Options for PDF_load_iccprofile( )


option description


description (String; only for usage=outputintent and non-standard output conditions) Human-readable description 
of the ICC profile which will be used along with the output intent.


embedprofile (Only relevant for usage=outputintent) Control embedding or attaching of the output intent ICC pro-
file:
PDF/X-1a/3: If true, embed the ICC profile even if a standard output intent for PDF/X-1a/3 has been sup-
plied as profilename. Default: false
PDF/X-5n: if true, attach the ICC profile to the document as embedded file stream. Default: true
PDF 2.0: If true, embed the ICC profile; otherwise an external reference is created. Default: true
PDF/X-4p, PDF/X-5pg: the option is forced to false, i.e. the profile is referenced externally.
All other cases including PDF/X-4 and PDF/X-5g: the option is forced to true, i.e. the profile is embedded.


metadata (Option list; ignored for usage=outputintent in PDF/X-4p and PDF/X-5pg/5n) Supply metadata for the 
profile (see Section 14.2, »XMP Metadata«, page 263)


urls (List of one or more strings; only for PDF/X-4p, PDF/X-5pg and PDF/X-5n, and required in these cases 
except for PDF/X-5n with embedprofile=true) A list of URLs which indicate where a referenced output 
intent ICC profile can be obtained. Sender and receiver should arrange reasonable URL entries. The strings 
can freely be chosen, but must contain valid URL syntax.


usage (Keyword) Intended use of the ICC profile. Supported keywords (default: iccbased):
iccbased The ICC profile will be used as ICC-based color space for text or graphics, will be applied to an 


image, used as default color space or as blending color space for a transparency group.
outputintent


The ICC profile specifies a PDF/A or PDF/X output intent.
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must adhere to certain requirements (see PDFlib Tutorial for details). If the function call 
fails you can request the reason of the failure with PDF_get_errmsg( ).


Details The named profile is searched according to the profile search strategy. Depending on 
the intended usage ICC profiles must satisfy the conditions listed in the PDFlib Tutorial. 
The sRGB profile is always available internally and must not be configured.


PDF/A The output intent can be set using this function or by copying an imported document’s 
output intent using PDF_process_pdi( ). If only device-independent colors are used in the 
document no output intent is required.


PDF/X The output intent must be set either using this function or by copying an imported doc-
ument’s output intent using PDF_process_pdi( ).


PDF/X-1/3: One of the following standard output condition names can be used with-
out embedding the corresponding ICC profile:


CGATS TR 001, CGATS TR 002, CGATS TR 003, CGATS TR 005, CGATS TR 006,
FOGRA30, FOGRA31, FOGRA32, FOGRA33, FOGRA34, FOGRA35, FOGRA36, FOGRA38, FOGRA39
FOGRA40, FOGRA41, FOGRA42, FOGRA43, FOGRA44, FOGRA45, FOGRA46, FOGRA47,
IFRA26, IFRA30,
EUROSB104, EUROSB204,
JC200103, JC200104, JCN2002, JCW2003


PDF/X-4: an output intent profile must be available when generating the PDF and will 
be embedded.


PDF/X-4/5: a CMYK output intent profile (i.e. loaded with usage=outputintent) cannot 
be used for an ICCBased color space (i.e. loaded with usage=iccbased) in the same docu-
ment. This requirement is mandated by the PDF/X standard, and applies only to CMYK 
profiles, but not to grayscale or RGB profiles. If you have a requirement to use the same 
CMYK ICC profile as in the output intent also as ICCBased color (e.g. for tagging an im-
age), you can simply omit the ICC profile since PDF/X implies that the output intent 
profile will be used anyway.


If one of the standard output intents listed above is to be used with PDF/X-4 or PDF/
X-5, the corresponding ICC profile must be configured with the ICCProfile resource.


PDF/X-4p/5pg/5n: The profile is not embedded, but a reference to an external profile 
is created. The profile must be available when generating the PDF, and it must also be 
available to the PDF consumer when viewing or printing the document.


PDF/X-5n: an n-colorant ICC profile (also called xCLR profile) must be supplied for 
usage=outputintent. The externally referenced output intent ICC profile can optionally 
be included in the document as attachment subject to the embedprofile option.


Scope If usage=outputintent the only allowed scope is document; the output intent should be 
set immediately after PDF_begin_document( ).


If usage=iccbased the following scopes are allowed: document, page, pattern, template, 
glyph.
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8.3 Spot Colors


C++ Java C# int makespotcolor(String spotname)
Perl  PHP int makespotcolor(string spotname)


C int PDF_makespotcolor(PDF *p, const char *spotname, int reserved)


Find a built-in spot color name, or make a named spot color from the current fill color.


spotname The name of a built-in spot color, or an arbitrary name for a custom spot 
color to be defined. This name is restricted to a maximum of 63 Unicode characters.


The special spot color name All can be used to apply color to all color separations, 
which may be useful for painting registration marks. The spot color name None produc-
es no visible output on any color separation. The colorant names Cyan, Magenta, Yellow 
and Black always refer to CMYK process colors.


reserved (C language binding only) Reserved, must be 0.


Returns A spot color handle which can be used in subsequent calls to PDF_setcolor( ) or the 
fillcolor and strokecolor options of PDF_set_graphics_option( ) and other functions. Spot 
color handles can be reused across all pages, but not across documents.


Details If spotname is known in the internal color tables of PANTONE and HKS colors, and the 
global spotcolorlookup option is true (which is default), the specified spot color name and 
corresponding internal Lab alternate color values are used. Otherwise the color values of 
the current fill color are used to define the appearance of a new spot color.


If spotname has already been used in a previous call to PDF_makespotcolor( ), the re-
turn value is the same as in the earlier call and does not use the current fill color as al-
ternate color.


This function can usually be avoided by supplying options of type Color directly. This 
way definition and use of a spot color can be achieved in a single option list without the 
need for passing spot color handles (see Table 1.2 for examples).


Table 8.2 lists relevant global options which affect the behavior of this function (see 
Section 2.3, »Global Options«, page 25).


PDF/X PDF/X-1a: Pantone colors are not supported.


Scope page, pattern, template, glyph, document; the current fill color must not be a spot color, 
DeviceN color, or pattern if a custom spot color is defined.


Table 8.2 Spot color related global options for PDF_set_option( )


option description


preserveold-
pantonenames


(Boolean; deprecated) If false, old-style Pantone spot color names with the suffixes CV, CVV, CVU, 
CVC and CVP are converted to the corresponding new color names, otherwise they are preserved. 
Default: false


spotcolorlookup (Boolean) If false, PDFlib does not use its internal database of spot color names. This can be used 
to provide custom definitions of known spot colors, which may be required as a workaround to 
match the definitions used by other applications. This feature should be used with care and is not 
recommended. Default: true
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8.4 DeviceN Colors


C++ Java C# int create_devicen(String optlist)
Perl  PHP int create_devicen(string optlist)


C int PDF_create_devicen(PDF *p, const char *optlist)


Create a DeviceN color space with an arbitrary number of color components.


optlist Option list specifying DeviceN color creation options
> General option: errorpolicy (see Table 2.1)
> DeviceN options according to Table 8.1: alternate, names, process, subtype, transform


Returns A DeviceN color space handle which can be used with the fillcolor and strokecolor options 
of PDF_set_graphics_option( ) and other functions. The DeviceN color space handle can be 
used until the end of the enclosing document scope.


By default, this function thrown an exception in case of an error. However, this be-
havior can be changed to an error return value of -1 (in PHP: 0) with the errorpolicy op-
tion.


PDF/A PDF/A-1/2/3: The color space supplied in the alternate option must adhere to the follow-
ing restrictions:


alternate=devicegray requires a grayscale, RGB or CMYK output intent or the 
defaultgray option.


alternate=devicergb requires an RGB output intent or the defaultrgb option.
alternate=devicecmyk requires a CMYK output intent or the defaultcmyk option.
PDF/A-2/3: PDF_makespotcolor( ) must be called before PDF_create_devicen( ) for all 


custom spot colors used in the DeviceN color space.


PDF/X The color space supplied in the alternate option must adhere to the following restric-
tions:
PDF/X-1a: Only alternate=devicecmyk or devicegray are allowed.
PDF/X-3: alternate=iccbased and lab require a grayscale, RGB or CMYK output intent.
PDF/X-3/4/5: alternate=devicegray requires a grayscale or CMYK output intent or the 
defaultgray option.


alternate=devicergb requires an RGB output intent or the defaultrgb option.
alternate=devicecmyk requires a CMYK output intent or the defaultcmyk option.
PDF/X-4 and PDF/X-5g/pg: the colorspace suboption of the process option must match 


the PDF/X output intent.
PDF/X-4/5: PDF_makespotcolor( ) must be called before PDF_create_devicen( ) for all 


custom spot colors used in the DeviceN color space. In PDF/X-5n spot colors found in 
the colorant list of the output intent are excluded from this requirement.


PDF/X-5n: The options subtype=nchannel and process are not allowed.


Scope any except object
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Table 8.3 Options for PDF_create_devicen( )


option description


alternate (Keyword or option list; restrictions apply to PDF/A and PDF/X; required) Alternate color space for the De-
viceN color space. The following keywords can be supplied: devicegray, devicergb, devicecmyk, lab. Al-
ternatively, an option list with the following suboption can be supplied:
iccbased (Keyword or ICC profile handle) ICC profile specified by a handle or the keyword srgb. The ICC 


profile must have been loaded with usage=iccbased.


names (List of name strings; required) List containing up to 32 colorant names (PDF 1.4: up to 8 colorant names). 
All names must be different from each other except None which may appear more than once. The colo-
rant name All is not allowed. The colorant names Cyan, Magenta, Yellow and Black always refer to 
CMYK process colors.
If subtype=nchannel the colorant name None is not allowed and the names of all spot colors used in the 
DeviceN color space must be known to PDFlib, i.e. they must be included in the internal spot color data-
base or PDF_makespotcolor( ) must have been called earlier.


process (Option list; PDF 1.6 or above; required if subtype=nchannel and the names option includes one or more 
process colors; not allowed for PDF/X-5n). Supported suboptions:
colorspace (Keyword; required) Process color space: devicegray, devicergb, or devicecmyk. PDF/X-4 


and PDF/X-5g/pg: the color space must match the PDF/X output intent.
components


(List of strings; required) Names of all components of the process color space specified in the 
colorspace suboption. The list of component names must not include the component name 
None or built-in or custom spot color names. If the names option includes one or more process 
colors these must match the names supplied here, but the names may differ from the usual 
names (e.g. Process Cyan may be used instead of Cyan for colorspace=devicecmyk)


subtype (Keyword; PDF 1.6) Preferred treatment of the colorspace (default: devicen):
devicen The color space is treated as plain DeviceN color space.
nchannel (Not allowed for PDF/X-5n) The color space is treated as NChannel color space. In this case the 


names option is subject to certain restrictions.


transform (String; required) PostScript code for the transform function of the DeviceN color space. The transform 
function must convert N tint values in the range 0..1 to values in the alternate color space. The number of 
output values must correspond to the number of components of the alternate color space. Since the Post-
Script code must be enclosed with brace characters { and }, and the option list string also requires sur-
rounding brace characters if it contains whitespace, the option value generally is enclosed by two pairs of 
brace characters.
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8.5 Shadings and Shading Patterns


C++ Java C# int shading(String type, double x0, double y0, double x1, double y1,
double c1, double c2, double c3, double c4, String optlist)


Perl  PHP int shading(string type, float x0, float y0, float x1, float y1,
float c1, float c2, float c3, float c4, string optlist)


C int PDF_shading(PDF *p, const char *type, double x0, double y0, double x1, double y1,
double c1, double c2, double c3, double c4, const char *optlist)


Define a color shading (color gradient) between two or more colors.


type The type of the shading; must be axial for linear shadings or radial for circle-like 
shadings.


x0, y0 Starting point (for type=axial), or center of the starting circle (for type=radial). 
The values are interpreted in user coordinates.


x1, y1 Ending point (for type=axial), or center of the ending circle (for type=radial). The 
values are interpreted in user coordinates.


c1, c2, c3, c4 Color values of the shading’s end color, interpreted in the color space of 
the shading’s start color. If the current fill color space is a spot color space c1 is ignored, 
and c2 contains the tint value. The parameters c1, c2, c3, and c4 are ignored if the endcolor 
or stopcolors option is supplied. Also, they cannot be used for shadings in a DeviceN col-
or space with N>4.


optlist Option list describing aspects of the shading according to Table 8.4. The follow-
ing options can be used:
antialias, boundingbox, end, endcolor, extend0, extend1, N, r0, r1, startcolor, stopcolors, type


Returns A shading handle that can be used in subsequent calls to PDF_shading_pattern( ) and 
PDF_shfill( ) during the enclosing document scope.


Details This function creates a shading between the colors supplied in the startcolor and 
endcolor options. If the option stopcolors is supplied, a shading is created between all en-
tries in the specified color list. All colors must be from the same color space and must 
not use pattern color space. If different spot colors are used all of the following condi-
tions must be satisfied:


> all stop colors are either spot colors known to PDFlib internally, custom spot colors 
with Lab alternate values, or direct Lab colors; if a direct Lab color is supplied PDFlib 
creates an artificial spot color from it.


> the number of different spot colors in the list of stop colors does not exceed 19 (8 for 
PDF 1.4);


> all spot color names are different from All.


If the spot colors supplied as stop colors violate one of the conditions above an excep-
tion is thrown.


As an alternative to the startcolor option the current fill color can be used. As an alter-
native to the endcolor option the values c1, c2, c3, and c4 can be used. As an alternative to 
the combination of the startcolor and endcolor options the option stopcolors can be used. 
In this case at least two colors must be specified.
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Scope any except object


Table 8.4 Options for PDF_shading( ) and suboptions for the shading graphics appearance option


option description


antialias (Boolean) Specifies whether to activate antialiasing for the shading. Default: false


boundingbox (Rectangle) A rectangle defining the shading’s bounding box in user coordinates. The bounding box will 
be applied as a temporary clipping path when the shading is painted (in addition to the current clipping 
path which may be in effect). This option may be useful to clip the shading without applying PDF_clip( ). 
Default for PDF_shading( ): no clipping
Default for the shading graphics appearance option: the matchbox or table cell rectangle


end (List of 2 floats or percentages; not for PDF_shading( )) Coordinates of the ending point (for type=axial) 
or a point on the ending circle (for type=radial), specified as percentages of the rectangle’s width and 
height or in user coordinate. Default: {100% 100%}


endcolor (Color; ignored if stopcolors is supplied; one of the options endcolor and stopcolors is required for the 
shading graphics appearance option) The shading’s end color. Default for PDF_shading( ): the last color 
provided in the stopcolors option if specified, otherwise the values supplied in the parameters c1, c2, c3, 
and c4


extend0 (Boolean) Specifies whether to extend the shading beyond the starting point or circle. Default: false


extend1 (Boolean) Specifies whether to extend the shading beyond the ending point or circle. Default: false


N (Positive Float) Exponent for the color transition function. Default: 1


r0 (Float; only for type=radial) Radius of the starting circle in user coordinates. Default: 0


r1 (Float; only for type=radial) Radius of the ending circle in user coordinates. Default for PDF_shading( ): 
0. Default for the shading graphics appearance option: distance between start and end


start (List of 2 floats or percentages; not for PDF_shading( )) Coordinates of the starting point (type=axial) or 
the center of the starting circle (type=radial), specified as percentages of the rectangle’s width and 
height or in user coordinates. Default: {0% 0%}


startcolor (Color; ignored if stopcolors is supplied) The shading’s start color. Default: the first color provided in the 
stopcolors option if specified, otherwise the color specified in the option fillcolor for the matchbox or 
table cell


stopcolors (List of pairs; one of the options endcolor and stopcolors is required for the shading graphics appear-
ance option) List of two or more colors for the shading. Each pair contains a float value or a percentage 
for the position of an intermediate shading color in the inclusive interval 0...1 and the corresponding col-
or value. All color values must use the same color space except for spot colors with Lab alternate colors as 
described in the Details section above. The positions must be sorted in ascending order, but adjacent po-
sition values may be identical. If no value for position 0 is present the first list entry is used; if no value for 
position 1 is present the last list entry is used. If this option is supplied the options startcolor and 
endcolor, the parameters c1,...,c4 and the current fill color are ignored. Examples:
stopcolors={0 red 0.4 magenta 0.75 green 1 black} 


stopcolors={0% {cmyk 1 0 0 0} 33% {cmyk 0 0.4 0.3 0}} 100% {cmyk 0 0 0.2 0.8}}


stopcolors={0% {spotname {PANTONE 123 U} 1} 100% {spotname {PANTONE 289 U} 1} }


type (Keyword) Shading type: axial for a linear shading or radial for a circle-like shading. Default: value of 
the parameter type if present (only for PDF_shading( )), otherwise: axial
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C++ Java C# int shading_pattern(int shading, String optlist)
Perl  PHP int shading_pattern(int shading, string optlist)


C int PDF_shading_pattern(PDF *p, int shading, const char *optlist)


Define a shading pattern using a shading object.


shading Shading handle returned by PDF_shading( ).


optlist Option list describing details of the shading pattern:
> Graphics appearance option according to Table 7.1: gstate
> Transformation option according to Table 8.5: transform


Returns A pattern handle that can be used in subsequent calls to PDF_setcolor( ) and for the op-
tions fillcolor and strokecolor during the enclosing document scope.


Details The following steps are required to apply a shading to an object:
> A shading handle must be retrieved using PDF_shading( ).
> A shading pattern must be defined based on this shading using PDF_shading_


pattern( ).
> The pattern handle can be supplied to PDF_setcolor( ) or the options fillcolor and 


strokecolor to set the current color to the shading pattern.


Scope any except object


C++ Java C# void shfill(int shading)
Perl  PHP shfill(int shading)


C void PDF_shfill(PDF *p, int shading)


Fill an area with a shading.


shading Shading handle returned by PDF_shading( ).


Details This function allows shadings to be used without involving PDF_shading_pattern( ) and 
PDF_setcolor( ) or the options fillcolor and strokecolor. However, it works only for simple 
shapes where the geometry of the object to be filled is the same as that of the shading it-
self. Since the current clip area will be shaded (subject to the extend0 and extend1 op-
tions of the shading) this function will generally be used in combination with PDF_
clip( ).


Table 8.5 Option for PDF_shading_pattern( )


option description


transform (Option list) A list which defines the transformation that maps the shading pattern coordinate 
system to the default coordinate system of the target page, template or glyph description where 
the shading pattern is used. The concatenation of the shading pattern matrix with that of the 
target page, template or glyph description establishes the coordinate system within which the 
shading pattern is interpreted.
The list contains pairs of a keyword and a float list according to Table 9.12 where each pair defines 
a transformation. The interpretation and length of the number list depends on the transforma-
tion. The transformations are applied in the specified order. The elements within a pair may be 
separated with equals signs ’=’. Default: no transformations are applied.
Example: transform={rotate=45 translate={100 0}}
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Scope page, pattern (only if painttype=colored), template, glyph (only if the Type 3 font’s colorized 
option is true)







8.6 Tiling Patterns


C++ Java C# int begin_pattern_ext(double width, double height, string optlist)
Perl  PHP int begin_pattern_ext(float width, float height, string optlist)


C int PDF_begin_pattern_ext(PDF *p, double width, double height, const char *optlist)


Start the definition of a tiling pattern with options.


width, height The dimensions of the pattern’s bounding box in the pattern coordinate 
system.


optlist Option list describing pattern details:
> The following template-specific options according to Table 8.6 can be used:


boundingbox, painttype, tilingtype, topdown, xstep, ystep
> The following common XObject options according to Table 9.11 can be used (al-


though no XObject is involved): defaultcmyk, defaultgray, defaultrgb, transform


Returns A pattern handle that can be used in subsequent calls to PDF_setcolor( ) and for the op-
tions fillcolor and strokecolor during the enclosing document scope.


Details This function starts the definition of a tiling pattern. It resets all text, graphics, and col-
or state parameters to their default values. The transform option defines the mapping of 
the pattern coordinate system to the coordinate system of the page, template or glyph 
description where the pattern is used. All text and graphics operations can be used on a 
pattern description, but hypertext functions and functions for opening images, PDF 
pages or graphics must be avoided. Color operations can be used depending on the 
painttype option.


Scope any except object; this function starts pattern scope, and must always be paired with a 
matching PDF_end_pattern( ) call.


Table 8.6 Options for PDF_begin_pattern_ext( ); some options can also be used with PDF_begin_template_ext( ).


option description


boundingbox (Rectangle) Coordinates of the left, bottom, right, and top edges of the pattern cell’s bounding box. The 
bounding box can be used to clip the pattern cell or template, or to create white space around the pat-
tern cell or template. Default: {0 0 width height}


painttype (Keyword) Indicates whether the pattern contains color specifications on its own or is used as a stencil 
which will be colored with the current fill or stroke color when the pattern is used for filling or stroking 
(default: colored):
colored The pattern is colored with one or more calls to PDF_setcolor( ) or the options fillcolor/


strokecolor. The pattern description may place images, PDF pages or graphics.
uncolored The pattern does not contain any color specification. Instead, the current fill or stroke color 


will be applied when the pattern is used for filling or stroking. Image masks may be used, but 
not any images, placed PDF pages or graphics. Before using the pattern, PDF_setcolor( ) or the 
options fillcolor/strokecolor must be called to set the current color with a color space 
which is not based on a pattern.
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C++ Java C# void end_pattern( )
Perl  PHP end_pattern( )


C void PDF_end_pattern(PDF *p)


Finish the definition of a tiling pattern.


Scope pattern; this function terminates pattern scope, and must always be paired with a 
matching PDF_begin_pattern_ext( ) call.


tilingtype (Keyword) Controls adjustments to the spacing of pattern tiles (default: constantspacing):
constantspacing


Pattern cells will be spaced consistently, i.e. by a multiple of a device pixel. The PDF consumer 
may need to distort the pattern cell slightly by making small adjustments to xstep, ystep, 
and the transformation matrix.


nodistortion
The pattern cell will not be distorted, but the spacing between pattern cells may vary by as 
much as one device pixel, both horizontally and vertically, when the pattern is painted. This 
achieves the requested spacing on average but not necessarily for each individual pattern cell.


fastertiling
Pattern cells will be spaced consistently as with constanttiling but with additional 
distortion permitted to enable a more efficient implementation.


topdown (Boolean) If true, the origin of the coordinate system at the beginning of the pattern or template defini-
tion is assumed in the top left corner of the bounding box and y coordinates increase downwards; other-
wise the coordinate system is used directly. Default: false


xstep (Float) Horizontal spacing between pattern cells in pattern coordinates. Default: width


ystep (Float) Vertical spacing between pattern cells in pattern coordinates. Default: height


Table 8.6 Options for PDF_begin_pattern_ext( ); some options can also be used with PDF_begin_template_ext( ).


option description
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9 Image, SVG and Template Functions


9.1 Images
Cookbook A full code sample can be found in the Cookbook topic images/starter_image.


C++ Java C# int load_image(String imagetype, String filename, String optlist)
Perl  PHP int load_image(string imagetype, string filename, string optlist)


C int PDF_load_image(PDF *p,
const char *imagetype, const char *filename, int len, const char *optlist)


Open a disk-based or virtual image file subject to various options.


imagetype The string auto instructs PDFlib to automatically detect the image file type 
(not possible for CCITT and raw images which must always be loaded with the proper 
image type). Explicitly specifying the image format with one of the strings bmp, ccitt, gif, 
jbig2, jpeg, jpeg2000 (PDF 1.5 and above), png, raw, or tiff offers slight performance advan-
tages. Details of the image formats are discussed in the PDFlib Tutorial.


filename (Name string; will be interpreted according to the global filenamehandling op-
tion, see Table 2.3) Name of the image file to be opened. This must be the name of a disk-
based or virtual file; PDFlib will not pull image data from URLs.


If a file with the specified file name cannot be found and imagetype=auto PDFlib tries 
to determine the appropriate file name suffix automatically; it appends all suffixes 
from the following list (in both lowercase and uppercase) to the specified filename and 
tries to locate a file with that name in the directories specified in the search path:


.bmp, .ccitt, .g3, .g4, .fax, .gif, .jbig2, .jb2, .jpg, .jpeg, .jpx, .jp2, .jpf, .j2k, 


.png, .raw, .tif, .tiff


len (C language binding only) Length of filename (in bytes). If len = 0 a null-terminated 
string must be provided.


optlist An option list specifying image-related properties according to Table 9.1. The 
following options can be used:


> General options: errorpolicy (see Table 2.1) and hypertextencoding (see Table 2.3)
> Color-related options: colorize, honoriccprofile, iccprofile, invert, renderingintent
> Clipping, masking, and transparency options:


alphachannelname, clippingpathname, honorclippingpath, ignoremask, mask, masked
> Special PDF features for using the image: createtemplate, interpolate
> The following common XObject options can be used (see Table 9.11):


associatedfiles, georeference, iconname, layer, metadata, pdfvt, reference
> Option for analyzing the image without writing PDF output: infomode
> Options for processing the image data:


cascadedflate, ignoreorientation, page, passthrough
> Options for CCITT, JBIG2 and raw images according to Table 9.2:


bitreverse, bpc, components, copyglobals, height, imagehandle, inline, K, width



http://www.pdflib.com/pdflib-cookbook/images/starter-image





172 Chapter 9:  Image, SVG and Template Functions


Returns An image handle (or template handle if createtemplate=true) which can be used in subse-
quent image-related calls. If errorpolicy=return the caller must check for a return value of 
-1 (in PHP: 0) since it signals an error. The returned image handle can not be reused 
across multiple PDF documents. If the function call fails you can request the reason of 
the failure with PDF_get_errmsg( ).


Details This function opens and analyzes a raster graphics file in one of the supported formats 
as determined by the imagetype parameter, and copies the relevant image data to the 
output document. This function will not have any visible effect on the output. In order 
to actually place the imported image somewhere in the generated output document, 
PDF_fit_image( ) must be used. Opening the same image more than once per generated 
document is not recommended because the actual image data will be copied to the out-
put document more than once. If the application cannot prevent this situation you can 
remove redundant image data with the optimize option of PDF_begin_document( ).


PDFlib opens the image file with the provided filename, processes the contents, and 
closes the file before returning from this call. Although images can be placed multiply 
within a document with PDF_fit_image( ), the actual image file will not be kept open af-
ter this call.


PDF/A Some options are restricted.
Grayscale images require an output intent (any type) or the defaultgray option.
RGB images require an RGB output intent or the defaultrgb option.
CMYK images require a CMYK output intent or the defaultcmyk option.
PDF/A-2/3: JPEG 2000 images must satisfy certain conditions; see PDFlib Tutorial for 


details.


PDF/X Some options are restricted.
PDF/X-1a: RGB images are not allowed.
PDF/X-1a/3: JBIG2 images are not allowed.
PDF/X-3/4/5p/5pg: Grayscale images require a grayscale or CMYK output intent of the 
defaultgray option.


RGB images require an RGB output intent or the defaultrgb option
CMYK images require a CMYK output intent or the defaultcmyk option.
JPEG 2000 images must satisfy certain conditions; see PDFlib Tutorial for details.


PDF/X-5n: Grayscale images can only be used if the output intent contains the colorant 
Black or the defaultgray option has been set.


RGB images can only be used if the defaultrgb option has been set.
CMYK color can only be used if the output intent contains all of the colorants Cyan, 


Magenta, Yellow and Black or the defaultcmyk option has been set.


PDF/VT This call may fail if the usestransparency=false option was specified in PDF_begin_
document( ), but the imported image contains transparency nevertheless.


PDF/UA Images should be tagged as Figure or Artifact.


Scope any except object; should be paired with a matching call to PDF_close_image( ).
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Table 9.1 Options for PDF_load_image( )


option description


alphachannel-
name


(Name string; only for TIFF images; will be ignored if ignoremask=true) Read the alpha channel with the 
specified name from the image file and apply it as a soft mask to the image. The named channel must be 
present in the image file. Default: the first alpha channel in the image


cascadedflate (Boolean; only for imagetype=jpeg) If true, an additional layer of Flate compression will be applied to 
the JPEG-compressed image data. This can reduce output file size in certain cases, e.g. for images with 
large areas of the same color. Note that for most types of image content this option will not decrease file 
size, and may even result in larger output. Default: false


clipping-
pathname


(String; only for imagetype=tiff and jpeg; will be ignored if honorclippingpath=false) Read the path 
with the specified name from the image file and use it as clipping path. The named path must be present 
in the image file. The special name Work Path can be used to address a temporary path created in Photo-
shop. Default: name of the path which is provided as clipping path in the image file


colorize (Spot or DeviceN color handle, or color option defining a spot color; this option is ignored if the 
iccprofile option is provided) Colorize the image with a spot or DeviceN color. Colorizing an image with 
a spot color works only with black and white or grayscale images. Colorizing an image with a spot color 
reverses the polarity interpretation of the color values, i.e. color value zero results in the maximum 
amount of spot color. You can compensate this effect with the invert option.
Colorizing an image with a DeviceN color works only with raw images. The number of image compo-
nents must match the number N of color components in the DeviceN color space. DeviceN color spaces 
are always subtractive, i.e. color value 0 results in white.


create-
template


(Boolean) If true, generate a PDF Image XObject embedded in a Form XObject (called template in PDFlib) 
instead of a plain Image XObject. This can be useful for creating templates for form field icons which con-
sist of an image only. A handle for the generated template is returned. Default: false


honor-
clippingpath


 (Boolean; only for imagetype=tiff and jpeg) Read the clipping path from the image file if available, 
and apply it to the image. Default: true


honor-
iccprofile


(Boolean; only for imagetype=jpeg, jpeg2000, png, and tiff; forced to false if the colorize option is 
specified) Honor an ICC profile which may be attached to the image, either directly by embedding or indi-
rectly (e.g. via a reference in the Exif marker) and apply it to the image. Default: true


iccprofile (ICC handle or keyword) ICC profile which is applied to the image. The keyword srgb selects the sRGB col-
or space. Default: an embedded profile (or equivalent Exif information in the image file) if present in the 
image and honoriccprofile=true.


ignoremask (Boolean; must be set to true in PDF/X-1/3 and PDF/A-1 for images with an internal alpha channel) Ignore 
transparency information and alpha channels in the image. Default: false


ignore-
orientation


(Boolean; only for imagetype=tiff and jpeg) Ignores any orientation information in the image. This 
may be useful for compensating incorrect orientation info in the image data. Default: false


infomode (Boolean) If true the image is loaded, but no pixel data is written to the output. Image properties can be 
queried with PDF_info_image( ), but the image cannot be placed on a page with PDF_fit_image( ) or oth-
er functions. This option may be useful to check images without any side effects on the PDF output. If 
false the pixel data is written to the PDF output immediately. Default: false


interpolate (Boolean; must be false for PDF/A) Enables image interpolation to improve the appearance on screen 
and paper. This is useful for bitmap images for glyph descriptions in Type 3 fonts. Default: false


invert (Boolean; not for imagetype=jpeg2000 unless mask=true) Invert the image (swap light and dark colors). 
This can be used as a workaround for images which are interpreted differently by applications. Default: 
false
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mask (Boolean; only for bitmap images, i.e. one bit per pixel; forces ignoremask=true). Prepare the image for 
use as a stencil mask. If the image itself is placed on the page black pixels are painted with the current fill 
color while white pixels are ignored, i.e. the background remains unchanged. If the image is used to mask 
another base image with the masked option the contents of the base image are shown where the mask is 
black and ignored where the mask is white.


masked (Image handle; PDF/A-1 and PDF/X-1/3: only allowed with 1-bit masks; ignored if the image contains an 
internal alpha channel and ignoremask=false) Handle for a grayscale image which is applied as alpha 
channel to the current image. Bitmap masks must have been loaded with the mask option.


page (Integer; only for imagetype=gif, jbig2, and tiff; must be 1 if used with other formats) Extract the im-
age with the given number from a multi-page image file. The first image has the number 1. The call will 
fail if the requested page cannot be found in the image file. Default: 1


passthrough (Boolean; only for imagetype=tiff or jpeg) Controls handling of image data.
TIFF images (default: true): If true, compressed TIFF image data is directly passed through to the PDF 
output if possible. Setting this option to false may help in cases where a TIFF image contains damaged 
or incomplete data.
JPEG images (default: false): If false, PDFlib transcodes JPEG image data for compatibility with Acro-
bat. If true, JPEG image data is directly copied to the PDF output. This option is ignored for multiscan 
and certain CMYK JPEG images. Setting this option to true may speed up processing, but certain rare 
JPEG flavors won’t display correctly in Acrobat.


rendering-
intent


(Keyword) Color rendering intent (default: Auto):
Auto, AbsoluteColorimetric, RelativeColorimetric, Saturation, Perceptual


Table 9.2 Options for PDF_load_image( ) with imagetype=ccitt, jbig2 or raw


option description


bitreverse (Boolean; only for imagetype=ccitt) If true, do a bitwise reversal of all bytes in the compressed data. 
Default: false


bpc (Integer; only for imagetype=raw; required in this case) Number of bits per component; must be 1, 2, 4, 8 
or 16 (in PDF 1.4 the value 16 is not allowed)


components (Integer; only for imagetype=raw; required in this case unless the colorize option is provided) Number of 
image components (channels); must be 1, 3, or 4. This option is ignored if the colorize option is supplied 
since the number of components is determined from the color space.


Table 9.1 Options for PDF_load_image( )


option description
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C++ Java C# void close_image(int image)
Perl  PHP close_image(int image)


C void PDF_close_image(PDF *p, int image)


Close an image or template.


image A valid image or template handle retrieved with PDF_load_image( ) or PDF_
begin_template_ext( ).


Details This function only affects PDFlib’s associated internal image structure. If the image has 
been opened from file, the actual image file is not affected by this call since it has al-
ready been closed at the end of the corresponding PDF_load_image( ) call. An image han-
dle cannot be used any more after it has been closed with this function.


Scope any except object; must always be paired with a matching call to PDF_load_image( ) 
(unless the inline option has been used) or or PDF_begin_template_ext( ).


copyglobals (Keyword; only for imagetype=jbig2) Specify which global segments in a JBIG2 stream will be copied to 
the PDF. If the JBIG2 stream doesn’t contain any global segments this option will not have any effect (de-
fault: current):
all Copy the global segments for all pages in the JBIG2 stream to the PDF. This should be used if 


more than one page from the same JBIG2 stream will be imported. The imagehandle option 
should be used if more pages from the same JBIG2 stream will be imported later.


current Copy only the global segments required for the current page (i.e. the page specified in the page 
option) in the JBIG2 stream to the PDF. This should be used if no more pages from the same JBIG2 stream 
will be imported.


height (Integer; only for imagetype=raw and ccitt; required in this case) Image height in pixels.


imagehandle (Image handle; only for imagetype=jbig2) Add a reference to an existing global segment attached to 
another image created from the same JBIG2 stream which must have been loaded earlier with the copy-
globals=all option. It is an error to refer to an image which has been created from a different file than 
the current JBIG2 stream. The specified image handle must not have been closed. Default: no image han-
dle, i.e. a new PDF object will be created with all required global segments for the current page only


inline (Boolean; only for imagetype=ccitt, jpeg, and raw; not allowed if one of the options iccprofile or 
colorize is provided) If true, the image is written directly into the content stream of a page, pattern, 
template, or glyph description. This option will implicitly call PDF_fit_image( ) and PDF_close _image( ) 
(see PDFlib Tutorial). Using this option is recommended only for bitmap glyphs of Type 3 fonts, and 
should not be used in other situations. If this option is supplied PDF_close_image( ) must not be called. 
Default: false


K (Integer; only for imagetype=ccitt) CCITT parameter for compression scheme selection. Default: 0
-1 G4 compression
0 One-dimensional G3 compression (G3-1D)
1 Mixed one- and two-dimensional compression (G3, 2-D)


width (Integer; only for imagetype=raw and ccitt; required in this case) Image width in pixels


Table 9.2 Options for PDF_load_image( ) with imagetype=ccitt, jbig2 or raw


option description
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C++ Java C# void fit_image(int image, double x, double y, String optlist)
Perl  PHP fit_image(int image, float x, float y, string optlist)


C void PDF_fit_image(PDF *p, int image, double x, double y, const char *optlist)


Place an image or template on the page, subject to various options.


image A valid image or template handle retrieved with PDF_load_image( ) or PDF_
begin_template_ext( ). The image must not have been loaded with infomode=true. 
Template handles can only be used if their definition has been finalized with PDF_end_
template_ext( )


x, y The coordinates of the reference point in the user coordinate system where the 
image or template will be located, subject to various options.


optlist An option list specifying image fitting and processing options. The following 
options are supported:


> Fitting options according to Table 6.1:
boxsize, blind, dpi, fitmethod, matchbox, orientate, position, rotate, scale, showborder


> Options for image processing according to Table 9.3:
adjustpage, gstate, ignoreclippingpath, ignoreorientation


> Option for abbreviated structure element tagging according to Table 14.5 (only al-
lowed in page scope): tag


Details The image or template (collectively referred to as an object below) will be placed relative 
to the reference point (x, y). By default, the lower left corner of the object will be placed 
at the reference point. However, the orientate, boxsize, position, and fitmethod options 
can modify this behavior. By default, an image will be scaled according to its resolution 
value(s). This behavior can be modified with the dpi, scale, and fitmethod options.


PDF/UA All raster images must be tagged as Artifact or Figure, either with the tag option or with a 
preceding call to PDF_begin_item( ).


Scope page, pattern (only if the pattern's painttype is colored or the image is a mask), template, 
glyph (only if the Type 3 font’s colorized option is true, or if the image is a mask); this 
function can be called an arbitrary number of times on arbitrary pages, as long as the 
image handle has not been closed with PDF_close_image( ).


Table 9.3 Options for image, graphics, PDF page and template processing with PDF_fit_image( ), PDF_fit_graphics( ), PDF_
fit_pdi_page( ), PDF_fill_imageblock( ), PDF_fill_graphicsblock( ) and PDF_fill_pdfblock( )


option description


adjustpage (Boolean; only effective in page scope; not allowed if the topdown option has been supplied in PDF_be-
gin_page_ext( ); not for PDF_fill_*block( )) Adjust the dimensions of the current page to the object such 
that the upper right corner of the page coincides with the upper right corner of the object plus (x, y) with 
the function parameters x and y. The MediaBox will be adjusted, and all other box entries will be reset to 
their defaults. With the value 0 for the position option the following useful cases shall be noted:
x >= 0 and y >= 0


The object is surrounded by a white margin. This margin has thickness y in horizontal 
direction and thickness x in vertical direction.


x < 0 and y < 0
Horizontal and vertical strips will be cropped from the image.


Default: false
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C++ Java C# double info_image(int image, String keyword, String optlist)
Perl  PHP float info_image(int image, string keyword, string optlist)


C double PDF_info_image(PDF *p, int image, const char *keyword, const char *optlist)


Format an image or template and query metrics and other properties.


image A valid image or template handle retrieved with PDF_load_image( ) or PDF_
begin_template_ext( ).


keyword A keyword specifying the requested information:
> Keywords for querying the results of object fitting according to Table 6.3:


boundingbox, fitscalex, fitscaley, height, objectheight, objectwidth, width, x1, y1, x2, y2, x3, 
y3, x4, y4


> Additional keywords according to Table 9.4:
clippingpath, checkcolorspace, filename, iccprofile, imageheight, imagemask, imagetype, 
imagewidth, infomode, mirroringx, mirroringy, orientation, resx, resy, strips, transparent, 
xid


optlist The following options are supported:
> Options for PDF_fit_image( ). Options which are not relevant for determining the val-


ue of the requested keyword are ignored.
> Option for switching between underlying image and template: useembeddedimage


Returns The value of some image property as requested by keyword. If the requested property is 
not available in the image file, the function returns 0. If an object handle is requested 
(e.g. clippingpath) this function returns a handle to the object, or -1 (in PHP: 0) if the ob-
ject is not available. If the requested keyword produces text, a string index is returned, 
and the corresponding string must be retrieved with PDF_get_string( ).


Details This function performs all calculations required for placing the image according to the 
supplied options, but will not actually create any output on the page. The image refer-
ence point is assumed to be {0 0}.


gstate (Gstate handle) Handle for a graphics state retrieved with PDF_create_gstate( ). The graphics state af-
fects all graphical elements created with this function. Default: no gstate (i.e. current settings will be 
used)


ignore-
clippingpath


(Boolean; only for TIFF and JPEG images) A clipping path which may be present in the image file will be 
ignored. Default: false, i.e. the clipping path will be applied


ignore-
orientation


(Boolean; only for TIFF and JPEG images) Ignore any orientation information in the image. This may be 
useful for compensating wrong orientation info. Default: the value of the ignoreorientation option in 
PDF_load_image( )


Table 9.3 Options for image, graphics, PDF page and template processing with PDF_fit_image( ), PDF_fit_graphics( ), PDF_
fit_pdi_page( ), PDF_fill_imageblock( ), PDF_fill_graphicsblock( ) and PDF_fill_pdfblock( )


option description
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Scope any except object


Table 9.4 Keywords for PDF_info_image( )


keyword description


clippingpath Path handle of the image’s clipping path, or -1 (in PHP: 0) if no clipping path is present


checkcolorspace 1 if the image or template can safely be placed on the current page without risking a color-related 
violation of PDF/A or PDF/X; 0 otherwise. This check takes into account the page’s default color 
space which is not checked when loading the image.


filename String index for the name of the image file (including a searchpath directory if applicable), or -1 
for templates


iccprofile Handle for the ICC profile embedded in the image or -1 (in PHP: 0) if no profile is present


imageheight Images: height in pixels
Templates: user-supplied height, or automatically determined height for the reference option


imagemask Image handle of the mask associated with the image, or -1 (in PHP: 0) if no mask is attached


imagetype String index for the type (format) of the image:
bmp, ccitt, gif, jbig2, jpeg, jpeg2000, png, raw, tiff for raster images. If the object related to 
the supplied handle has been created with PDF_begin_template_ext( ), the string template will 
be returned.


imagewidth Images: width in pixels
Templates: user-supplied width, or automatically determined width for the reference option


infomode 1 if the image has been loaded with the infomode option, 0 otherwise


mirroringx, 
mirroringy


Horizontal or vertical mirroring of the image (expressed as 1 or -1) according to the supplied op-
tions


orientation Orientation value of the image. For TIFF images containing an orientation tag the value of this 
tag will be returned; in all other cases 1 will be returned. PDFlib will automatically compensate 
orientation values different from 1.


resx, resy Horizontal or vertical resolution of the image. Positive values represent the image resolution in 
pixels per inch (dpi). The value zero means that the resolution is unknown. Negative values can be 
used together to determine the aspect ratio of non-square pixels, but don’t have any absolute 
meaning.


strips Number of image strips (can be different from 1 only for certain multi-strip TIFF images)


transparent 1 if the image contains transparency (alpha channel with > 1 bit), otherwise 0. Transparency is as-
sumed to be present if an alpha channel was read from the original image file, or the image has 
been loaded with the mask option.


xid (Only for PDF/VT) String index for the GTS_XID entry of the image or template, or -1 if no GTS_XID 
value has been assigned. The GTS_XID string can be used in the CIP4/Summary/Content/
Referenced metadata property for DPM.


Table 9.5 Option for PDF_info_image( )


option description


useembedded-
image


(Boolean; ignored if createtemplate=false) If true the information of the image embedded in the tem-
plate will be queried, otherwise the information of the template. If useembeddedimage=true some key-
words (e.g. dpi) are relevant only for the original image, but not for the generated template. In particu-
lar, the values should not be used for fitting the template created for the image. Default: false
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9.2 SVG Graphics
Cookbook A full code sample can be found in the Cookbook topic graphics/starter_svg.


C++ Java C# int load_graphics(String type, String filename, String optlist)
Perl  PHP int load_graphics(string type, string filename, string optlist)


C int PDF_load_graphics(PDF *p, const char *type, const char *filename, int len, const char *optlist)


Open a disk-based or virtual vector graphics file subject to various options.


type Type of vector graphics file. The keyword auto automatically determines the file 
type. It is equivalent to svg which specifies SVG graphics.


filename (Name string; will be interpreted according to the global filenamehandling 
global option, see Table 2.3) Name of the graphics file to be opened. This must be the 
name of a disk-based or virtual file; PDFlib will not pull graphics from URLs.


If a file with the specified file name cannot be found PDFlib will try to determine the 
appropriate file name suffix automatically; it will append all suffixes from the follow-
ing list (in both lowercase and uppercase) to the specified filename and try to locate a file 
with that name in the directories specified in the searchpath:


.svg, .svgz


len (C language binding only) Length of filename (in bytes). If len = 0 a null-terminated 
string must be provided.


optlist An option list specifying graphics-related properties. The following options can 
be used:


> General options: errorpolicy (see Table 2.1) and hypertextencoding (see Table 2.3)
> Font-related options according to Table 9.6:


defaultfontfamily, defaultfontoptions, fallbackfontfamily, fallbackfontoptions
> Size options according to Table 9.6:


fallbackheight, fallbackwidth, forcedheight, forcedwidth
> Image-related option according to Table 9.6: defaultimageoptions, fallbackimage
> Other SVG processing options according to Table 9.6: dpi, errorconditions, lang
> Special PDF features according to Table 9.6: devicencolors, templateoptions


Returns A graphics handle which can be used in subsequent graphics-related calls. If errorpolicy= 
return the caller must check for a return value of -1 (in PHP: 0) since it signals an error. 
The returned graphics handle can be reused across multiple PDF documents. If the func-
tion call fails you can request the reason of the failure with PDF_get_errmsg( ).


Details This function opens and analyzes a vector graphics file in one of the supported formats 
as determined by the type parameter. The graphics data will be stored in memory until 
the graphic is closed with PDF_close_graphics( ) or at the end of the PDFlib object’s life-
time. This function does not have any visible effect on the PDF output. In order to actu-
ally place the imported graphics somewhere in the generated document, PDF_fit_
graphics( ) must be used. Opening the same graphics more than once per generated doc-
ument is not recommended because the graphics data will be copied to the output doc-
ument multiply.



http://www.pdflib.com/pdflib-cookbook/graphics/starter-graphics
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PDFlib opens the graphics file with the provided filename, processes the contents, 
and closes the file before returning from this call.


Font embedding (especially relevant for PDF/A, PDF/X, and PDF/UA): font outline 
files for all fonts used in the graphics (or suitable default fonts) must be configured. 
This can be facilitated with the enumeratefonts option (see Section 2.3, »Global Options«, 
page 25).


PDF/A All required fonts must be embedded. If colors are specified as device-gray, device-rgb, or 
device-cmyk these are subject to the PDF/A color space requirements (see PDF_set_
color( )).
PDF/A-1: graphics with transparency are not allowed.
PDF/A-2a/3a: if the graphics contain text with PUA characters, the tag option with the 
ActualText suboption must be provided.


PDF/X All required fonts must be embedded. If colors are specified as device-gray, device-rgb, or 
device-cmyk these are subject to the PDF/X color space requirements (see PDF_set_
color( )).
PDF/X-1a: this function must not be called.
PDF/X-3: graphics with transparency are not allowed.


PDF/VT This call may fail if the usestransparency=false option was specified in PDF_begin_
document( ), but the imported graphics contains transparency nevertheless.


PDF/UA Graphics should be tagged as Figure or Artifact. All required fonts must be embedded (see 
above). If the graphics contain text with PUA characters, the tag option with the 
ActualText suboption must be provided.


Scope any; object scope is not allowed if templateoptions is specified


Table 9.6 Options for PDF_load_graphics( )


option description


defaultfont-
family


(Name string) Name of the font family which is used if a font for some text in the graphics file is either 
not specified or not available. Default: Arial Unicode MS if available, otherwise Helvetica


defaultfont-
options


(Option list) Font loading options according to Table 4.2. When a font is required for text in a graphics file 
and this font has not already been loaded earlier, the options specified here are supplied to PDF_load_
font( ). Default: {subsetting embedding skipembedding={latincore standardcjk} }


defaultimage-
options


(Option list) Image loading options according to Table 9.1. When an embedded or external image is pro-
cessed, the options specified here are supplied to PDF_load_image( ). Default: { }


devicencolors  (List of DeviceN color handles) Supply handles to DeviceN color spaces for use in the loaded SVG graphics. 
The specified DeviceN color spaces are applied to device-nchannel colors in the SVG graphics according 
to the number of colorants.


dpi (Positive float or keyword) Device resolution used to calculate the size of the CSS unit px. CSS 2.1 specifies 
96 dpi which corresponds to 1px=0.75pt. However, some SVG graphics depend on 1px=1pt which requires 
72 dpi. With the keyword auto PDFlib automatically determines a suitable value. This value should only 
be changed for SVG graphics containing a mixture of px and pt units. Default: auto
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error-
conditions


(Option list) List of conditions which trigger an error (default: empty):
attributes (List of strings) An error occurs if one of the specified SVG attributes is present, but is not 


supported in PDFlib (see PDFlib Tutorial for a list of unsupported attributes). By default, 
unsupported attributes are ignored.


elements (List of strings) An error occurs if one of the specified SVG elements is present, but is not 
supported in PDFlib (see PDFlib Tutorial for a list of unsupported elements). By default, 
unsupported elements are ignored.


references (List of keywords) An error occurs if one of the following types of reference cannot be resolved 
or executed (by default all types except image are silently ignored and a warning is emitted):
image reference to an image or graphics file; see option fallbackimage for default be-


havior
internal internal reference to an SVG element
external reference to files other than image or graphics
fontfamily reference to a font family
font reference to a full font name specified via font family, weight and style


fallback-
fontfamily


(Name string) Name of the font family which is used to create a fallback font for each font, in addition to 
the fallback fonts which may have been specified in the graphics file. Default: empty


fallback-
fontoptions


(Option list) Options which will be applied to the fallback fonts created via the fallbackfontfamily op-
tion. The following options according to Table 4.3, page 69, can be used: fontsize, forcechars, 
textrise. Default: empty


fallback-
height


(Float; ignored if forcedheight is supplied) Height of the SVG graphics (in user coordinates) for the fitting 
process. Default: height provided in the SVG viewBox attribute if present, otherwise 1000


fallback-
image


(Option list) Specify how to visualize the space reserved for the fitbox of a graphics or image element if 
the element is not available. If this option is supplied without any suboptions a gray semi-transparent 
checkerboard is painted (default: no fallback display)
fillcolor (sRGB Color or keyword) Color used to fill the area with a checkerboard pattern (if gridsize > 


0) where half of the squares are painted with the specified color and the other half of the 
squares is transparent, or color used to fill the area with solid color if gridsize=0. The 
keyword none means that the area will not be filled. Default: LightGrey


gridsize (Float or percentage) Width of a square in the checkerboard pattern in default coordinates or 
as a percentage of the width of the fitbox. Percentages are rounded so that an integer num-
ber of squares fits into the area. gridsize=0 means that the area is filled with solid color 
instead of a checkerboard pattern. Default: 10


image (Image or template handle) Image or template which will be placed with fitmethod=entire 
into the fitbox. Default: no image or template


opacity (Float in the range 0..1 or percentage) Opacity of the checkerboard squares or the interior of 
the area. Default: 0.5


strokecolor (sRGB color or keyword) Color used to stroke the border area and a cross inside the area. The 
keyword none means that the border and cross is not stroked. Default: Red


fallback-
width


(Float; ignored if forcedwidth is supplied) Width of the SVG graphics (in user coordinates) for the fitting 
process. Default: width provided in the SVG viewBox attribute if present, otherwise 1000


forcedheight (Float) The height of the SVG graphics (if present) is ignored and the specified value in the default coordi-
nate system is applied instead. Default: height of the graphics


forcedwidth (Float) The width of the SVG graphics (if present) is ignored and the specified value in the default coordi-
nate system is applied instead. Default: width of the graphics


lang (String) Natural language for the graphics file which can be used e.g. in an SVG switch element. The for-
mat of the language specification is identical to the lang option of PDF_begin_document( ) (see Table 
3.3). Default: the language identifier found in the LANG environment variable.


Table 9.6 Options for PDF_load_graphics( )


option description
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C++ Java C# void close_graphics(int graphics)
Perl  PHP close_graphics(int graphics)


C void PDF_close_graphics(PDF *p, int graphics)


Close vector graphics.


graphics A valid graphics handle retrieved with PDF_load_graphics( ).


Details PDFlib’s associated internal graphics structure will be deleted. If the templateoptions op-
tion was specified in PDF_load_graphics( ) the corresponding PDF template will be creat-
ed before closing the graphic. If the graphic has been opened from file, the actual graph-
ics file is not affected by this call since it has already been closed at the end of the 
corresponding PDF_load_graphics( ) call. A graphics handle cannot be used any more af-
ter it has been closed with this function.


Scope any; object scope is not allowed if templateoptions was specified in the corresponding 
call to PDF_load_graphics( ) and the graphics was placed at least once; must always be 
paired with a matching call to PDF_load_graphics( ).


C++ Java C# void fit_graphics(int graphics, double x, double y, String optlist)
Perl  PHP fit_graphics(int graphics, float x, float y, string optlist)


C void PDF_fit_graphics(PDF *p, int graphics, double x, double y, const char *optlist)


Place vector graphics on a content stream, subject to various options.


graphics A valid graphics handle retrieved with PDF_load_graphics( ).


x, y The coordinates of the reference point in the user coordinate system where the 
graphic will be placed.


optlist An option list specifying graphics fitting and processing options. The following 
options are supported:


> Fitting options according to Table 6.1:
boxsize, fitmethod, matchbox, orientate, position, refpoint, rotate, scale, showborder


> Options for graphics processing according to Table 9.3:
adjustpage, gstate


> Option for processing interactive links in the graphics according to Table 9.7: 
convertlinks


template-
options


(Option list) Create a template (PDF Form XObject) according to the supplied option list. This option is 
recommended if the graphics will be placed more than once, or if specific template features are required 
(e.g. for PDF/VT). It is also recommended if the placed graphic contents interact with the existing back-
ground via opacity or blend modes. The supplied option list (which may be empty) is used for PDF_begin_
template_ext( ). The following common XObject options can be used (see Table 9.11): associatedfiles, 
iconname, layer, metadata, pdfvt, transparencygroup.
Width and height of the template are determined based on the size of the graphics. The template is writ-
ten to the PDF output in PDF_close_graphics( ) or at the end of the document (the latter only if PDF_fit_
graphics( ) was called at least once for this graphics file).


Table 9.6 Options for PDF_load_graphics( )


option description
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> Option for abbreviated structure element tagging according to Table 14.5 (only al-
lowed in page scope): tag


Details The graphics will be placed relative to the reference point (x, y). By default, the lower left 
corner of the object will be placed at the reference point. However, the orientate, boxsize, 
position, and fitmethod options can modify this behavior. By default, a graphic will be 
scaled according to its internally specified size. This behavior can be modified with the 
scale and fitmethod options.


It is recommended to use PDF_info_graphics( ) with the fittingpossible keyword before 
calling PDF_fit_graphics( ) to check whether PDF_fit_graphics( ) will succeed (and avoid an 
exception in case of a failure).


PDF/UA Graphics containing vector graphics or raster images must be tagged as Figure or Arti-
fact.


Scope page, pattern (only if the pattern’s painttype is 1), template, glyph (only if the Type 3 font’s 
colorized option is true); this function can be called an arbitrary number of times on 
arbitrary pages as long as the graphics handle has not been closed with PDF_close_
graphics( ).


C++ Java C# double info_graphics(int graphics, String keyword, String optlist)
Perl  PHP float info_graphics(int graphics, string keyword, string optlist)


C double PDF_info_graphics(PDF *p, int graphics, const char *keyword, const char *optlist)


Format vector graphics and query metrics and other properties.


graphics A valid graphics or template handle retrieved with PDF_load_graphics( ).


keyword A keyword specifying the requested information:
> Keywords for querying the results of object fitting according to Table 6.3:


boundingbox, fitscalex, fitscaley, height, objectheight, objectwidth, width, x1, y1, x2, y2, x3, 
y3, x4, y4


> Additional keywords according to Table 9.8:
description, filename, fittingpossible, graphicswidth, graphicsheight, istemplate, metadata, 
title, type, xid


optlist An option list specifying options for PDF_fit_graphics( ). Options which are not 
relevant for determining the value of the requested keyword will be ignored.


Returns The value of some graphics property as requested by keyword. If a geometrical property 
is requested outside of a page, this function returns -1 (in PHP: 0). If an object handle is 
requested this function returns a handle to the object, or -1 (in PHP: 0) if the object is not 


Table 9.7 Additional option for PDF_fit_graphics( )


option description


convertlinks (Boolean) If true, interactive links in the graphics file are converted to interactive Link annotations in 
PDF. Regardless of this setting links are not created in the following situations (default: true):
> this function is called in a scope other than page
> the templateoptions option was supplied in PDF_load_graphics( )
> Tagged PDF mode: the currently active structure item is an Artifact;
> PDF/X: the link annotation is located inside the BleedBox (or TrimBox/ArtBox if no BleedBox is present).
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available. If the requested keyword produces text, a string index is returned, and the 
corresponding string must be retrieved with PDF_get_string( ).


Details This function performs all calculations required for placing the graphics according to 
the supplied options, but will not actually create any output on the page. The graphics 
reference point is assumed to be {0 0}.


Scope any


Table 9.8 Keywords for PDF_info_graphics( )


keyword description


description String index for the contents of the desc element of the outermost svg element if present, or of 
the outermost g element if present, or -1 otherwise. The string may contain markup.


filename String index for the name of the graphics file (including a searchpath directory if applicable)


fittingpossible Check whether the graphics could be placed with PDF_fit_graphics( ) in the current context. The 
value 1 is returned if the graphics can be placed. The value 0 is returned if fitting fails (i.e. PDF_fit_
graphics( ) would throw an exception) for one of the following reasons:
> An internal problem in the graphics file.
> A conflict with current standards requirements (e.g. transparency not allowed, font must be 


embedded but no font file available)
If 0 is returned the nature of the problem can be queried with PDF_get_errmsg( ). Since the result 
is valid only for the current context this check should be applied immediately before attempting 
to place a page.


graphicswidth, 
graphicsheight


Width and height of the graphic in the default coordinate system according to the information in 
the graphics file. If no values are available in the graphics file, 0 will be returned.


istemplate 1 if the templateoptions option has been supplied, 0 otherwise


metadata String index for the contents of the metadata element of the outermost svg element, or -1 if this 
element is not present. The string may contain markup.


title String index for the contents of the title element of the outermost svg element if present, or of 
the outermost g element if present, or -1 otherwise. The string may contain markup.


type String index for the type (format) of the graphics: always svg


xid (Only for PDF/VT) String index for the GTS_XID entry of the template created for graphic, or -1 if 
no template was created or no GTS_XID value has been assigned to the template. The GTS_XID 
string can be used in the CIP4/Summary/Content/Referenced metadata property for DPM.
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9.3 Templates
Note We use the term »template« as a synonym for PDF Form XObjects. The template functions de-


scribed in this section are unrelated to variable data processing with PDFlib Blocks. Use PDF_
fill_*block( ) to fill Blocks prepared with the PDFlib Block Plugin (see Chapter 11, »Block Filling 
Functions (PPS)«, page 209).


C++ Java C# int begin_template_ext(double width, double height, String optlist)
Perl  PHP int begin_template_ext(float width, float height, string optlist)


C int PDF_begin_template_ext(PDF *p, double width, double height, const char *optlist)


Start a template definition.


width, height The dimensions of the template’s bounding box in points. The width 
and height parameters can be 0. In this case they must be supplied in PDF_end_template_
ext( ) or with the boundingbox option. Ultimately both values must be different from 0 
unless the postscript or watermark option is specified.


optlist Option list specifying template-related properties.
> The following common XObject options can be used (see Table 9.11):


associatedfiles, iconname, layer, metadata, pdfvt, reference, transform, transparencygroup
> The following geometric options of PDF_begin_pattern_ext( ) can be used (see Table 


8.6): boundingbox, topdown
> The following options for special template features can be used (see Table 9.9): 


postscript, watermark


Returns A template handle which can be used in subsequent calls to PDF_fit_image( ), PDF_info_
image( ), and various options of other functions, or -1 (in PHP: 0) in case of an error.


Details This function resets all text, graphics, and color state parameters to their default values, 
and establishes a coordinate system according to the topdown option. Hypertext 
functions must not be used during a template definition, but all text, image, graphics, 
and color functions can be used.


Template size: in the simplest case width and height are supplied in PDF_begin_
template_ext( ). However, if they are not yet known they can also be specified as zero. In 
this case they must be supplied in the corresponding call to PDF_end_template_ext( ).


If the reference option has been supplied the size is determined automatically from 
the size of the target PDF page, and no values must be specified. However, if width and 
height are specified nevertheless they will be used, but are automatically adjusted to the 
same aspect ratio as the target page.


If the watermark option is supplied, the template defines a watermark which can be 
edited or removed in Acrobat. In this case only PDF_fit_textline( ) can be used in the tem-
plate, as well as functions which are allowed in document or object scope. The bounding 
box of the Textline defines the width and height of the template; the width and height 
parameters and the options boundingbox and transform are ignored. The bounding box 
of a watermark’s Textline is calculated from its rotation angle and size, especially the 
option boxheight. A Textline used as watermark has a default boxheight of {ascender 
descender} instead of {capheight 0} (see Table 6.4, page 131). The parameters x and y of PDF_
fit_textline( ) are ignored.
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The watermark template is automatically placed on all pages specified by the subop-
tions startpage/endpage/pagesubset. It is marked as an Artifact. The following rules must 
be obeyed for creating and using the watermark template:


> The watermark template must be created before the first page where it is used.
> The watermark option can be used only once per document.
> The watermark template’s handle must not be used in any call to PDF_fit_image( ) or 


any option list with an image handle (e.g. in PDF_add_table_cell( )) since the water-
mark is placed automatically.


The following rules must be obeyed regarding the watermark template’s contents:
> PDF_fit_textline( ) must be called exactly once, and its text parameter must not be 


empty.
> Only the following color spaces can be used for the fillcolor and strokecolor options: 


gray, iccbasedgray, iccbased with a grayscale or RGB profile, rgb (or an HTML color 
name or hexadecimal RGB value), iccbasedrgb


PDF/A The postscript option must not be used.


PDF/X The postscript option must not be used.


Scope any except object; this function starts template scope, and must always be paired with a 
matching PDF_end_template_ext( ) call.


C++ Java C# void end_template_ext(double width, double height)
Perl  PHP end_template_ext(float width, float height)


C void PDF_end_template_ext(PDF *p, double width, double height)


Finish a template definition.


width, height The dimensions of the template’s bounding box in points. If width or 
height is 0, the value supplied in PDF_begin_template_ext( ) are used. Otherwise the val-
ues supplied in the boundingbox option and the width and height parameters of PDF_
begin_template_ext( ) are overridden. However, if the reference or watermark option has 
been specified in the corresponding call to PDF_begin_template_ext( ), the values sup-
plied to PDF_end_template_ext( ) are ignored.


Table 9.9 Option for PDF_begin_template_ext( )


option description


postscript (Option list; not for PDF/A and PDF/X; deprecated in PDF 2.0) Create a PostScript XObject instead of a PDF 
Form XObject. This option should only be used in scenarios with tight control over post-processing of the 
generated PDF documents; it is not suitable for importing EPS graphics. The PostScript XObject will be 
written immediately. Although the scope will change to template, no API function calls for producing 
graphical output are allowed until the corresponding call to PDF_end_template_ext( ). If this option is 
supplied no other options are allowed. Supported suboption:
filename (Name string; required) Name of a disk-based or virtual file containing PostScript code. The 


PostScript code should be terminated with a whitespace character. This code will be inserted 
in the PostScript XObject without any validation. The user is responsible for the PostScript 
contents.


watermark (Option list; can only be used once per document) Create an editable watermark according to the options 
in Table 9.10
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Scope template; this function terminates template scope, and must always be paired with a 
matching PDF_begin_template_ext( ) call.


Table 9.10 Suboptions for the watermark option of PDF_begin_template_ext( )


option description


endpage (Integer or keyword) Number of the last page with a watermark, or the keyword last for the final page. 
Default: last


fixedprint (Boolean) Keep position and size of the watermark constant when printing on different page sizes. De-
fault: false


horizalign (Keyword) One of keywords left/center/right to specify the relative horizontal position of the water-
mark’s bounding box on the page1. Default: center


horizshift (Float) Shift from the relative horizontal position in points. Default: 0


location (Keyword) Specify whether the watermark appears behind or on top of other page contents (default: 
ontop):


behind The watermark appears behind the page contents. If location=behind is supplied all future 
calls to PDF_begin_page_ext( ) in the same document must supply a value different from 0 
for the width and height parameters.


ontop The watermark appears on top of the page contents.


onprint (Boolean; requires PDF 1.5; the value false is not allowed in PDF/A-2/3, PDF/X-4/5, and PDF/UA-1) If true, 
the watermark is shown when printing the page. Default: true


onscreen (Boolean; requires PDF 1.5; the value false is not allowed in PDF/A-2/3, PDF/X-4/5, and PDF/UA-1) If true, 
the watermark is shown when displaying the page on screen. Default: true


opacity (Float or percentage; must have the value 1 in PDF/A-1 and PDF/X-1/3) Opacity value for painting the wa-
termark on the page. Default: 1


pagessubset (Keyword) Select a subset of the pages in the range specified by startpage and endpage (default: all):
all Select all pages in the range.
even Select all pages in the range with an even number.
odd Select all pages in the range with an odd number.


scale (Float, percentage, or keyword) Scaling factor of the watermark’s bounding box relative to the target 
page. Scaling preserves the aspect ratio of the Textline’s bounding box (default: 1). Supported keyword:
none No scaling


startpage (Integer) Number of the first page with a watermark (the first page has number 1). If the next page, i.e. 
the page created with the next call to PDF_begin_page_ext( ), has a higher number than the one speci-
fied in startpage, the value is increased to the next page. Default: the next page


vertalign (Keyword) One of keywords bottom/center/top to specify the relative vertical position of the water-
mark’s bounding box on the page1. Default: center


vertshift (Float) Shift from the relative vertical position in points. Default: 0


1. The page size is defined by the CropBox if present, otherwise the MediaBox.
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9.4 Common XObject Options
PDF XObjects are created for images, imported vector graphics (if the template options 
list was supplied) imported PDF pages, and templates. The options listed in this section 
apply to the following functions which can create XObjects:


> PDF_load_image( )
> PDF_load_graphics( ) with the templateoptions option
> PDF_open_pdi_page( )
> PDF_begin_template_ext( )


The following XObject options are available (see Table 9.11 for details):
associatedfiles, defaultcmyk, defaultgray, defaultrgb, georeference, iconname, layer, metadata, 
pdfvt, reference, transparencygroup


PDF/A Some options are restricted.


PDF/X Some options are restricted. The reference option is relevant for PDF/X-5g/5pg.


PDF/VT The pdfvt option is relevant for PDF/VT. The generated XObject is marked as encapsulat-
ed if certain conditions are met (see PDFlib Tutorial for details).


Table 9.11 Common XObject options for PDF_load_image( ), PDF_open_pdi_page( ), and PDF_begin_template_ext( ) as 
well as PDF_load_graphics( ) with the templateoptions option


option description


associatedfiles (List of asset handles; only for PDF 2.0 and PDF/A-3) Asset handles for associated files. The files must have 
been loaded with PDF_load_asset( ) and type=attachment.


defaultgray
defaultrgb
defaultcmyk


(ICC handle or keyword; not for PDF_load_image( ) and PDF_open_pdi_page( ); not for PDF/X-1a) Set a 
default gray, RGB, or CMYK color space for the template according to the supplied ICC profile handle. The 
option defaultrgb also supports the keyword srgb. The specified color space is used to map device-de-
pendent gray, RGB, or CMYK colors on the template (but not on nested templates).


georeference (Option list; PDF 1.7ext3; only for PDF_load_image( )) Description of an earth-based coordinate system 
associated with the XObject to use for geospatial measuring; see Section 12.7, »Geospatial Features«, 
page 245, for details.


iconname (Hypertext string) Attach a name to the XObject so that it can be referenced via JavaScript, e.g. to use the 
XObject as an icon for form fields.
PDF_load_image( ): this option will be ignored if inline=true; forces createtemplate=true


layer (Layer handle; PDF 1.5) Layer to which the XObject will belong unless another layer has been activated 
with PDF_begin_layer( ) prior to placing the object. Calling PDF_begin_layer( ) to activate a layer before 
placing the XObject overrides the object’s layer option. Call PDF_end_layer( ) before placing the object to 
make sure that the object’s layer option will not be overridden.


metadata (Option list) Metadata for the XObject (see Section 14.2, »XMP Metadata«, page 263).


pdfvt (Option list; only for PDF/VT) PDF/VT suboptions for the XObject according to Table 9.14
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reference (Option list; not for PDF_load_image( ); not allowed in PDF/A, PDF/X-1a/3/4, PDF/X-5n, PDF/VT-1, and 
PDF/UA-1; not available in PDFlib source code packages) Reference a page in an external PDF (the »tar-
get« document). The page opened with PDF_open_pdi_page( ) or the template created with PDF_begin_
template_ext( ) or the graphics loaded with PDF_load_graphics( ) will be used as proxy for this reference. 
Depending on viewer configuration and availability of the target PDF either the internal proxy or the ex-
ternal target will be displayed and printed. See Table 9.13 for available suboptions.
PDF_open_pdi_page( ): The target PDF must be available locally and must contain the page addressed 
with the pagelabel or pagenumber suboption. The target must not require a user or master password. 
The size of the reference page is determined according to the pdiusebox suboption of the reference op-
tion. It can be retrieved with the imagewidth/imageheight keywords of PDF_info_image( ). The proxy 
page and the target page must have compatible page geometry, i.e. the page boxes selected with the 
pdiusebox option must be identical to make sure that both pages can be placed at the same location on 
the page.
PDF_begin_template_ext( ): If width and height have been supplied with the value 0 the template size 
can be retrieved with the imagewidth/imageheight keywords of PDF_info_image( ). If width and height 
have been supplied with values different from 0, the following suboptions can also be used (see Table 
6.1): fitmethod, position.
PDF_load_graphics( ): the graphic will be adjusted to the size of the target page; the following subop-
tions can also be used (see Table 6.1): fitmethod, position.
PDF/X-5g/5pg: the target must conform to one of the following standards: PDF/X-1a:2003, PDF/X-3:2003, 
PDF/X-4, PDF/X-4p, PDF/X-5g, or PDF/X-5pg, and must have been prepared for the same output intent.
PDF/VT-2: the target must conform to one of the following standards: PDF/X-1a:2003, PDF/X-3:2003, 
PDF/X-4, PDF/X-4p, or PDF/VT-1 and must have been prepared for the same output intent.
See the PDFlib Tutorial regarding the required Acrobat configuration for viewing referenced pages.


transform (Transformation list according to Table 9.12; ignored if the cloneboxes option of PDF_open_pdi_page( ) 
has been supplied for the page; not for PDF_load_image( )) A list which defines the transformation that 
maps the page, pattern, or template coordinate system to the default coordinate system of the target 
page, template or glyph description where the page/pattern/template is used. The concatenation of the 
page, pattern or template matrix with that of the target page, template or glyph description establishes 
the coordinate system within which all graphics objects in the page, pattern or template are interpreted.
The list contains pairs of a keyword and a float list according to Table 9.12 where each pair defines a 
transformation. The interpretation and length of the float list depends on the transformation. The trans-
formations are applied in the specified order. The elements within a pair may be separated with equals 
signs ’=’. Default: no transformations are applied.
Example: transform={rotate=45 translate={100 0}}


Table 9.11 Common XObject options for PDF_load_image( ), PDF_open_pdi_page( ), and PDF_begin_template_ext( ) as 
well as PDF_load_graphics( ) with the templateoptions option


option description
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transparency
group


(Option list or keyword; not for PDF_load_image( ); not for PDF/A-1 and PDF/X-1a/3; PDF_open_pdi_
page( ) and PDF_load_graphics( ) enforce auto in PDF/A-2/3 and PDF/X-4/5 modes) Attach a transparency 
group to the Form XObject created for the imported page, graphics or template. The following keywords 
are supported (default: auto):
auto PDF_open_pdi_page( ): a transparency group is created which ensures that the placed page is 


rendered the same way as before placing it on the output page. The algorithm for selecting 
the blend color space and other group attributes takes into account all applicable PDF/A, PDF/
X, and PDF/VT requirements. In PDF/VT mode a group is only created if the imported page ac-
tually contains transparency.
PDF_load_graphics( ): if transparent objects are present in imported graphics a transparency 
group is created with a suitable color space.
PDF_begin_template_ext( ): same as none


none Don’t create any transparency group.
The following suboptions can be used to explicitly create a transparency group:
colorspace (Keyword or ICC profile handle; required with a value different from none if the template is 


used for the softmask option of PDF_create_gstate( ) with type=luminosity) Blending color 
space; see Table 3.9 (option transparencygroup) for supported keywords and restrictions 
(default: none).


isolated (Boolean) Specifies whether the transparency group is isolated, which means that it does not 
composite with existing contents of the page where it is placed. Default: false


knockout (Boolean) Specifies whether the transparency group is a knockout group, which means that 
the group elements do not composite with each other; objects knock out earlier elements in 
the group. Default: false


Table 9.12 Keywords and float lists for the transform option of PDF_begin_pattern_ext( ), PDF_begin_template_
ext( ),PDF_shading_pattern( ) and PDF_open_pdi_page( ) 


keyword description


align Rotate by the direction vector {dx dy}. The vector {0 0} implies no rotation.


matrix Specify a non-degenerate transformation matrix with six values {a b c d e f}. The keyword current 
creates six values comprising the current transformation matrix. This may be useful for creating a trans-
formation which matches the current user coordinate system.


rotate Rotate by {phi}, where the angle phi is measured in degrees counterclockwise from the positive x axis 
of the pattern, page or template coordinate system.


scale Scale by {sx sy}. If sy is not provided it is assumed to be equal to sx.


skew Skew (shear) by {alpha beta}, where alpha is measured in degrees counterclockwise from the positive x 
axis of the pattern coordinate system and beta is measured clockwise from the positive y axis. Both an-
gles must not be odd multiples of 90°.


translate Translate by {tx ty}. Since translations are compensated when placing the page, this translation 
doesn’t have any visible effect for imported PDF pages.


Table 9.11 Common XObject options for PDF_load_image( ), PDF_open_pdi_page( ), and PDF_begin_template_ext( ) as 
well as PDF_load_graphics( ) with the templateoptions option


option description
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Table 9.13 Suboptions for the reference option in PDF_begin_template_ext( ), PDF_open_pdi_page( ) as well as PDF_
load_graphics( ) with the templateoptions option


option description


filename (Name string; required) Name of the file containing the target PDF. This name will be stored in the PDF 
and used by the viewer. It will also be used to locate the target PDF locally (i.e. the PDF must exist) unless 
the target option has been supplied. It is recommended to use plain base names without any directories.


hypertext-
encoding


(Keyword) Specifies the encoding for the pagelabel option. An empty string is equivalent to unicode. De-
fault: value of the global hypertextencoding option


pagelabel (Hypertext string; must not be combined with pagenumber) Page label of the page to be referenced


pagenumber (Integer) Number of the page to be referenced. The first page has page number 1. Default: 1 (this may be 
overwritten by pagelabel, however).


pdiusebox (Keyword; forced to media in PDF/X-5g/5pg) Specifies which box dimensions will be used for determining 
the size of the target page. Default: media in PDF/X-5g/5pg mode, else crop.
media Use the MediaBox (which is always present)
crop Use the CropBox if present, else the MediaBox
bleed Use the BleedBox if present, else the CropBox
trim Use the TrimBox if present, else the CropBox
art Use the ArtBox if present, else the CropBox


strongref (Boolean; forced to true in PDF/X-5g/5pg) If true, PDFlib will use the target’s ID entry to create a strong 
reference to the target. The reference will break (i.e. the viewer will use the proxy) if the target is replaced 
with another document. If the flexibility of swapping targets is desired, this option must be set to false, 
and the local target and the target which is ultimately used for rendering the document must have iden-
tical page boxes and rotation entries. Default: true


target (PDF document handle) Handle to the target document retrieved with PDF_open_pdi_document( ). The 
target PDF must have been opened with the repair=none option and without the password option. Sup-
plying a document handle in addition to the filename may be useful in two situations:
> If many generated documents reference the same target PDF, the target must be opened only once and 


the results can be cached internally.
> The filename of the local target is different from the target filename to be stored in the PDF.
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Table 9.14 Suboptions for the pdfvt option in PDF_load_image( ), PDF_open_pdi_page( ), PDF_begin_template_ext( ) as 
well as PDF_load_graphics( ) with the templateoptions option


option description


environment (Hypertext string; required if scope=stream or scope=global) Specifies a PDF/VT environment context, 
i.e. an identifier that can be used by a PDF/VT processor to provide a management interface for manag-
ing related XObjects. For example, the customer name or job name could be used to identify the environ-
ment.


scope (Keyword) PDF/VT scope (not related to PDFlib function scope) of the XObject (default: unknown):
unknown The scope of the XObject is not known.
singleuse The XObject is referenced only once in the PDF/VT file.
record (Only allowed if the recordlevel option for PDF_begin_document( ) has been specified) The 


XObject is referenced more than once in the pages belonging to a single record, but is not 
referenced within other records.


file The XObject is referenced more than once in the PDF/VT file. If the recordlevel option has 
been supplied, scope=file should only be used if the XObject is used in more than one record 
(and scope=record otherwise).


stream (Requires the environment option; only allowed for documents which will be included in a 
PDF/VT-2s stream) The XObject or an equivalent XObject is referenced more than once in the 
PDF/VT-2s stream containing the PDF/VT file.


global (Requires the environment option) The XObject or an equivalent XObject is referenced in more 
than one PDF/VT file or PDF/VT-2s stream.


xid (String; only for PDF_begin_template_ext( ) since identifiers will automatically be created for all other 
types of XObjects) Unique identifier for the Form XObject created for the template. It is strongly recom-
mended to provide this identifier in the format suggested in ISO 16612-2:2010, section 6.7.2, i.e. a URI with 
the uuid scheme and 128-bit number according to RFC 4122. The identifiers should be identical for tem-
plate definitions which create equivalent PDF Form XObjects according to PDF/VT (i.e. templates which 
create the same visual output). Templates which are not equivalent must have different identifiers or no 
identifier at all.
It is strongly recommended to supply the xid option for templates with scope=stream or scope=global 
to allow caching of Form XObjects across documents.
Example xid in the recommended format: uuid:1228c416-48f2-e817-ad69-8206e41dca2d
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10 PDF Import (PDI) and pCOS Functions
Note All functions described in this chapter require the PDF import library (PDI) which is included in 


PDFlib+PDI and PDFlib Personalization Server (PPS), but not in the base PDFlib product. Please 
visit our Web site for more information on obtaining PDI.


10.1 Document Functions
Cookbook A full code sample can be found in the Cookbook topic pdf_import/starter_pdfmerge.


C++ Java C# int open_pdi_document(String filename, String optlist)
Perl  PHP int open_pdi_document(string filename, string optlist)


C int PDF_open_pdi_document(PDF *p, const char *filename, int len, const char *optlist)


Open a disk-based or virtual PDF document and prepare it for later use.


filename (Name string; will be interpreted according to the global filenamehandling op-
tion, see Table 2.3) Name of the PDF file.


optlist An option list specifying PDF open options:
> General option: errorpolicy (see Table 2.1)
> PDF document options according to Table 10.1:


checkoutputintentprofile, infomode, inmemory, passwordrepair, requiredmode, shrug
> Tagged PDF processing options according to Table 10.1:


checktags, usetags
> Layer processing options according to Table 10.1:


parentlayer, parenttitle, uselayers


len (C language binding only) Length of filename (in bytes). If len = 0 a null-terminated 
string must be provided.


Returns A PDI document handle which can be used for processing individual pages of the docu-
ment or for querying document properties. A return value of -1 (in PHP: 0) indicates that 
the PDF document couldn’t be opened. An arbitrary number of PDF documents can be 
opened simultaneously. The return value can be used until the end of the enclosing 
document scope. If the function call fails you can request the reason of the failure with 
PDF_get_errmsg( ).


The error behavior can be changed with the errorpolicy option.


Details By default, the document is rejected if at least one of the following conditions is true:
> The document is damaged and couldn’t be repaired (or repair=none was specified).
> The document is encrypted, but the corresponding master password has not been 


supplied in the password option. The shrug option can be used to enable page import 
from protected documents under certain conditions (see PDFlib Tutorial).


Except for the first reason, the infomode option can be used to open the document nev-
ertheless. This may be useful to query information about the PDF using the PDF_pcos_
get_*( ) functions, such as encryption, document info fields, etc.



http://www.pdflib.com/pdflib-cookbook/pdf-import/starter-pdfmerge
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In order to get more detailed information about the nature of a PDF import-related 
problem (wrong PDF file name, bad PDF data, etc.), use PDF_get_errmsg( ) to receive a 
more detailed error message.


Scope any; in object scope a PDI document handle can only be used in the PDF_pcos_get_*( ) 
functions.


Table 10.1 Options for PDF_open_pdi_document( )


option description


checktags (Keyword) Specifies whether the structure element nesting rules (see PDFlib Tutorial) are checked in PDF_
open_pdi_page( ) for imported structure elements. Supported keywords (default: none):
none Tag nesting rules are not enforced. This setting is default since many real-world documents 


violate structure element nesting rules, and couldn’t otherwise be imported.
relaxed Similar to strict except that a few rules are not enforced (see PDFlib Tutorial).
strict If an imported tag violates the nesting rules the call to PDF_open_pdi_page( ) will fail.


checkoutput-
intentprofile


(Boolean, only relevant for PDF/A and PDF/X) If true, the number of color components of an output in-
tent is checked against the number of components in the associated ICC profile. This guards against in-
consistent input documents. Setting this option to false reduces memory requirements, but should be 
used only if the input documents are known to contain consistent output intent profiles. Default: true


infomode (Boolean) If true, the document will be opened such that information can be queried with the pCOS in-
terface, but the pages can not be imported into the current output document with PDF_open_pdi_
page( ). The following documents can be opened when infomode=true: encrypted PDFs where the pass-
word is not known (exception: PDF 1.6 and above documents created with the Distiller setting »Object 
Level Compression: Maximum«). Default: false if requiredmode=full, otherwise true


inmemory (Boolean) If true, PDI will load the complete file into memory and process it from there. This can result in 
a tremendous performance gain on some systems (especially z/OS) at the expense of memory usage. If 
false, individual parts of the document will be read from disk as needed. Default: false


parentlayer (Layer handle; ignored if the input document doesn't contain any layers or uselayers=false) Insert all 
layer definitions imported from the document as children of the specified layer. If the specified layer has 
been activated anywhere in the output document it is used as parent; otherwise it is used as title (separa-
tor) only. Default: no parent layer


parenttitle (Hypertext string; ignored if the input document doesn't contain any layers or uselayers=false) Add a 
title layer which does not directly control the visibility of page contents, but serves as a hierarchical sep-
arator for the imported layer definitions. Default: no parent title


password (String) Master password required to open a protected PDF document for import. If infomode=true the 
user password (which may even be empty) is sufficient to query document information. If no password 
has been supplied at all for an encrypted document the document handle can only be used to query its 
encryption status. The shrug option can be used to import pages from protected documents under cer-
tain conditions (see PDFlib Tutorial).


repair (Keyword) Specifies how to treat damaged PDF input documents. Repairing a document takes more time 
than normal parsing, but may allow processing of certain damaged PDFs. Note that some documents 
may be damaged beyond repair. Supported keywords (default: auto):
auto Repair the document only if problems are detected while opening the PDF.
force Unconditionally try to repair the document, regardless of whether or not it has problems.
none No attempt will be made at repairing the document. If there are problems in the PDF the 


function call will fail.
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C int PDF_open_pdi_callback(PDF *p, void *opaque, size_t filesize,
size_t (*readproc)(void *opaque, void *buffer, size_t size),
int (*seekproc)(void *opaque, long offset), const char *optlist)


Open a PDF document from a custom data source and prepare it for later use.


opaque A pointer to some user data that might be associated with the input PDF docu-
ment. This pointer will be passed as the first parameter of the callback functions, and 
can be used in any way. PDI will not use the opaque pointer in any other way.


filesize The size of the complete PDF document in bytes.


readproc A callback function which copies size bytes to the memory pointed to by 
buffer. If the end of the document is reached it may copy less data than requested. The 
function must return the number of bytes copied.


seekproc A callback function which sets the current read position in the document. 
offset denotes the position from the beginning of the document (0 meaning the first 
byte). If successful, this function must return 0, otherwise -1.


optlist An option list specifying PDF open options; all options of PDF_open_pdi_
document( ) are supported.


Returns A PDI document handle which can be used for processing individual pages of the docu-
ment or for querying document properties. A return value of -1 indicates that the PDF 
document couldn’t be opened. An arbitrary number of PDF documents can be opened 
simultaneously. The return value can be used until the end of the enclosing document 
scope. If the function call fails you can request the reason of the failure with PDF_get_
errmsg( ).


Details This is a specialized interface for applications which retrieve arbitrary chunks of PDF 
data from some data source instead of providing the PDF document in a disk file or in 
memory.


requiredmode (Keyword) The minimum pcos mode (minimum/restricted/full) which is acceptable when opening 
the document. The call will fail if the resulting pcos mode would be lower than the required mode. If the 
call succeeds it is guaranteed that the resulting pcos mode is at least the one specified in this option. 
However, it may be higher; e.g. requiredmode=minimum for an unencrypted document will result in full 
mode. Default: full


shrug (Boolean) If true, the shrug feature will be activated to enable page import from protected documents 
under certain conditions (see PDFlib Tutorial). By using the shrug option you assert that you honor the 
PDF document author’s rights. Default: false


uselayers (Boolean; only relevant if the input contains layers) If true, all layer definitions used on any of the im-
ported pages are imported. This option affects only layer definitions, but not the actual layer contents 
since PDI always imports the contents of all layers on a page. In order to work with uselayers=false the 
generated document must not contain any layers at all, i.e. all PDF documents with layers must be 
opened with uselayers=false and PDF_define_layer( ) must not be called. Default: true


usetags (Boolean; only relevant for tagged PDF input and output; must be true in PDF/UA-1 mode) If true, the 
structure hierarchy of the imported document is read so that structure element tags can later be import-
ed along with the pages. Default: true


Table 10.1 Options for PDF_open_pdi_document( )


option description
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Scope any; in object scope a PDI document handle can only be used to query information from 
a PDF document.


Bindings Only available in the C binding.


C++ Java C# void close_pdi_document(int doc)
Perl  PHP close_pdi_document(int doc)


C void PDF_close_pdi_document(PDF *p, int doc)


Close all open PDI page handles, and close the input PDF document.


doc A valid PDF document handle retrieved with PDF_open_pdi_document( ).


Details This function closes a PDF import document, and releases all resources related to the 
document. All document pages which may be open are implicitly closed. The document 
handle must not be used after this call. A PDF document should not be closed if more 
pages are to be imported. Although you can open and close a PDF import document an 
arbitrary number of times, doing so may result in unnecessary large PDF output files.


Scope any
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10.2 Page Functions


C++ Java C# int open_pdi_page(int doc, int pagenumber, String optlist)
Perl  PHP int open_pdi_page(int doc, int pagenumber, string optlist)


C int PDF_open_pdi_page(PDF *p, int doc, int pagenumber, const char* optlist)


Prepare a page for later use with PDF_fit_pdi_page( ).


doc A valid PDF document handle retrieved with PDF_open_pdi_document( ).


pagenumber The number of the page to be opened. The first page has page number 1.


optlist An option list specifying page-specific options:
> General options: errorpolicy (see Table 2.1) and hypertextencoding (see Table 2.3)
> PDF page options according to Table 10.2:


boxexpand, checktransgroupprofile, clippingarea, cloneboxes, forcebox, ignore-
pdfversion,initgraphicsstate, pdiusebox, usetags


> Common XObject options (see Table 9.11):
associatedfiles, iconname, layer, metadata, pdfvt, reference, transform, transparencygroup


Returns A PDI page handle which can be used for placing pages with PDF_fit_pdi_page( ). A return 
value of -1 (in PHP: 0) indicates that the page couldn’t be opened. If the function call fails 
you can request the reason of the failure with PDF_get_errmsg( ). The returned handle 
can be used until the end of the enclosing document scope. If the infomode option was 
true when the document has been opened with PDF_open_pdi_document( ), the handle 
can not be used with PDF_open_pdi_page( ).


The error behavior can be changed with the errorpolicy option.


Details This function copies all data comprising the imported page to the output document, 
but does not have any visible effect on the output. In order to actually place the import-
ed page somewhere in the generated output document, PDF_fit_pdi_page( ) must be 
used. This function fails in the following cases:


> The document uses a PDF version which is incompatible to the current PDF docu-
ment. For PDF versions up to PDF 1.6 all versions up to and including the same ver-
sion are compatible. PDF 1.7, PDF 1.7ext3, PDF 1.7ext8 and PDF 2.0 are all compatible to 
each other as far as page import with PDI is concerned. However, in PDF/A mode the 
input PDF version number is ignored since PDF version headers must be ignored in 
PDF/A.


> The document is not compatible to the current PDF/A, PDF/X, PDF/VT or PDF/UA 
output conformance level, or uses an incompatible output intent.


> If the document contains an inconsistent PDF/A or PDF/X output intent no pages 
can be imported.


In order to get more detailed information about a problem related to PDF import (bad 
PDF data, etc.) you can call PDF_get_errmsg( ).


If the imported page contains referenced XObjects, PDF_open_pdi_page( ) copies both 
proxy and reference to the target.


An arbitrary number of pages can be opened simultaneously. If the same page is 
opened multiply, different handles will be returned, and each handle must be closed ex-
actly once.
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PDF/A The imported document must be compatible to the current PDF/A output conformance 
level (see PDFlib Tutorial for details) and output intent.


PDF/X The imported document must be compatible to the current PDF/X output conformance 
level (see PDFlib Tutorial for details), and must use the same output intent as the gener-
ated document.


PDF/X-4/5: the imported page is rejected if it uses a CMYK ICC profile which is identi-
cal to the generated document’s output intent profile.


PDF/VT The imported document must be compatible to the current PDF/VT output level (see 
PDFlib Tutorial) and must use the same output intent as the generated document. 
Document Part Metadata (DPM) in the imported document is not imported. This call 
may fail if the usestransparency=false option was specified in PDF_begin_document( ) , but 
the imported page contains transparency nevertheless.


The Form XObject created from the imported page is marked as encapsulated if cer-
tain conditions are met (see PDFlib Tutorial).


PDF/UA The imported document must conform to PDF/UA. The rolemap of the imported docu-
ment must be compatible with the mapping provided by the rolemap option of PDF_
begin_document( ) (see PDFlib Tutorial for details). This means that custom element 
types must not be mapped to different standard types by the rolemap option (or previ-
ously imported documents) and the rolemap of the imported document.


The heading structure of the imported page must be compatible with the structure 
type of the generated document, i.e. if structuretype=weak only H1, H2, etc. (but not H) 
must be used on the page; if structuretype=strong only H (but not H1, H2, etc.) must be 
used on the imported page. Pages with both numbered and unnumbered headings are 
rejected.


Scope any except object


Table 10.2 Options for PDF_open_pdi_page( )


option description


boxexpand (Float or list with four floats) Expand the page box selected via the pdiusebox option on all four sides by 
the same amount (if one value is provided) or on the left/right/bottom/top sides individually (if four val-
ues are provided). Negative values are allowed to reduce the page size. This option may be used to place 
content which is located outside of all page boxes of the imported page, or to add margins. Default: 0


checktrans-
groupprofile


(Boolean, only relevant for PDF/A and PDF/X) If true and the imported page contains a transparency 
group, its color space is checked for consistency and compatibility with the generated output document. 
This guards against inconsistent input documents and color space conflicts which could lead to non-con-
forming PDF/X or PDF/A output. Setting this option to false reduces memory requirements, but should 
be used only if the imported page is known to contain a conforming transparency group (if any). Default: 
true


clippingarea (Keyword) Specify which of the page boxes of the imported page will be used for clipping. Content out-
side the specified area will not be visible after placing the imported page on a new page. Supported key-
words (default: pdiusebox):
art Use the ArtBox if present, else the CropBox
bleed Use the BleedBox if present, else the CropBox
crop Use the CropBox if present, else the MediaBox
media Use the MediaBox (which is always present)
pdiusebox Use the box specified in the pdiusebox option
trim Use the TrimBox if present, else the CropBox
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C++ Java C# void close_pdi_page(int page)
Perl  PHP close_pdi_page(int page)


C void PDF_close_pdi_page(PDF *p, int page)


Close the page handle and free all page-related resources.


page A valid PDF page handle (not a page number!) retrieved with PDF_open_pdi_
page( ).


Details This function closes the page associated with the page handle identified by page, and re-
leases all related resources. page must not be used after this call.


Scope any except object


cloneboxes (Boolean; not allowed if boxexpand, forcebox, or pdiusebox is supplied; must match the cloneboxes op-
tion in PDF_fit_pdi_page( )) If true, the page will be prepared for box cloning with the cloneboxes op-
tion of PDF_fit_pdi_page( ). Default: false


forcebox (Rectangle) Force the page box to the specified values. This option overrides the pdiusebox and 
boxexpand options. It may be used to place content which is located outside of all page boxes of the im-
ported page. The values must be chosen carefully if the imported page contains a /Rotate key. The 
boxexpand option is preferable since it works regardless of any /Rotate key. Default: the box selected 
with the pdiusebox option


ignore-
pdfversion


(Boolean) If true, the PDF version number of the input PDF document is ignored, i.e. pages from docu-
ments with a higher PDF version than the current PDF output document can be imported. This may be 
useful for PDF documents with a higher PDF version which are nevertheless fully compatible to the cur-
rent PDF output level. The user is responsible for making sure that the imported pages do not violate the 
PDF output compatibility level. Default: false in general, but true in PDF/A and PDF/X mode


initgraphics-
state


(Boolean; forced to true in PDF/VT mode) If true, all graphics state parameters are initialized explicitly 
with the default values for the imported page. This prevents the current graphics state parameters from 
being applied to imported pages which rely on the defaults instead of explicitly setting all values. De-
fault: false


pdiusebox (Keyword; not allowed if cloneboxes is supplied) Specifies which box dimensions will be used for deter-
mining an imported page’s size. The box size will be used for scaling operations in PDF_fit_pdi_page( ). 
This box will also determine the visible contents of the page unless modified with the clippingarea op-
tion. Default: crop.
art Use the ArtBox if present, else the CropBox
bleed Use the BleedBox if present, else the CropBox
crop Use the CropBox if present, else the MediaBox
media Use the MediaBox (which is always present)
trim Use the TrimBox if present, else the CropBox


usetags (Boolean; only relevant for tagged PDF input and output and if the document has been opened with 
usetags=true) If true, the structure tags of the imported page will be copied to the structure hierarchy 
of the generated output document. In this case PDF_fit_pdi_page( ) can only be called in page scope. De-
fault: true


Table 10.2 Options for PDF_open_pdi_page( )


option description







200 Chapter 10:  PDF Import (PDI) and pCOS Functions


C++ Java C# void fit_pdi_page(int page, double x, double y, String optlist)
Perl  PHP fit_pdi_page(int page, float x, float y, string optlist)


C void PDF_fit_pdi_page(PDF *p, int page, double x, double y, const char *optlist)


Place an imported PDF page on the output page subject to various options.


page A valid PDF page handle (not a page number!) retrieved with PDF_open_pdi_
page( ). The infomode option must have been false when opening the document. The 
page handle must not have been closed.


x, y The coordinates of the reference point in the user coordinate system where the 
page will be located, subject to various options.


optlist An option list specifying page options:
> Fitting options according to Table 6.1:


blind, boxsize, fitmethod, matchbox, orientate, position, rotate, scale, showborder
> Options for page processing according to Table 9.3: adjustpage, gstate
> The cloneboxes option according to Table 10.3.
> Option for abbreviated structure element tagging according to Table 14.5 (only al-


lowed in page scope): tag


Details This function is similar to PDF_fit_image( ), but operates on imported PDF pages instead. 
A tagged page (i.e. tagged PDF is created and the page is imported with usetags=true 


from a tagged PDF) cannot be placed more than once.
In Tagged PDF mode it is recommended to use PDF_info_pdi_page( ) with the fitting-


possible keyword before calling PDF_fit_pdi_page( ) to check whether PDF_fit_pdi_page( ) 
will succeed (and avoid an exception in case of a failure).


Scope page, pattern, template, glyph; however, if a page from a Tagged PDF document has been 
loaded with usetags=true this function can only be called in page scope.


Table 10.3 Additional option for PDF_fit_pdi_page( )


option description


cloneboxes (Boolean; not allowed if the topdown option has been supplied in PDF_begin_page_ext( ); must match 
the cloneboxes option in PDF_open_pdi_page( ); only in page scope).
Setting this option to true has the following consequences (Default: false):
> All of the Rotate, MediaBox, TrimBox, ArtBox, BleedBox and CropBox entries which are present in the 


imported page will be copied to the current output page.
> The page contents will be placed such that the input page is duplicated; the user cannot change posi-


tion or size of the placed page. The parameters x, y and the following options will therefore be ignored: 
adjustpage, boxsize, fitmethod, orientate, position, rotate, scale. Duplication of the input page 
is only possible if the default coordinate system is active when calling PDF_fit_pdi_page( ).


> Page boxes created by the cloneboxes option override the artbox, bleedbox, cropbox, trimbox, 
mediabox, and rotate options as well as the width and height parameters of PDF_begin_page_ext( ).
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C++ Java C# double info_pdi_page(int page, String keyword, String optlist)
Perl  PHP float info_pdi_page(int page, string keyword, string optlist)


C double PDF_info_pdi_page(PDF *p, int page, const char *keyword, const char *optlist)


Perform formatting calculations for a PDI page and query the resulting metrics.


page A valid page handle retrieved with PDF_open_pdi_page( ).


keyword A keyword specifying the requested information:
> Keywords for querying the results of object fitting according to Table 6.3:


boundingbox, fitscalex, fitscaley, height, objectheight, objectwidth, width, x1, y1, x2, y2, x3, 
y3, x4, y4


> Page-related keywords according to Table 10.4:
mirroringx, mirroringy, pageheight, pagewidth, rotate, xid


> Keywords related to Tagged PDF according to Table 10.4:
fittingpossible, lang, topleveltag, topleveltagcount


optlist An option list specifying scaling and placement details:
> General option: errorpolicy (see Table 2.1)
> Fitting options according to Table 6.1 (if the PDF page has been opened with the 


cloneboxes option of PDF_open_pdi_page( ) these options will be ignored):
boxsize, fitmethod, matchbox, orientate, position, rotate, scale


> Options for page processing according to Table 9.3 don’t make sense; however, they 
can be supplied but are ignored to facilitate unified option lists for PDF_fit_pdi_
page( ) and PDF_info_pdi_page( ): adjustpage, gstate


> Option for abbreviated structure element tagging according to Table 14.5: tag
> Option for selecting one of the page’s top-level structure elements to retrieve some 


information from it: index


Returns The value of some page property as requested by keyword. If the requested property is 
not available for the page, the function returns 0. If an object handle is requested (e.g. 
clippingpath) this function will return a handle to the object, or -1 (in PHP: 0) if the object 
is not available. If the requested keyword produces text, a string index is returned, and 
the corresponding string must be retrieved with PDF_get_string( ).


Details This function performs all calculations required for placing the imported page accord-
ing to the supplied options, but will not actually create any output on the page. The ref-
erence point for placing the page is assumed to be {0 0}. If the cloneboxes option of PDF_
open_pdi_page( ) has been supplied, the page will be placed on the same location (rela-
tive to the page boxes) as in the original page.


PDF/UA The check for fittingpossible is stricter than in non-PDF/UA mode.


Scope any except object
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Table 10.4 Keywords for PDF_info_pdi_page( )


keyword description


fittingpossible (Only relevant for Tagged PDF output) 0 if the page cannot be placed (i.e. PDF_fit_pdi_page( ) 
would throw an exception) for one of the following reasons:
> One of the page’s top-level tags is not allowed under the currently active tag according to the 


nesting rules for structure elements.
> The non-empty page is untagged or contains no structure elements, and direct content is not 


allowed as child of the currently active tag.
> The page has already been placed.
> PDF/UA-1 with weak document structure: there is a gap in the heading level numbers between 


the current structure element and its parents, and the imported structure sub-hierarchy.
The value 1 is returned if the page can be placed in the current context. The tag option of PDF_fit_
pdi_page( ) can be supplied and is taken into account for the result. Only the tagname suboption 
of the tag option is evaluated; no other suboptions should be supplied.
Since the result is valid only for the current context this keyword should be used immediately be-
fore attempting to place a page.


lang String index for the Lang attribute of one of the imported page’s top-level structure elements, or 
-1 if no Lang attribute could be determined. The index option can be used to select one of the top-
level elements if there is more than one.


mirroringx, 
mirroringy


Horizontal or vertical mirroring of the page (expressed as 1 or -1) according to the supplied op-
tions


pageheight,
pagewidth


Original page height and width in points


rotate If cloneboxes=true: the rotation angle of the imported page in degrees, i.e. the value of the 
page’s Rotate key. Possible values are 0, 90, 180, and 270).
If cloneboxes=false: always 0


topleveltag String index for the name of one of the imported page’s top-level structure elements if the page 
has been opened with usetags=true and contains marked content associated with a structure el-
ement, otherwise -1 (e.g., for a page representing an Artifact). The index option can be used to 
select one of the top-level elements if there is more than one. If the tag is a custom element 
which is rolemapped in the imported document’s rolemap, the corresponding standard element 
name is reported, and not the custom element name.


topleveltagcount Number of structure elements at the top level of the imported page’s structure hierarchy. The 
lang and topleveltag keywords can be used to retrieve information about these elements, using 
the index option to select one. 0 is returned if no structure elements are imported, either because 
the page is untagged or contained no marked content corresponding to a structure element.


xid (Only for PDF/VT) String index for the GTS_XID entry of the page, or -1 if no GTS_XID value has 
been assigned. The GTS_XID string can be used in the CIP4/Summary/Content/Referenced meta-
data property for DPM.


Table 10.5 Option for PDF_info_pdi_page( )


option description


index (Integer; only relevant for the lang and topleveltag keywords) Selects one of the page’s top-level 
structure elements whose attribute is retrieved. The value must be in the range 
0..(toplevelcount-1). Default: 0
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10.3 Other PDI Processing


C++ Java C# int process_pdi(int doc, int page, String optlist)
Perl  PHP int process_pdi(int doc, int page, string optlist)


C int PDF_process_pdi(PDF *p, int doc, int page, const char* optlist)


Process certain elements of an imported PDF document.


doc A valid PDF document handle retrieved with PDF_open_pdi_document( ).


page If optlist requires a page handle (see Table 10.6), page must be a valid PDF page 
handle (not a page number!) retrieved with PDF_open_pdi_page( ). The page handle must 
not have been closed. If optlist does not require any page handle, page must be -1 (in PHP: 
0).


optlist An option list specifying PDI processing options:
> General option: errorpolicy (see Table 2.1)
> PDI processing options according to Table 10.6: action, block


Returns The value 1 if the function succeeded, or an error code of -1 (in PHP: 0) if the function call 
failed. If errorpolicy=exception this function will throw an exception in case of an error. If 
no Blocks were found on the input page for action=copyallblocks the function returns 1.


PDF/A The output intent can be set using this function with the copyoutputintent option or 
with PDF_load_iccprofile( ). If only device-independent colors are used in the document 
no output intent is required.


PDF/X The output intent must be set using this function with the copyoutputintent option or 
with PDF_load_iccprofile( ).


Scope document for action=copyoutputintent,
page for action=copyallblocks and action=copyblock


Table 10.6 Options for PDF_process_pdi( )


option description


action (Keyword; required; this option does not require a page handle) Specifies the kind of PDF processing:
copyoutputintent


(Doesn’t do anything if the output document neither conforms to PDF/X nor PDF/A) Copy the 
PDF/X or PDF/A output intent ICC profile of the imported document to the output document. 
The second and subsequent attempts to copy an output intent are ignored. If the document 
contains more than one output intent the first one is used. Standard output intents (without 
an embedded ICC profile) cannot be copied with this method.
If the input and output documents conform to PDF/X-4p or PDF/X-5pg/5n the reference to the 
external output intent ICC profile is copied. If a referenced profile is embedded the attached 
profile is also copied. The option action=copyoutputintent is not allowed if the input 
conforms to PDF/X-4p/5pg/5n, but not the output.


copyallblocks
(Only available in PPS) Copy all PDFlib Blocks from a page of the input document to the 
current output page according to the block option.


copyblock (Only available in PPS) Copy a PDFlib Block from a page of the input document to the current 
output page according to the block option.
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block (Option list; required for action=copyallblocks and action=copyblock) Specify details of the Block 
copying process. The following suboptions are supported:
blockname


(Name string; only for action=copyblock and required in this case) Name of the Block
outputblockname


(Name string; only for action=copyblock) Name under which the Block will be stored in the 
output page. Default: value of the blockname option


pagenumber
(Integer; required) The 1-based number of the page in the input document on which the Block 
is located.


Table 10.6 Options for PDF_process_pdi( )


option description
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10.4 pCOS Functions
All pCOS functions work with paths designating the target object in the PDF document. 
pCOS paths are discussed in detail in the pCOS Path Reference.


Cookbook A full code sample for using pCOS within PDFlib+PDI or PPS can be found in the Cookbook topic 
pdf_import/starter_pcos. A large number of pCOS programming samples is available in the 
pCOS Cookbook.


Note In evaluation mode pCOS accepts input documents up to a maximum of 1 MB or 10 pages. 
However, the following elements can also be queried for larger documents in evaluation mode: 
page count, page dimensions, Block details, and all universal pseudo objects.


C++ Java C# double pcos_get_number(int doc, string path)
Perl  PHP double pcos_get_number(long doc, string path)


C double PDF_pcos_get_number(PDF *p, int doc, const char *path, ...)


Get the value of a pCOS path with type number or boolean.


doc A valid document handle obtained with PDF_open_pdi_document( ).


path A full pCOS path for a numerical or boolean object.


Additional parameters (C language binding only) A variable number of additional pa-
rameters can be supplied if the key parameter contains corresponding placeholders (%s 
for strings or %d for integers; use %% for a single percent sign). Using these parameters 
will save you from explicitly formatting complex paths containing variable numerical 
or string values. The client is responsible for making sure that the number and type of 
the placeholders matches the supplied additional parameters.


Returns The numerical value of the object identified by the pCOS path. For Boolean values 1 will 
be returned if they are true, and 0 otherwise.


Scope any


C++ Java C# string pcos_get_string(int doc, string path)
Perl  PHP string pcos_get_string(long doc, string path)


C const char *PDF_pcos_get_string(PDF *p, int doc, const char *path, ...)


Get the value of a pCOS path with type name, number, string, or boolean.


doc A valid document handle obtained with PDF_open_pdi_document( ).


path A full pCOS path for a name, string, or boolean object.


Additional parameters (C language binding only) A variable number of additional pa-
rameters can be supplied if the key parameter contains corresponding placeholders (%s 
for strings or %d for integers; use %% for a single percent sign). Using these parameters 
will save you from explicitly formatting complex paths containing variable numerical 
or string values. The client is responsible for making sure that the number and type of 
the placeholders matches the supplied additional parameters.



http://www.pdflib.com/pdflib-cookbook/pdf-import/starter-pcos
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Returns A string with the value of the object identified by the pCOS path. For Boolean values the 
strings true or false will be returned.


Details This function raises an exception if pCOS does not run in full mode and the type of the 
object is string. However, some objects can nevertheless be retrieved in restricted mode 
under certain conditions; see pCOS Path Reference for details.


This function assumes that strings retrieved from the PDF document are text strings. 
String objects which contain binary data should be retrieved with PDF_pcos_get_
stream( ) instead which does not modify the data in any way.


Scope any


Bindings C language binding: The string will be returned in UTF-8 format (on zSeries and i5/
iSeries: EBCDIC-UTF-8) without BOM. The returned strings will be stored in a ring buffer 
with up to 10 entries. If more than 10 strings are queried, buffers will be reused, which 
means that clients must copy the strings if they want to access more than 10 strings in 
parallel. For example, up to 10 calls to this function can be used as parameters for a 
printf( ) statement since the return strings are guaranteed to be independent if no more 
than 10 strings are used at the same time.


C++ language binding: The string will be returned as wstring in the default wstring con-
figuration of the C++ wrapper. In string compatibility mode on zSeries and i5/iSeries the 
result will be returned in EBCDIC-UTF-8 without BOM.


Bindings COM: the result will be provided as Unicode string in UTF-16 format. If no text is avail-
able an empty string will be returned.


Java, .NET, and Python: the result will be provided as Unicode string. If no text is avail-
able a null object will be returned.


Perl and PHP language bindings: the result will be provided as UTF-8 string. If no text is 
available a null object will be returned.


RPG language binding: the result will be provided as EBCDIC-UTF-8 string.


C++ Java C# const unsigned char *pcos_get_stream(int doc, int *length, string optlist, string path)
Perl  PHP string pcos_get_stream(long doc, string optlist, string path)


C const unsigned char *PDF_pcos_get_stream(PDF *p, int doc, int *length, const char *optlist,
const char *path, ...)


Get the contents of a pCOS path with type stream, fstream, or string.


doc A valid document handle obtained with PDF_open_pdi_document( ).


length (C and C++ language bindings only) A pointer to a variable which will receive 
the length of the returned stream data in bytes.


optlist An option list specifying stream retrieval options according to Table 10.7.


path A full pCOS path for a stream or string object.


Additional parameters (C language binding only) A variable number of additional pa-
rameters can be supplied if the key parameter contains corresponding placeholders (%s 
for strings or %d for integers; use %% for a single percent sign). Using these parameters 
will save you from explicitly formatting complex paths containing variable numerical 
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or string values. The client is responsible for making sure that the number and type of 
the placeholders matches the supplied additional parameters.


Returns The unencrypted data contained in the stream or string. The returned data will be emp-
ty (in C: NULL) if the stream or string is empty, or if the contents of encrypted attach-
ments in an unencrypted document are queried and the attachment password has not 
been supplied.


If the object has type stream, all filters will be removed from the stream contents (i.e. 
the actual raw data will be returned) unless keepfilter=true. If the object has type fstream 
or string the data will be delivered exactly as found in the PDF file, with the exception of 
ASCII85 and ASCIIHex filters which will be removed.


Details This function will throw an exception if pCOS does not run in full mode. As an excep-
tion, the object /Root/Metadata can also be retrieved in restricted pCOS mode if nocopy= 
false or plainmetadata=true. An exception will also be thrown if path does not point to an 
object of type stream, fstream, or string.


Despite its name this function can also be used to retrieve objects of type string. Un-
like PDF_pcos_get_string( ), which treats the object as a text string, this function will not 
modify the returned data in any way. Binary string data is rarely used in PDF, and can-
not be reliably detected automatically. The user is therefore responsible for selecting 
the appropriate function for retrieving string objects as binary data or text.


Scope any


Bindings COM: Most client programs will use the Variant type to hold the stream contents. Java-
Script with COM does not allow to retrieve the length of the returned variant array (but 
it does work with other languages and COM).


C and C++ language bindings: The returned data buffer can be used until the next call to 
this function.
Python: the result will be returned as 8-bit string (Python 3: bytes).


Note This function can be used to retrieve embedded font data from a PDF. Users are reminded that 
fonts are subject to the respective font vendor’s license agreement, and must not be reused 
without the explicit permission of the respective intellectual property owners. Please contact 
your font vendor to discuss the relevant license agreement.


Table 10.7 Options for PDF_pcos_get_stream( )


option description


convert (Keyword; will be ignored for streams which are compressed with unsupported filters) Controls 
whether or not the string or stream contents will be converted (default: none):
none Treat the contents as binary data without any conversion.
unicode Treat the contents as textual data (i.e. exactly as in PDF_pcos_get_string( )), and 


normalize it to Unicode. In non-Unicode-capable language bindings this means the 
data will be converted to UTF-8 format without BOM.
This option is required for the data type »text stream« in PDF which is rarely used (e.g. 
it can be used for JavaScript, although the majority of JavaScripts is contained in 
string objects, not stream objects).


keepfilter (Boolean; recommended only for image data streams; will be ignored for streams which are com-
pressed with unsupported filters) If true, the stream data will be compressed with the filter 
which is specified in the image’s filterinfo pseudo object. If false, the stream data will be un-
compressed. Default: true for all unsupported filters, false otherwise
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11 Block Filling Functions (PPS)
The PDFlib Personalization Server (PPS) offers dedicated functions for processing vari-
able Blocks of type Text, Image, and PDF. These PDFlib Blocks must be contained in the 
imported PDF page, but will not be retained in the generated output. The imported page 
must have been placed on the output page with PDF_fit_pdi_page( ) before using any of 
the Block filling functions. When calculating the Block position on the page, the Block 
functions take into account the scaling options which have been in effect when placing 
the imported page with PDF_fit_pdi_page( ).


Note The Block processing functions discussed in this chapter require the PDFlib Personalization 
Server (PPS). The PDFlib Block plugin for Adobe Acrobat is required for creating PDFlib Blocks in 
PDF templates interactively. Alternatively, Blocks can be created with PPS itself.


Cookbook A full code sample for filling Blocks with PPS can be found in the Cookbook topic blocks/
starter_block.


11.1 Rectangle Options for Block Filling Functions
Table 11.1 lists rectangle options for PDF_fill_textblock( ), PDF_image_block( ), PDF_fill_
pdfblock( ), and PDF_graphics_block( ). Options which are specific for a particular Block 
type (i.e. text, image, or PDF Blocks) are listed in the next sections. Almost all Block prop-
erties can be overridden with options with the same name, except for the following 
properties which can not be overridden with options:


Name, Description, Subtype, Type


Table 11.1 Rectangle options for the PDF_fill_*block( ) functions


option description


Rect (Rectangle) The coordinates of the Block in the coordinate system of the Block PDF. The Block rectangle 
can be specified with the refpoint and boxsize options (in user coordinates).


Status (Keyword) Describes how the Block will be processed (default: active):
active The Block will be fully processed according to its properties.
ignore The Block will be ignored.
ignoredefault


Like active, except that the defaulttext/image/pdf properties will be ignored, i.e. the Block 
remains empty if no contents have been provided. This may be useful to make sure that the 
Block’s default contents will not be used for filling Blocks on the server side although the Block 
may contain default contents for the Preview in the Block Plugin. It can also be used to disable 
the default contents for previewing a Block without removing it from the Block properties.


static No variable contents will be placed; instead, the Block’s default text, image, or PDF contents 
will be used if available.


background-
color


(Color) Fill color for the Block; this color will be applied before filling the Block. This may be useful to hide 
existing page contents. Default: none


bordercolor (Color) Border color for the Block; this color will be applied before filling the Block. Default: none


linewidth (Float; must be greater than 0) Stroke width of the line used to draw the Block rectangle; only used if 
bordercolor is set. Default: 1



http://www.pdflib.com/pdflib-cookbook/block-handling-and-pps/starter-block

http://www.pdflib.com/pdflib-cookbook/block-handling-and-pps/starter-block
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11.2 Textline and Textflow Blocks


C++ Java C# int fill_textblock(int page, String blockname, String text, String optlist)
Perl  PHP int fill_textblock(int page, string blockname, string text, string optlist)


C int PDF_fill_textblock(PDF *p,
int page, const char *blockname, const char *text, int len, const char *optlist)


Fill a Textline or Textflow Block with variable data according to its properties.


page A valid PDF page handle for a page containing PDFlib Blocks. The input PDF page 
with Blocks must have been placed on the page earlier, either directly with PDF_fit_pdi_
page( ), indirectly in a table cell with PDF_fit_table( ), or as contents of a PDF Block with 
PDF_fill_pdfblock( ).


blockname (Name string) Name of the Block.


text (Content string) The text to be filled into the Block, or an empty string if the de-
fault text (as defined by Block properties) is to be used. If the textflowhandle option is 
supplied and contains a valid Textflow handle this parameter will be ignored.


len (C language binding only) Length of text (in bytes). If len = 0 a null-terminated 
string must be provided.


optlist An option list specifying text Block filling options. The following options are 
supported:


> General option: errorpolicy (see Table 2.1)
> Rectangle options for Block filling functions according to Table 11.1:


Rect, Status, backgroundcolor, bordercolor, linewidth
> Fitting options (see Section 6.1, »Object Fitting«, page 123)
> Textline Blocks, i.e. the textflow property or option is false:


all Textline options (see Section 5.1, »Single-Line Text with Textlines«, page 89)
> Textflow Blocks, i.e. the textflow property or option is true:


all options for PDF_add/create_textflow( ) (see Section 5.2, »Multi-Line Text with Text-
flows«, page 96) and all options for PDF_fit_textflow( ) (see Table 5.12)


> Text Block options according to Table 11.2: textflow, textflowhandle
> Option for default contents: defaulttext (see PDFlib Tutorial)


Returns -1 (in PHP: 0) if the named Block doesn’t exist on the page, the Block cannot be filled (e.g. 
due to font problems), the Block has wrong type, or the Block requires a newer PPS ver-
sion for processing; 1 if the Block could be processed successfully. If the textflowhandle 
option is supplied a valid Textflow handle is returned which can be used in subsequent 
calls. If the property Status has the value ignore, a handle to an empty Textflow is re-
turned if textflowhandle=-1, otherwise the supplied Textflow handle is returned without 
modifying the Textflow (since no output is created).


If the PDF document is found to be corrupt, this function will either throw an excep-
tion or return -1 subject to the errorpolicy option.


Details The supplied text will be formatted into the Block, subject to the Block’s properties. If 
text is empty the function will use the Block’s default text if available (unless Status= 
ignoredefault), and silently return otherwise. This may be useful to take advantage of 
other Block properties, such as fill or stroke color.
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Font selection: If neither the font option is supplied nor implicit font loading based 
on options is used, the font will be implicitly loaded based on the Block properties. Since 
the encoding for the font can only be specified as an option, but not as a Block property 
it will be set as follows by default:


> builtin if the font is a symbolic font and charref=false and (only relevant for non-Uni-
code aware languages) textformat=auto or bytes.


> unicode otherwise.


It is recommended to avoid the encoding, charref and textformat options if defaulttext is 
to be used.


Special care should be taken regarding the embedding option: if the font is implicitly 
loaded based on Block properties it will not automatically be embedded. If font embed-
ding is desired the embedding option must be specified.


Linking Textflow Blocks: If a Textflow doesn’t fit into a Block, the textflowhandle op-
tion can be used to connect multiple Blocks to a chain so that they hold multiple parts 
of the same Textflow:


> In the first call a value of -1 (in PHP: 0) must be supplied. The Textflow handle created 
internally is returned by PDF_fill_textblock( ), and must be stored by the user.


> In the next call the Textflow handle returned in the previous step can be supplied to 
the textflowhandle option (the text supplied in the text parameter is ignored in this 
case, and should be empty). The Block is filled with the remainder of the Textflow.


> This process can be repeated with more Textflow Blocks.
> The returned Textflow handle can be supplied to PDF_info_textflow( ) in order to de-


termine the results of Block filling, e.g. the end position of the text.


This process can be repeated an arbitrary number of times. The user is responsible for 
deleting the Textflow handle with PDF_delete_textflow( ) at the end.


PDF/UA Block decoration, i.e. ruling and shading created according to the backgroundcolor, 
bordercolor, linewidth properties is automatically tagged as Artifact.


Scope page, pattern, template, glyph


Table 11.2 Additional options for PDF_fill_textblock( )


option description


textflow (Boolean) Control single- or multiline processing. This property can be used to switch between Textline 
and Textflow Blocks:
false Text can span a single line and will be processed with PDF_fit_textline( ).
true Text can span multiple lines and will be processed with PDF_fit_textflow( ).
The default depends on the Block type: true for Textflow Blocks, and false for Textline Blocks


textflow-
handle


(Textflow handle; only for PDF_fill_textblock( ) with textflow=true) This option can be used for Text-
flow Block chaining. For the first Block in a chain of Blocks a value of -1 (in PHP: 0) must be supplied; the 
value returned by this function can be supplied as Textflow handle in subsequent calls for other Blocks in 
the chain. This option will change the default of fitmethod to clip. Note that all properties in the Text 
Preparation, Text Formatting and Appearance property groups of the Block will be ignored if textflow-
handle is supplied since the corresponding values used for creating the Textflow will be applied.
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11.3 Image Blocks


C++ Java C# int fill_imageblock(int page, String blockname, int image, String optlist)
Perl  PHP int fill_imageblock(int page, string blockname, int image, string optlist)


C int PDF_fill_imageblock(PDF *p, int page, const char *blockname, int image, const char *optlist)


Fill an image Block with variable data according to its properties.


page A valid PDF page handle for a page containing PDFlib Blocks. The input PDF page 
with Blocks must have been placed on the page earlier, either directly with PDF_fit_pdi_
page( ), indirectly in a table cell with PDF_fit_table( ), or as contents of a PDF Block with 
PDF_fill_pdfblock( ).


blockname (Name string) Name of the Block.


image A valid image handle for the image to be filled into the Block, or -1 if the default 
image (as defined by Block properties) is to be used.


optlist An option list specifying image Block filling options. The following options are 
supported:


> General option: errorpolicy (see Table 2.1)
> Rectangle options for Block filling functions according to Table 11.1:


Rect, Status, backgroundcolor, bordercolor, linewidth
> Fitting options (see Section 6.1, »Object Fitting«, page 123)
> Options for image processing according to Table 9.3
> Option for default contents: defaultimage (see PDFlib Tutorial)


Returns -1 (in PHP: 0) if the named Block doesn’t exist on the page, the Block cannot be filled, the 
Block has wrong type, or the Block requires a newer PPS version for processing; 1 if the 
Block could be processed successfully. Use PDF_get_errmsg( ) to get more information 
about the nature of the problem.


Details The image referred to by the supplied image handle will be placed in the Block, subject 
to the Block’s properties. If image is -1 (in PHP: 0) the function will use the Block’s default 
image if available (unless Status=ignoredefault), and silently return otherwise.


If the PDF document is found to be corrupt, this function will either throw an excep-
tion or return -1 subject to the errorpolicy option.


PDF/UA All raster images must be tagged as Artifact or Figure with a preceding call to PDF_begin_
item( ).


Block decoration, i.e. ruling and shading created according to the backgroundcolor, 
bordercolor, linewidth properties is automatically tagged as Artifact.


Scope page, pattern, template, glyph
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11.4 PDF Blocks


C++ Java C# int fill_pdfblock(int page, String blockname, int contents, String optlist)
Perl  PHP int fill_pdfblock(int page, string blockname, int contents, string optlist)


C int PDF_fill_pdfblock(PDF *p, int page, const char *blockname, int contents, const char *optlist)


Fill a PDF Block with variable data according to its properties.


page A valid PDF page handle for a page containing PDFlib Blocks. The input PDF page 
with Blocks must have been placed on the page earlier, either directly with PDF_fit_pdi_
page( ), indirectly in a table cell with PDF_fit_table( ), or as contents of a PDF Block with 
PDF_fill_pdfblock( ).


blockname (Name string) Name of the Block.


contents A valid PDF page handle for the PDF page to be filled into the Block, or -1 if the 
default PDF page (as defined by Block properties) is to be used.


optlist An option list specifying PDF Block filling options. The following options are 
supported:


> General option: errorpolicy (see Table 2.1))
> Rectangle options for Block filling functions according to Table 11.1:


Rect, Status, backgroundcolor, bordercolor, linewidth
> Fitting options (see Section 6.1, »Object Fitting«, page 123)
> Options for page processing according to Table 9.3
> Options for default contents: defaultpdf, defaultpdfpage (see PDFlib Tutorial)


Returns -1 (in PHP: 0) if the named Block doesn’t exist on the page, the Block cannot be filled, the 
Block has wrong type, or the Block requires a newer PPS version for processing; 1 if the 
Block could be processed successfully. Use PDF_get_errmsg( ) to get more information 
about the nature of the problem.


Details The PDF page referred to by the supplied page handle contents will be placed in the 
Block, subject to the Block’s properties. If contents is -1 (in PHP: 0) the function will use 
the Block’s default PDF page if available (unless Status=ignoredefault), and silently return 
otherwise.


If the PDF document is found to be corrupt, this function will either throw an excep-
tion or return -1 subject to the errorpolicy option.


PDF/UA Block decoration, i.e. ruling and shading created according to the backgroundcolor, 
bordercolor, linewidth properties is automatically tagged as Artifact.


Scope page, pattern, template, glyph
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11.5 Graphics Blocks


C++ Java C# int fill_graphicsblock(int page, String blockname, int contents, String optlist)
Perl  PHP int fill_graphicsblock(int page, string blockname, int contents, string optlist)


C int PDF_fill_graphicsblock(PDF *p, int page, const char *blockname, int contents, const char *optlist)


Fill a graphics Block with variable data according to its properties.


page A valid PDF page handle for a page containing PDFlib Blocks. The input PDF page 
with Blocks must have been placed on the page earlier, either directly with PDF_fit_pdi_
page( ), indirectly in a table cell with PDF_fit_table( ), or as contents of a PDF Block with 
PDF_fill_pdfblock( ).


blockname (Name string) Name of the Block.


contents A valid graphics handle for the graphics to be filled into the Block, or -1 if the 
default graphics (as defined by Block properties) is to be used.


optlist An option list specifying graphics Block filling options. The following options 
are supported:


> General option: errorpolicy (see Table 2.1)
> Rectangle options for Block filling functions according to Table 11.1:


Rect, Status, backgroundcolor, bordercolor, linewidth
> Fitting options (see Section 6.1, »Object Fitting«, page 123)
> Options for graphics processing according to Table 9.3
> Option for default contents: defaultgraphics (see PDFlib Tutorial)


Returns -1 (in PHP: 0) if the named Block doesn’t exist on the page, the Block cannot be filled, the 
Block has wrong type, or the Block requires a newer PPS version for processing; 1 if the 
Block could be processed successfully. Use PDF_get_errmsg( ) to get more information 
about the nature of the problem.


Details The graphics referred to by the supplied graphics handle will be placed in the Block, sub-
ject to the Block’s properties. If graphics is -1 (in PHP: 0) the function will use the Block’s 
default graphics if available (unless Status=ignoredefault), and silently return otherwise.


If the PDF document is found to be corrupt, this function will either throw an excep-
tion or return -1 subject to the errorpolicy option.


PDF/UA Block decoration, i.e. ruling and shading created according to the backgroundcolor, 
bordercolor, linewidth properties is automatically tagged as Artifact.


Scope page, pattern, template, glyph
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12 Interactive Features


12.1 Bookmarks


C++ Java C# int create_bookmark(String text, String optlist)
Perl  PHP int create_bookmark(string text, string optlist)


C int PDF_create_bookmark(PDF *p, const char *text, int len, const char *optlist)


Create a bookmark subject to various options.


text (Hypertext string) Text for the bookmark.


len (C language binding only) Length of text (in bytes). If len = 0 a null-terminated 
string must be provided.


optlist An option list specifying the bookmark’s properties. The following options can 
be used:


> General options: errorpolicy (see Table 2.1), hypertextencoding and hypertextformat (see 
Table 2.3)


> Bookmark control options according to Table 12.1:
action, destination, destname, fontstyle, index, item, open, parent, textcolor


Returns A handle for the generated bookmark, which may be used with the parent option in sub-
sequent calls.


Details This function adds a PDF bookmark with the supplied text. Unless the destination option 
is specified the bookmark points to the current page (or the least recently generated 
page if used in document scope, or the first page if used before the first page).


Creating bookmarks sets the openmode option of PDF_begin/end_document( ) to 
bookmarks unless another mode has explicitly been set.


PDF/UA Creating bookmarks is recommended for PDF/UA-1.


Scope document, page


Table 12.1 Options for PDF_create_bookmark( )


option description


action (Action list) List of bookmark actions for the following event (default: GoTo action with the target speci-
fied in the destination option):
activate Actions to be performed when the bookmark is activated. All types of actions are permitted.


destination (Option list; will be ignored if an activate action has been specified) Option list specifying the bookmark 
destination according to Table 12.10. Default: {type fitwindow page 0} if destination, destname, and 
action are absent.


destname (Hypertext string; may be empty; will be ignored if the destination option has been specified) Name of 
a destination which has been defined with PDF_add_nameddest( ). Destination or destname actions will 
be dominant over this option. If destname is an empty string (i.e. {}) and neither destination nor action 
are specified, the bookmark won’t have any action. This may be useful for separator bookmark.


fontstyle (Keyword) Specifies the font style of the bookmark text: normal, bold, italic, bolditalic. Default: 
normal
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index (Integer) Index where to insert the bookmark within the parent. Values between 0 and the number of 
bookmarks of the same level will be used to insert the bookmark at that specific location within the par-
ent. The value -1 can be used to insert the bookmark as the last one on the current level. Default: -1. How-
ever, for inserted or resumed pages bookmarks will be placed as if all pages had been generated in their 
physical order (i.e. the bookmarks reflect the page order).


item (Item handle or keyword; the handle must not refer to an active structure element, but not to an inline or 
pseudo element; only for Tagged PDF) Handle for a structure item which will be associated with the 
bookmark. The value 0 always refers to the structure tree root. The value -1 and the equivalent keyword 
current refer to the currently active element.


open (Boolean) If false, subordinate bookmarks will not be visible. If true, all children will be folded out. De-
fault: false


parent (Bookmark handle) The new bookmark will be specified as a subordinate of the bookmark specified in 
the handle. If parent=0 a new top-level bookmark will be created. Default: 0


textcolor (Color) Specifies the color of the bookmark text. Supported color spaces: none, gray, rgb.
Default: rgb {0 0 0} (=black)


Table 12.1 Options for PDF_create_bookmark( )


option description







12.2  Annotations 217


12.2 Annotations


C++ Java C# void create_annotation(double llx, double lly, double urx, double ury, String type, String optlist)
Perl  PHP create_annotation(float llx, float lly, float urx, float ury, string type, string optlist)


C void PDF_create_annotation(PDF *p,
double llx, double lly, double urx, double ury, const char *type, const char *optlist)


Create an annotation on the current page.


llx, lly, urx, ury x and y coordinates of the lower left and upper right corners of the an-
notation rectangle in default coordinates (if the usercoordinates option is false) or user 
coordinates (if it is true). Acrobat will align the upper left corner of the annotation at the 
upper left corner of the specified rectangle.


Note that annotation coordinates are different from the parameters of the PDF_rect( ) 
function. While PDF_create_annotation( ) expects parameters for two corners directly, 
PDF_rect( ) expects the coordinates of one corner, plus width and height values.


If the usematchbox option has been specified, llx/lly/urx/ury will be ignored.


type The annotation type according to Table 12.2. Markup annotations are marked in 
the table since certain options apply only to markup annotations.


Table 12.2 Annotation types


type notes; options specific for this type (in addition to general options)


3D (PDF 1.6) 3D model: 3Dactivate, 3Ddata, 3Dinteractive, 3Dshared, 3Dinitialview


Caret1 (PDF 1.5; the Caret annotation is usually associated with a Popup annotation which references the Caret 
annotation via parentname): rectdiff, symbol


Circle1 cloudy, createrichtext, inreplyto, interiorcolor, replyto


File-
Attachment1


attachment, calloutline, createrichtext, iconname, inreplyto, replyto


FreeText1 alignment, calloutline, cloudy, createrichtext, endingstyles, fillcolor, font, fontsize, 
inreplyto, orientate, replyto


Highlight1 createrichtext, inreplyto, polylinelist, replyto


Ink1 createrichtext, inreplyto, polylinelist, replyto


Line1 captionoffset, captionposition, createrichtext, endingstyles, interiorcolor, inreplyto, 
leaderlength, leaderoffset, line, showcaption, replyto


Link destination, destname, highlight


Movie (Movie annotation; deprecated in PDF 2.0; use type=RichMedia instead) attachment, movieposter, 
playmode, showcontrols, soundvolume, windowposition, windowscale


Polygon1 (PDF 1.5; vertices connected by straight lines): cloudy, createrichtext, inreplyto, polylinelist, 
replyto


PolyLine1 (PDF 1.5; similar to polygons, except that the first and last vertices are not connected) createrichtext, 
endingstyles, inreplyto, interiorcolor, polylinelist, replyto


Popup open, parentname


RichMedia (PDF 1.7ext3) richmedia
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optlist An option list specifying annotation properties:
> General option: hypertextencoding (see Table 2.3)
> The following common options according to Table 12.3 are supported for all annota-


tion types:
action, annotcolor, borderstyle, cloudy, contents, createdate, custom, dasharray, datestring, 
display, layer, linewidth, locked, lockedcontents, name, opacity, popup, readonly, rotate, 
subject, template, title, usematchbox, usercoordinates, zoom


> The following type-specific options according to Table 12.3 are supported only for 
some annotation types according to Table 12.2:
alignment, calloutline, captionoffset, captionposition, createrichtext, destname, 
endingstyles, fillcolor, font, fontsize, highlight, iconname, inreplyto, interiorcolor, 
leaderlength, leaderoffset, line, movieposter, open, orientate, parentname, playmode, 
polylinelist, rectdiff, replyto, showcaption, showcontrols, soundvolume, symbol, window-
position, windowscale


> Options for type=3D according to Table 13.4:
3Dactivate, 3Ddata, 3Dinteractive, 3Dshared, 3Dinitialview


> The richmedia option for type=RichMedia according to Table 13.4 with related subop-
tions in Table 13.7.


> Option for abbreviated structure element tagging according to Table 14.5: tag


Details In tagged PDF mode this function automatically creates a suitable OBJR element for the 
generated annotation. The user must create a corresponding Link or Annot container ele-
ment (see PDFlib Tutorial) before calling this function.


PDF/A PDF/A-1: only the following annotation types are allowed:
Circle, FreeText, Highlight, Ink, Line, Link, Popup, Square, Squiggly, Stamp, StrikeOut, Text, 
Underline
PDF/A-2/3: only type=Link is allowed.
Some options are restricted, see Table 12.3.


PDF/X Annotations are only allowed if they are positioned completely outside of the BleedBox 
(or TrimBox/ArtBox if no BleedBox is present).
PDF/X-1a/3: the annotation type FileAttachment is not allowed.


PDF/UA A non-grouping structure element must be created with PDF_begin_item( ) or the tag op-
tion when this function is called to create a visible annotation.


The option contents or the option tag with the suboption ActualText must be supplied 
for visible annotations.


Square1 cloudy, createrichtext, inreplyto, interiorcolor, replyto


Squiggly1 (squiggly-underline annotation) createrichtext, inreplyto, polylinelist, replyto


Stamp1 createrichtext, iconname, inreplyto, orientate, replyto


StrikeOut1 createrichtext, inreplyto, polylinelist, replyto


Text1 (In Acrobat this type is called sticky note) createrichtext, iconname, inreplyto, open, replyto


Underline1 createrichtext, inreplyto, polylinelist, replyto


1. Markup annotation; this is relevant for the createrichtext option.


Table 12.2 Annotation types


type notes; options specific for this type (in addition to general options)
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Scope page


Table 12.3 Options for PDF_create_annotation( )


option description


action (Action list) List of annotation actions for the following events (default: empty list). All types of actions 
are permitted:
activate (Only for type=Link) Actions to be performed when the annotation is activated.
close (PDF 1.5) Actions to be performed when the page containing the annotation is closed.
open (PDF 1.5) Actions to be performed when the page containing the annotation is opened.
invisible (PDF 1.5) Actions to be performed when the page containing the annotation is no longer 


visible.
visible (PDF 1.5) Actions to be performed when the page containing the annotation becomes visible.


alignment (Keyword; only for type=FreeText) Alignment of text in the annotation: left, center, or right. Default: 
left


annotcolor (Color) The color of the background of the annotation’s icon when closed, the title bar of the annotation’s 
pop-up window, and the border of a link annotation. Supported color spaces: none (not for type=Square, 
Circle), gray, rgb, and (in PDF 1.6) cmyk. Default: white for type=Square, Circle, otherwise none
PDF/A-1: this option can only be used if an RGB output intent has been specified, and gray or rgb color 
must be used.


attachment (Asset handle; only for type=FileAttachment and Movie; required) File attachment which has been load-
ed with PDF_load_asset( ) and type=attachment. Supported suboptions: see Table 13.6.
For type=FileAttachment: the file associated with the annotation
For type=Movie: the media file in one of the following formats: AVI or QuickTime movie, WAV or AIFF 
sound. Note that the attachment must have been loaded with type=Attachment and external=true in 
PDF_load_asset( ).


borderstyle (Keyword) Style of the annotation border or the line of the annotation types Polygon, PolyLine, Line, 
Square, Circle, Ink: solid, beveled, dashed, inset, or underline. Note that the beveled, inset, and 
underline styles do not work reliably in Acrobat. Default: solid


calloutline (List of four or six floats; PDF 1.6; only for type=FreeText) List of 4 or 6 float values specifying a callout 
line attached to the FreeText annotation. Six numbers {x1 y1 x2 y2 x3 y3} represent the starting, knee 
point, and end coordinates of the line. Four numbers {x1 y1 x2 y2} represent the starting and end coor-
dinates of the line. The coordinates will be interpreted in default coordinates (if the usercoordinates op-
tion is false) or user coordinates (if it is true).
The start point will be decorated with the symbol specified in the first keyword of the endingstyles op-
tion.


captionoffset (2 Floats; only for type=Line; PDF 1.7) The offset of the caption text from its normal position. The first 
value specifies the horizontal offset along the annotation line from its midpoint, with a positive value in-
dicating offset to the right and a negative value indicating offset to the left. The second value specifies 
the vertical offset perpendicular to the annotation line, with a positive value indicating a shift up and a 
negative value indicating a shift down. Default: {0, 0}, i.e. no offset from the normal position


caption-
position


(Keyword; only for type=Line; PDF 1.7) The annotation’s caption position. This option will be ignored if 
showcaption=false. Supported keywords (default: Inline):
Inline The caption will be centered inside the line.
Top The caption will be positioned on top of the line.


cloudy (Float; only for type=Circle, FreeText, Polygon, and Square; PDF 1.5) Specifies the intensity of the 
»cloud« effect used to render the polygon. Possible values are 0 (no effect), 1, and 2. If this option is used 
the borderstyle option will be ignored. Default: 0
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contents (String for type=FreeText, otherwise Hypertext string with a maximum length of 65535 bytes; PDF/UA-1: 
required if no ActualText is supplied in the tag option, and always required for type=Link) Text to be 
displayed for the annotation or (if the annotation does not display text) an alternate description of its 
contents in human-readable form. Carriage return or line feed characters can be used to force a new 
paragraph. PDF/A-1a/2a/3a: recommended for annotations which do not display text.


createdate (Boolean; PDF 1.5) If true, a date/time entry is created for the annotation. Default: true for Markup an-
notations, false otherwise


createrich-
text


(Option list; only for markup annotations; option contents must be empty; PDF 1.5) Create rich text con-
tents from a Textflow. This may be useful to generate formatted text for annotations. Supported subop-
tions:
textflow (Textflow handle) A Textflow which will be attached to the annotation as rich text. Color 


specifications in the Textflow must use only grayscale or RGB colors. If the Textflow handle 
has been supplied to PDF_fit_textflow/table( ) before the call to PDF_create_annotation( ) 
only the remaining text is used for the annotation. If no more text is available the Textflow is 
restarted from the beginning. Using a Textflow for an annotation does not affect subsequent 
calls to PDF_fit_textflow/table( ).


userunit (Keyword) Measurement unit for scalar values (e.g. firstlinedist, fontsize): cm (centimeter), in 
(inches), mm (millimeters), or pt (points). Default: pt


The following Textflow options are honored when creating rich text; all others are ignored:
nextline, alignment, fillcolor, underline, strikeout, font, fontsize, textrise, text formatting op-
tions
Note: setting font and alignment doesn’t have the expected effect in Acrobat.


custom (List of option lists; only for advanced users) This option can be used to insert an arbitrary number of pri-
vate entries in the annotation dictionary, which may be useful for specialized applications such as insert-
ing processing instructions for digital printing machines. Using this option requires knowledge of the PDF 
file format and the target application. Supported suboptions:
key (String; required) Name of the dictionary key (excluding the / character). Any non-standard 


PDF key can be specified, as well as the following standard keys: Contents, Name (option 
iconname), NM (option name), and Open. The corresponding options will be ignored in this case.


type (Keyword; required) Type of the corresponding value, which must be one of boolean, name, or 
string


value (Hypertext string if type=string, otherwise string; required) Value as it will appear in the PDF 
output; PDFlib will automatically apply any decoration required for strings and names.


dasharray (List of two non-negative floats; only for borderstyle=dashed). The lengths of dashes and gaps for a 
dashed border in default units (see Table 7.1). Default: 3 3


datestring (String; forces createdate=true) PDF date string with the desired creation date for the annotation. The 
date string is written unmodified to the annotation dictionary. It is an error to supply an invalid date 
string. Default (only relevant if createdate=true: the current date


destination (Option list; only for type=Link; will be ignored if an activate action has been specified) Option list ac-
cording to Table 12.10 defining the destination to jump to


destname (Hypertext string; only for type=Link; will be ignored if the destination option has been specified) 
Name of a destination which has been defined with PDF_add_nameddest( ). Actions created with the 
destination or destname options of PDF_create_action( ) are dominant over this option.


display (Keyword; will be forced to visible in PDF/A) Visibility on screen and paper: visible, hidden, noview, 
noprint. Default: visible


Table 12.3 Options for PDF_create_annotation( )


option description
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endingstyles (Keyword list; only for type=FreeText, Line, PolyLine) A list with two keywords specifying the line end-
ing styles. The second keyword will be ignored for type=FreeText (default: {none none}):
none, square, circle, diamond, openarrow, closedarrow
Additionally for PDF 1.5: butt, ropenarrow, rclosedarrow
Additionally for PDF 1.6: slash


filename Deprecated, use attachment


fillcolor (Color; only for type=FreeText) Fill color of the text. Supported color spaces are none, gray, rgb, and (in 
PDF 1.6) cmyk. Default: {gray 0} (=black)
PDF/A-1: this option can only be used if an RGB output intent has been specified, and gray or rgb color 
must be used.


font (Font handle; only for type=FreeText; required) Specifies the font to be used for the annotation.


fontsize (Fontsize; only for type=FreeText; required) The font size in default or user coordinates depending on the 
usercoordinates option. The value 0 or keyword auto means that Acrobat adjusts the fontsize to the 
rectangle.


highlight (Keyword; only for type=Link) Highlight mode of the annotation when the user clicks on it: none, 
invert, outline, push. Default: invert


iconname (String; only for type=Text, Stamp, FileAttachment) Name of an icon to be used in displaying the anno-
tation (to create an annotation without any visible icon set opacity=0):
For type=Text (default: note):


comment , key , note , help , newparagraph , paragraph , insert


For type=Stamp, but note that these don’t work reliably in Adobe Reader; the template option is recom-
mended instead (default: draft):
approved, experimental, notapproved, asis, expired, notforpublicrelease, confidential, final, 
sold, departmental, forcomment, topsecret, draft, forpublicrelease
For type=FileAttachment (default: pushpin):


graph , pushpin , paperclip , tag


The template option can be used to create custom icons.


inreplyto (Hypertext string; PDF 1.5; only for markup annotations; required if the replyto option is supplied) The 
name of the annotation (see option name) that this annotation is in reply to. Both annotations must be 
on the same page of the document. The relationship between the two annotations must be specified by 
the replyto option.


interiorcolor (Color; only for type=Line, PolyLine, Square, Circle) The color for the annotation’s line endings, rectan-
gle, or ellipse, respectively. Supported color spaces are none, gray, rgb, and (in PDF 1.6) cmyk. Default: none
PDF/A-1: this option can only be used if an RGB output intent has been specified, and gray or rgb color 
must be used.


layer (Layer handle; PDF 1.5) Layer to which the annotation will belong. The annotation will only be visible if 
the corresponding layer is visible.


Table 12.3 Options for PDF_create_annotation( )


option description
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leaderlength (List with one or two floats; the second float must not be negative; only for type=Line; PDF 1.6) The 
length of leader lines in default coordinates (if the usercoordinates option is false) or user coordinates 
(if it is true). Leader lines are auxiliary lines which are drawn from each endpoint of the line perpendicu-
lar to the line itself. The length is specified by two numbers (default: {0 0}):
The first number is the extension from each endpoint of the line perpendicular to the line itself. A positive 
value means that the leader lines appear in the direction that is clockwise when traversing the line from 
its start point to its end point (as specified by the line option); a negative value indicates the opposite di-
rection.
The second value, which can be omitted, represents the length of leader line extension which is drawn on 
the opposite side of the line. A positive value is ignored if the first value is 0.


leaderoffset (Non-negative float; only for type=Line; PDF 1.7) The length of the leader line offset, which is the 
amount of empty space between the endpoints of the annotation and the beginning of the leader lines 
in default coordinates (if the usercoordinates option is false) or user coordinates (if it is true). De-
fault: 0


line (Line; only for type=Line; required) A list of four numbers x1, y1, x2, y2 specifying the start and end points 
of the line in default coordinates (if the usercoordinates option is false) or user coordinates (if it is 
true).


linewidth (Integer) Width of the annotation border or the line of the annotation types Line, PolyLine, Polygon, 
Square, Circle, Ink in default units (=points). If linewidth=0 the border will be invisible. Default: 1


locked (Boolean) If true, the annotation properties (e.g. position and size) cannot be edited in Acrobat. How-
ever, the contents can still be modified. Default: false


locked-
contents


(Boolean; PDF 1.7) If true, the annotation contents cannot be edited in Acrobat. However, the annotation 
can still be deleted or properties changed (e.g. position and size) Default: false


mimetype Deprecated, use attachment


movieposter (Keyword; only for type=Movie) Keyword which specifies a poster image representing the movie on the 
page. Supported keywords: auto (the poster image will be retrieved from the movie file), none (no poster 
will be displayed). Default: none


name (Hypertext string) Name uniquely identifying the annotation. The name is necessary for some actions, 
and must be unique on the page. Default: none


opacity (Float or percentage; not for PDF/A-1) The constant opacity value (0-1 or 0%-100%) to be used in painting 
the annotation. Default: 1


open (Boolean; only for type=Text, Popup) If true, the annotation will initially be open. Default: false


orientate (Keyword; only for type=FreeText, Stamp) Specifies the desired orientation of the annotation within its 
rectangle. Supported keywords: north (upright), east (pointing to the right), south (upside down), west 
(pointing to the left). Default: north


parentname (String; only for type=PopUp) Name of the parent annotation for the popup annotation. If this option is 
supplied, the options contents, annotcolor and title of the parent annotation override the corre-
sponding values of the popup annotation.


playmode (Keyword; only for type=Movie) The mode for playing the movie or sound. Supported keywords: once 
(play once and stop), open (play and leave the movie controller bar open), repeat (play repeatedly from 
beginning to end until stopped), palindrome (play continuously forward and backward until stopped). 
Default: once


Table 12.3 Options for PDF_create_annotation( )


option description
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polylinelist (List containing one or more polylines or quadrilaterals; only for type=Polygon, PolyLine, Ink, 
Highlight, Underline, Squiggly, Strikeout). The coordinates will be interpreted in default coordinates 
(if the usercoordinates option is false) or user coordinates (if it is true). Default: a polyline connecting 
the vertices of the annotation rectangle.
type=Polygon, PolyLine, Ink


A single list containing a polyline with n segments (minimum: n=2).
others The list contains n sublists with 8 float values each, specifying n quadrilaterals (minimum: 


n=1). Each quadrilateral encompasses a word or group of contiguous words in the text 
underlying the annotation. The quadrilaterals must be provided in zigzag order (top right, top 
left, lower right, lower left).


popup (String) Name of a PopUp annotation for entering or editing the text associated with this annotation. 
Default: none


readonly (Boolean) If true, do not allow the annotation to interact with the user. The annotation may be dis-
played or printed, but should not respond to mouse clicks or change its appearance in response to mouse 
motions. Default: false


rectdiff (Rectangle; only for type=Caret) Four non-negative numbers which describe the difference between the 
annotation rectangle and the boundaries of the underlying caret.


replyto (Keyword; PDF 1.6; only for markup annotations) Specifies the relationship (the reply type) between this 
annotation and the one specified by the inreplyto option. Supported keywords (default: reply):
reply The annotation must be considered a reply to the annotation specified by inreplyto.
group The annotation must be grouped with the annotation specified by inreplyto.


richmedia (Option list; required for type=RichMedia) Rich media options according to Table 13.7


rotate (Boolean; must not be set to true for text annotations in PDF/A) If true, rotate the annotation to match 
the rotation of the page. Otherwise the annotation’s rotation will remain fixed. This option will be ig-
nored for the icons of text annotations. Default: false for text annotations in PDF/A, otherwise true


showcaption (Boolean; only for type=Line; PDF 1.6) If true, the text specified in the contents or createrichtext op-
tions will be replicated as a caption in the appearance of the line. Default: false


showcontrols (Boolean; only for type=Movie) If true a controller bar while playing the movie or sound will be dis-
played. Default: false


soundvolume (Float; only for type=Movie) The initial sound volume at which to play the movie, in the range -1.0 to 1.0. 
Higher values denote greater volume; negative values mute the sound. Default: 1.0


subject (Hypertext string; PDF 1.5) Text representing a short description of the subject being addressed by the an-
notation. Default: none


symbol (Keyword; only for type=Caret) Type of the caret symbol (default: none):
paragraph paragraph symbol
none no symbol


Table 12.3 Options for PDF_create_annotation( )


option description
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template (Option list) Visual appearance of the annotation for one or more states. This may be useful e.g. for cus-
tom stamps. Supported suboptions:
normal/rollover/down


(Template handle or keyword) Template which will be used for the annotation’s normal, 
mouse rollover, or mouse button down appearance, respectively. The keyword viewer 
instructs Acrobat to create the appearance when rendering the page. Default for normal: 
viewer; default for rollover and down: the value of normal


fitmethod (Keyword) Method to fit the template into the annotation rectangle. If fitmethod is different 
from entire the annotation rectangle will be adapted to the template box (default: entire):
nofit Position the template only, without any scaling or clipping.
meet Position the template according to the position option, and scale it so that it en-


tirely fits into the rectangle while preserving its aspect ratio. Generally at least 
two edges of the template will meet the corresponding edges of the rectangle.


entire Position the template according to the position option, and scale it such that it 
entirely covers the rectangle. Generally this method will distort the template.


position (List of floats or keywords) One or two values specifying the position of the reference point 
(x, y) within the template with {0 0} being the lower left corner of the template, and 
{100 100} the upper right corner. The values are expressed as percentages of the template’s 
width and height. If both percentages are equal it is sufficient to specify a single float value.
The keywords left, center, right (in x direction) or bottom, center, top (in y direction) can 
be used as equivalents for the values 0, 50, and 100. If only one keyword has been specified 
the corresponding keyword for the other direction will be added. Default: {left bottom}.


title (Hypertext string; recommended for movie annotations) The text label to be displayed in the title bar of 
the annotation’s pop-up window when open and active. This string corresponds to the Author field in 
Acrobat. The maximum length of title is 255 single-byte characters or 126 Unicode characters. However, 
a practical limit of 32 characters is advised. Default: none


usematchbox (List of strings) The llx/lly/urx/ury parameters are ignored and the named matchbox is used instead. 
The first element in the option list is a name string which specifies a matchbox. The second element is ei-
ther an integer specifying the number of the desired rectangle (starting with 1), or the keyword all to 
specify all rectangles of the selected matchbox. If the second element is missing, it defaults to all.
If the matchbox itself or the specified rectangle does not exist on the current page, the function silently 
returns without creating any annotation. When using matchboxes to create annotations in a table cell 
PDF_create_annotation( ) must be called after PDF_fit_table( ) to make sure that the matchbox size has 
already been calculated.


user-
coordinates


(Boolean) If false, annotation coordinates and font size will be expected in the default coordinate sys-
tem; otherwise the current user coordinate system will be used. Default: the value of the global 
usercoordinates option


window-
position


(List of 2 floats or keywords; only for type=Movie) For floating movie windows, the relative position of 
the window on the screen. The two values specify the position of the floating window on the screen, with 
{0 0} denoting the lower left corner of the screen and {100 100} the upper right corner. The keywords 
left, center, right (in horizontal screen direction) or bottom, center, top (in vertical screen direction) 
can be used as equivalents for the values 0, 50, and 100. Default: {center center}


windowscale (Float or keyword; only for type=Movie) The zoom factor at which to play the movie in a floating win-
dow. If the option is absent, the movie will be played in the annotation rectangle. The value of this op-
tion is either a zoom factor for the movie, or the following keyword (default: option is absent, i.e. the 
movie is played in the annotation rectangle):
fullscreen  The movie will be played using all of the available screen area.


zoom (Boolean; must not be set to true for text annotations in PDF/A) If true, scale the annotation to match 
the magnification of the page. Otherwise the annotation’s size will remain fixed. This option will be ig-
nored for the icons of text annotations. Default: false for text annotations in PDF/A, otherwise true


Table 12.3 Options for PDF_create_annotation( )


option description
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12.3 Form Fields
Cookbook A full code sample can be found in the Cookbook topic webserver/starter_webform.


C++ Java C# void create_field(double llx, double lly, double urx, double ury,
String name, String type, String optlist)


Perl  PHP create_field(float llx, float lly, float urx, float ury, string name, string type, string optlist)
C void PDF_create_field(PDF *p, double llx, double lly, double urx, double ury,


const char *name, int len, const char *type, const char *optlist)


Create a form field on the current page subject to various options.


llx, lly, urx, ury x and y coordinates of the lower left and upper right corners of the 
field rectangle in default coordinates (if the usercoordinates option is false) or user coor-
dinates (if it is true).


Note that form field coordinates are different from the parameters of the PDF_rect( ) 
function. While PDF_create_field( ) expects coordinates for two corners directly, PDF_
rect( ) expects the coordinates of one corner, plus width and height values.


name (Hypertext string) The form field name, possibly prefixed with the name(s) of 
one or more groups which have been created with PDF_create_fieldgroup( ). Group names 
must be separated from each other and from the field name by a period ».« character. 
Field names must be unique on a page, and must not end in a period ».« character.


len (C language binding only) Length of text (in bytes). If len = 0 a null-terminated 
string must be provided.


type The field type according to Table 12.4.


Table 12.4 Form field types


type icon Options specific for this type (in addition to general options)


pushbutton buttonlayout, caption, captiondown, captionrollover, charspacing, fitmethod, icon, 
icondown, iconrollover, position, submitname


checkbox currentvalue, itemname


radiobutton buttonstyle, currentvalue, itemname, toggle, unisonselect
The name must be prefixed with a group name since radio buttons must always belong to a 
group. For all other field types group membership is optional.


listbox charspacing, currentvalue, itemnamelist, itemtextlist, multiselect, sorted, topindex


combobox commitonselect, charspacing, currentvalue, editable, itemnamelist, itemtextlist, sorted, 
spellcheck


textfield comb, charspacing, currentvalue, fileselect, maxchar, multiline, password, richtext, 
scrollable, spellcheck


Text fields are also used for barcodes: barcode


signature charspacing, lockmode



http://www.pdflib.com/pdflib-cookbook/pdf-on-the-web-server/starter-webform
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optlist An option list specifying field properties:
> General options: errorpolicy (see Table 2.1), hypertextencoding and hypertextformat (see 


Table 2.3)
> Options for field properties according to Table 12.5. The following options are sup-


ported for all field types:
action, alignment, backgroundcolor, barcode, bordercolor, borderstyle, calcorder, 
dasharray, defaultvalue, display, exportable, fieldtype, fillcolor, font, fontsize, highlight, 
layer, linewidth, locked, orientate, readonly, required, strokecolor, taborder, tooltip, user-
coordinates


> The options listed in Table 12.4 are supported for specific field types. They are also 
detailed in Table 12.5.


> (Not for PDF_create_fieldgroup( )) Option for abbreviated structure element tagging 
according to Table 14.5: tag


Details The tab order of the fields on the page (the order in which they receive the focus when 
the tab key is pressed) is determined by the order of calls to PDF_create_field( ) by default, 
but a different order can be specified with the taborder option. The tab order can not be 
modified after creating the fields. However, this behavior can be overridden with the 
taborder option of PDF_begin/end_page_ext( ).


In Acrobat it is possible to assign a format (number, percentage, etc.) to text fields. 
However, this is not specified in the PDF standard, but implemented with custom Java-
Script. You can achieve the same effect by attaching JavaScript actions to the field which 
refers to the predefined (but not standardized) JavaScript functions in Acrobat (see 
PDFlib Tutorial).


In tagged PDF mode this function automatically creates a suitable OBJR element for 
the generated form field. The user must create the corresponding Form container ele-
ment (see PDFlib Tutorial) before calling this function.


Fonts and the associated encodings for use in form fields must be selected with care 
to work around restrictions in Acrobat. Some recommendations:


> The font should be installed on the viewing machine if possible.
> Type 1 fonts except core fonts should be loaded with an 8-bit encoding; encoding= 


unicode should be avoided.
> TrueType and OpenType fonts should be loaded with an 8-bit encoding and the op-


tion simplefont; encoding= unicode should be avoided. encoding=builtin can be used for 
symbol fonts.


> If Unicode encoding is required, a Unicode CMap should be used if possible (e.g. 
UniGB-UTF16-H). If embedding=false the option keepnative should be set.


> The encodings pdfdoc and macroman should be avoided.


PDF/A This function must not be called.


PDF/X Form fields are only allowed if they are positioned completely outside of the BleedBox 
(or TrimBox/ArtBox if no BleedBox is present).


PDF/UA A structure element of type Form must be created with PDF_begin_item( ) or the tag op-
tion when this function is called. The tooltip option is required.


Scope page
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C++ Java C# void create_fieldgroup(String name, String optlist)
Perl  PHP create_fieldgroup(string name, string optlist)


C void PDF_create_fieldgroup(PDF *p, const char *name, int len, const char *optlist)


Create a form field group subject to various options.


name (Hypertext string) The name of the form field group, which may in turn be pre-
fixed with the name of another group. Field groups can be nested to an arbitrary level. 
Group names must be separated with a period ».« character. Group names must be 
unique within the document, and must not end in a period ».« character.


len (C language binding only) Length of text (in bytes). If len = 0 a null-terminated 
string must be provided.


optlist An option list with field options for PDF_create_field( )


Details Field groups are useful for mirroring the contents of a field in one or more other fields. 
If the name of a field group is provided as prefix for a field name created with PDF_
create_field( ), the new field becomes part of this group. All field property options pro-
vided in the optlist for a group are inherited by all fields belonging to this group.


PDF/A This function must not be called.


PDF/UA The tooltip option is required. The ZapfDingbats font is required for type=radiobutton and 
checkbox. Since all fonts must be embedded in PDF/UA, an embeddable font outline file 
for ZapfDingbats must be configured.


Scope any except object
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Table 12.5 Options for field properties with PDF_create_field( ) and PDF_create_fieldgroup( )


option description


action (Action list) List of field actions for one or more of the following events. The activate event is allowed for 
all field types, the other events are not allowed for type=pushbutton, checkbox, radiobutton. Default: 
empty list
activate Actions to be performed when the field is activated.
blur Actions to be performed when the field loses the input focus.
calculate JavaScript actions to be performed in order to recalculate the value of this field when the 


value of another field changes.
close (PDF 1.5) Actions to be performed when the page containing the field is closed.
down Actions to be performed when the mouse button is pressed inside the field’s area.
enter Actions to be performed when the mouse enters the field’s area.
exit Actions to be performed when the mouse exits the field’s area.
focus Actions to be performed when the field receives the input focus.
format JavaScript actions to be performed before the field is formatted to display its current value. 


This allows the field’s value to be modified before formatting.
invisible (PDF 1.5) Actions to be performed when the page containing the field is no longer visible.
keystroke JavaScript actions to be performed when the user types into a text field or combo box, or 


modifies the selection in a scrollable list box.
open (PDF 1.5) Actions to be performed when the page containing the field is opened.
up Actions to be performed when the mouse button is released inside the field’s area (this is 


typically used to activate a field).
validate JavaScript actions to be performed when the field’s value is changed. This allows the new 


value to be checked for validity.
visible (PDF 1.5) Actions to be performed when the page containing the field becomes visible.


alignment (Keyword) Alignment of text in the field: left, center, right. Default: left


background-
color
bordercolor


(Color) Color of the field background or border. Supported color spaces: none, gray, rgb, cmyk. Default: 
none


barcode (Option list; only for type=textfield; implies readonly; PDF 1.7ext3) Create a barcode field according to 
the options in Table 12.6. The field should provide the action option with a calculate event script which 
determines the barcode contents based on the contents of other fields or supplies a static value:
action={calculate=...}.
The barcode is rendered only in Acrobat, but not Adobe Reader. Acrobat X crashes if the first field on a 
page is a barcode field. In order to work around this problem you must create another field before adding 
the barcode field. The first field may be as simple as a dummy text field with zero width and height to 
prevent the crash.


borderstyle (Keyword) Style of the field border, which is one of solid, beveled, dashed, inset, underline. Default: 
solid


button-
layout


(Keyword; only for type=pushbutton) The position of the button caption relative to the button icon, pro-
vided both have been specified: below, above, right, left, overlaid. Default: right


buttonstyle (Keyword; only for type=radiobutton and checkbox) Specifies the symbol to be used for the field: check, 
cross, diamond, circle, star, square. Default: check


calcorder (Integer; only used if the field has a JavaScript action for the calculate event) Specifies the calculation or-
der of the field relative to other fields. Fields with smaller numbers will be calculated before fields with 
higher numbers. Default: 10 plus the maximum calcorder used on the current page (and 10 initially)
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caption (Content string; only for type=pushbutton; one of the caption or icon options must be supplied for push 
buttons) The caption text which is visible when the button doesn’t have input focus. It is displayed with 
the font supplied in the font option. An empty string (i.e. caption {}) produces neither caption nor icon. 
Default: none


caption-
down


(Content string; only for type=pushbutton; requires highlight=push) The caption text which will be vis-
ible when the button is activated. It will be displayed with the font supplied in the font option. Default: 
none


caption-
rollover


(Content string; only for type=pushbutton; requires highlight=push) The caption text which will be vis-
ible when the button has input focus. It will be displayed with the font supplied in the font option. De-
fault: none


charspacing (Float; not for type=radiobutton, checkbox) The character spacing for text in the field in units of the 
current user coordinate system. Default: 0


comb (Boolean; only for type=textfield; PDF 1.5) If true and the multiline, fileselect, and password op-
tions are false, and the maxchar option has been supplied with an integer value, the field will be divided 
into a number of equidistant subfields (according to the maxchar option) for individual characters. De-
fault: false


commit-
onselect


(Boolean; only for type=listbox, combobox; PDF 1.5) If true, an item selected in the list will be committed 
immediately upon selection. If false, the item will only be committed upon exiting the field. Default: 
false


currentvalue (Not for type=pushbutton, signature) The field’s initial value. Type and default depend on the field type:
checkbox, radiobutton


(String) Arbitrary string other than Off means that the button is activated. The string Off 
means that the button is deactivated. This option should be set for the first button. Default: 
Off


textfield, combobox
(Content string) Contents of the field. It will be displayed with the font supplied in the font 
option. Default: empty


listbox (List of integers) Indices of the selected items within itemtextlist. Default: none


dasharray (List of two non-negative floats; only for borderstyle=dashed). The lengths of dashes and gaps for a 
dashed border in default units (see Table 7.1). Default: 3 3


defaultvalue The field’s value after a ResetForm action. Types and defaults are the same as for the currentvalue op-
tion. Exception: for listboxes only a single integer value is allowed.


display (Keyword) Visibility on screen and paper: visible, hidden, noview, noprint. Default: visible


editable (Boolean; only for type combobox) If true, the currently selected text in the box can be edited. Default: 
false


exportable (Boolean) The field will be exported when a SubmitForm action happens. Default: true


fieldtype (Keyword; only for PDF_create_fieldgroup( )) Type of the fields contained in the group: mixed, 
pushbutton, checkbox, radiobutton, listbox, combobox, textfield, or signature. Unless 
fieldtype=mixed the group may only contain fields of the specified type. If a particular fieldtype has 
been specified for the group, the current value is displayed in all contained fields simultaneously, even if 
the fields are located on separate pages. If fieldtype=radiobutton the option unisonselect must be 
supplied. The options itemtextlist, itemnamelist, currentvalue and defaultvalue must be specified 
in the options of PDF_create_fieldgroup( ), and not in the options of PDF_create_field( ). Default: mixed


fileselect (Boolean; only for type=textfield) If true, the text in the field will be treated as a file name. Default: 
false


fillcolor (Color) Fill color for text. Supported color spaces: gray, rgb, cmyk. Default: {gray 0} (=black)


Table 12.5 Options for field properties with PDF_create_field( ) and PDF_create_fieldgroup( )


option description
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fitmethod (Keyword; only for type=pushbutton) Method of placing a template provided with the icon, icondown, 
and iconrollover options within the button. Supported keywords (default: meet):
auto same as meet if the template fits into the button, otherwise clip
nofit same as clip
clip template will not be scaled, but clipped at the field border
meet template will be scaled proportionally so that it fits into the button
slice same as meet
entire template will be scaled so that it fully fits into the button


font (Font handle). Font to be used for the field; see Details section above regarding font and encoding restric-
tions and recommendations. Acrobat can display characters even if they are not included in the font’s en-
coding. For example, you can use encoding=winansi and supply Unicode characters outside winansi. 
TrueType fonts with an 8-bit encoding must be loaded with the option simplefont. Font usage depends 
on the field type:
> Fields with type=listbox, combobox, or textfield: this option is required.
> For type=pushbutton this option is required if one or more of the caption, captionrollover, or cap-
tiondown options are specified.


> Fields with type=radiobutton or checkbox always use ZapfDingbats and encoding=builtin.


fontsize (Fontsize) Font size in user coordinates. The value 0 or keyword auto which means that Acrobat will ad-
just the fontsize to the rectangle.Default: auto


highlight (Keyword) Highlight mode of the field when the user clicks on it: none, invert, outline, push. Default: 
invert


icon (Template handle1; only for type=pushbutton; one of the caption or icon options must be supplied for 
push buttons) Handle for a template which will be visible when the button doesn’t have input focus. De-
fault: none


icondown (Template handle1; only for type=pushbutton; requires highlight=push) Handle for a template which 
will be visible when the button is activated. Default: none


iconrollover (Template handle1; only for type=pushbutton; requires highlight=push) Handle for a template which 
will be visible when the button has input focus. Default: none


itemname (Hypertext string; only for type=radiobutton, checkbox; must be used if the export value is not a Latin 1 
string) Export value of the field. Item names for multiple radio buttons in a group may be identical. De-
fault: field name


item-
namelist


(Hypertext string; only for type=listbox, combobox) Export values of the list items. Multiple items may 
have the same export value. Default: none


itemtextlist (List of content strings; only for type=listbox and combobox, and required in these cases) Text contents 
for all items in the list. If both itemnamelist and itemtextlist are specified both must contain the 
same number of strings.


layer (Layer handle; PDF 1.5) Layer to which the field will belong. The field will only be visible if the correspond-
ing layer is visible.


linewidth (Integer) Line width of the field border in default coordinates. Default: 1


locked (Boolean) If true, the field properties cannot be edited in Acrobat. Default: false


lockmode (Keyword; only for type=signature; PDF 1.5) Indicates the set of fields that should be locked when the 
field is signed:
all All fields in the document will be locked.


maxchar (Integer or keyword; only for type=textfield) The upper limit for the number of text characters in the 
field, or the keyword unlimited if there is no limit. Default: unlimited


Table 12.5 Options for field properties with PDF_create_field( ) and PDF_create_fieldgroup( )


option description
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multiline (Boolean; only for type=textfield) If true, text will be wrapped to multiple lines if required. Default: 
false


multiselect (Boolean; only for type=listbox) If true, multiple items in the list can be selected. Default: false


orientate (Keyword) Orientation of the contents within the field: north, west, south, east. Default: north


password (Boolean; only for type=textfield) If true, the text will be simulated with bullets or asterisks upon in-
put. Default: false


position (List of floats or keywords; only for type=pushbutton) One or two values specifying the position of a tem-
plate provided with the icon... options within the field rectangle, with {0 0} being the lower left corner of 
the field, and {100 100} the upper right corner. The values are expressed as percentages of the field rect-
angle’s width and height. If both percentages are equal it is sufficient to specify a single float value.
The keywords left, center, right (in x direction) or bottom, center, top (in y direction) can be used as 
equivalents for the values 0, 50, and 100. If only one keyword has been specified, the corresponding key-
word for the other direction will be added. Default: {center}. Examples:
{0 50} or {left center} left-justified template
{50 50} or {center} centered template
{100 50} or {right center} right-justified template


readonly2 (Boolean) If true, the field does not allow any input. Default: false


required (Boolean) If true, the field must contain a value when the form is submitted. Default: false


richtext (Boolean; only for type=textfield; PDF 1.5) Allow rich text formatting. If true, the fontsize must not be 
0, and fillcolor must not use color space cmyk. Default: false


scrollable (Boolean; only for type=textfield) If true, text will be moved to the invisible area outside the field if 
the text doesn’t fit into the field. If false, no more input will be accepted when the text fills the full field. 
Default: true


sorted (Boolean; only for type=listbox and combobox) If true, the contents of the list will be sorted. Default: 
false


spellcheck (Boolean; only for type=textfield and combobox) If true, the spell checker will be active in the field. De-
fault: true


strokecolor (Color) Stroke color for text. Supported color spaces: gray, rgb, cmyk. Default: {gray 0} (=black).


submitname (Hypertext string; recommended only for type=pushbutton) URL-encoded string of the Internet address 
to which the form will be submitted. Default: none


taborder (Integer) Specifies the tab order of the field relative to other fields. Fields with smaller numbers will be 
reached before fields with higher numbers. Default: 10 plus the maximum taborder used on the current 
page (and 10 for the first field on the page); the result of this default is that the creation order will specify 
the tab order.


toggle (Boolean; only for PDF_create_fieldgroup( ) and type=radiobutton) If true, a radio button within a 
group can be activated and deactivated by clicking. If false, it can only be activated by clicking, and de-
activating by clicking another button. Default: false


tooltip2 (Hypertext string; non-empty value required in PDF/UA-1) The text visible in the field’s tooltip, also used 
by screen readers. For radio buttons and groups Acrobat uses the tooltip of the first button in the group, 
others are ignored. Default: none


topindex (Integer; only for type=listbox) Index of the first visible entry. The first item has index 0. Default: 0


unisonselect (Boolean; only for PDF_create_fieldgroup( ), type=radiobutton and PDF 1.5) If true, radio buttons with 
the same field name or item name will be selected simultaneously. Default: false


Table 12.5 Options for field properties with PDF_create_field( ) and PDF_create_fieldgroup( )


option description
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user-
coordinates


(Boolean) If false, field coordinates are expected in the default coordinate system; otherwise the current 
user coordinate system will be used. Default: the value of the usercoordinates global option


1. Templates for icons can be created with the PDF_begin_template_ext( ) function; if the icon consists of an image only you can create
the template by supplying the template option to PDF_load_image( ).
2. For type=radiobutton this option should not be used with PDF_create_field( ), but only with PDF_create_fieldgroup( ).


Table 12.6 Suboptions for the barcode option of PDF_create_field( ) and PDF_create_fieldgroup( )


option description


caption (Hypertext string) Caption which will be rendered below the barcode. By default, Acrobat creates the 
file: URL for the document as caption.


dataprep (Integer) Applicable data preparation. Supported values (default: 0):
0 Do not apply any compression before encoding the data in the barcode.
1 Compress the data with the Flate compression algorithm before encoding the data.


ecc (Integer; required for symbology=PDF417 and QRCode) Error correction coefficient where higher values 
create better error correction through redundancy, but require a larger barcode. For symbology=PDF417 
the values must be in the range 0-8; for symbology=QRCode the values must be in the range 0-3.


resolution (Positive integer) Resolution in dpi at which the barcode is rendered (default: 300)


symbology (Keyword; required) Barcode technology to use:
PDF417 PDF417 bar code according to ISO 15438
QRCode QR Code 2005 bar code according to ISO 18004
DataMatrix Data Matrix bar code according to ISO 16022


xsymheight (Integer; only for symbology=PDF417, and required in this case) Vertical distance between two barcode 
modules in pixels. The ratio xsymheight/xsymwidth must be an integer value. The allowed range for this 
ratio is 1-4.


xsymwidth (Integer; required) Horizontal distance between two barcode modules in pixels


Table 12.5 Options for field properties with PDF_create_field( ) and PDF_create_fieldgroup( )


option description
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12.4 Actions


C++ Java C# int create_action(String type, String optlist)
Perl  PHP int create_action(string type, string optlist)


C int PDF_create_action(PDF *p, const char *type, const char *optlist)


Create an action which can be applied to various objects and events.


type The action type according to Table 12.7.


optlist An option list specifying properties of the action:
> General options: errorpolicy (see Table 2.1) and hypertextencoding (see Table 2.3)
> The following type-specific options according to Table 12.8 are supported for specific 


action types according to Table 12.7:
3Dview, richmediaargs, canonicaldate, defaultdir, destination, destname, duration, exclude, 
exportmethod, filename, functionname, hide, instance, ismap, layerstate, menuname, 
namelist, newwindow, operation, parameters, preserveradio, script, scriptname, submit-
emptyfields, target, targetpath, transition, url


Table 12.7 Action types


type notes; options allowed for this type


GoTo Go to a destination in the current document: destination, destname


GoTo3DView (PDF 1.6) Set the current view of a 3D animation: 3Dview, target


GoToE (PDF 1.6) Go to a destination in an embedded document: destination, destname, filename, newwindow, 
targetpath


GoToR Go to a destination in another (remote) document: destination, destname, filename, newwindow


Hide Hide or show an annotation or form field: hide, namelist


ImportData Import form field values from a file: filename


JavaScript Execute a script with JavaScript code: script, scriptname


Launch Launch an application or document: defaultdir, filename, newwindow, operation, parameters


Movie (Deprecated in PDF 2.0; use type=RichMediaExecute instead) Play an external sound or movie file in a 
floating window or within the rectangle of a movie annotation: operation, target


Named Execute an Acrobat menu item identified by its name: menuname


ResetForm Set some or all form fields to their default values: exclude


RichMedia-
Execute


(PDF 1.7ext3) Send a command to a RichMedia annotation: functionname, instance, richmediaargs, 
target


SetOCGState (PDF 1.5) Hide or show layers: layerstate, preserveradio


SubmitForm Send data to a uniform resource locator, i.e. an Internet address (submits which require basic authentica-
tion don’t work in Acrobat): canonicaldate, exclude, exportmethod, submitemptyfields, url


Trans (PDF 1.5) Update the display using some visual effect. This can be useful to control the display during a se-
quence of multiple actions: duration, transition


URI Resolve a uniform resource identifier, i.e. jump to an Internet address: ismap, url
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Returns An action handle which can be used to attach actions to objects within the document 
The action handle can be used until the end of the enclosing document scope.


Details This function creates a single action. Various objects (e.g. pages, form field events, book-
marks) can be provided with one or more actions, but each action must be generated 
with a separate call to PDF_create_action( ). Using an action multiply for different objects 
is allowed. It is recommended to re-use existing handles if an action with the same op-
tions has already been created earlier.


PDF/A Only the following action types are allowed:
GoTo, GoToE, GoToR, Named, RichMediaExecute, SubmitForm, URI


PDF/X This function must not be called.


PDF/UA The ismap=true option is not allowed.


Scope any except object. The returned handle can be used until the next call to PDF_end_
document( ).


Table 12.8 Options for action properties with PDF_create_action( )


option description


3Dview (Keyword or 3D view handle; GoTo3DView; required) Selects the view of a 3D annotation; One of the key-
words first, last, next, previous (referring to the respective entries in the annotation’s views option), 
or default (referring to the annotation’s defaultview option), or a 3D view handle created with PDF_
create_3dview( ).


canonical-
date


(Boolean; SubmitForm) If true, any submitted field values representing dates are converted to a standard 
format. The interpretation of a field as a date is not specified explicitly in the field itself, but only in the 
JavaScript code that processes it. Default: false


defaultdir (String; Launch) Set the default directory for the launched application. This is only supported by Acrobat 
on Windows. Default: none


destination (Option list; GoTo, GoToE, GoToR; required unless destname is supplied) Option list according to Table 12.10 
defining the destination to jump to.


destname (Hypertext string) GoTo (required unless destination is supplied): name of a destination which has been 
defined with PDF_add_nameddest( ).The destination can be created before or after referring to it.
GoToR, GoToE (required unless destination is supplied): name of a destination in the remote or embed-
ded document.


duration (Float; Trans) Set the duration of the transition effect in seconds for the current page. Default: 1


exclude (Boolean) SubmitForm: If true, the namelist option specifies which fields to exclude; all fields in the doc-
ument are submitted except those listed in the namelist array and those whose exportable option is 
false. If false, the namelist option specifies which fields to include in the submission. All members of 
specified field groups will be submitted as well. Default: false
ResetForm: If true, the namelist option specifies which fields to exclude; all fields in the document are 
reset except those listed in the namelist array. If false, the namelist option specifies which fields to in-
clude in resetting. All members of specified field groups will be reset as well. Default: false







12.4  Actions 235


export-
method


(Keyword list; SubmitForm) Controls how the field names and values are submitted. Default: fdf.
html, fdf, xfdf, pdf


In HTML, FDF, XFDF, or PDF format, respectively
annotfields (Only for fdf) Include all annotations and fields.
coordinate (Only for html) The coordinates of the mouse click that caused the submitform action will be 


transmitted as part of the form data. The coordinate values are relative to the upper-left 
corner of the field’s rectangle.


exclurl (Only for fdf) The submitted FDF will exclude the url string.
getrequest (Only for html and pdf) Submit using HTTP GET; otherwise HTTP POST
onlyuser (Only for fdf and annotfields) The submit will include only those annotations whose name 


matches the name of the current user, as determined by the remote server.
updates (Only for fdf) Include all incremental updates contained in the underlying PDF document
Example for combined options: exportmethod {fdf updates onlyuser}


filename (Hypertext string) GoToR, Launch (required): name of an external (PDF or other) file or application which 
will be opened when the action is triggered. UNC file names must be written as \\server\volume.
ImportData (required): name of the external file containing forms data.
GoToE: name of the root document of the target relative to the root document of the source. If this entry 
is absent, the source and target share the same root document.


functionname (Hypertext string; RichMediaExecute; required) String specifying the script command as a primitive Ac-
tionScript or JavaScript function name (not a full script). If the target instance specified by the instance 
option contains Flash content, the command string represents an ActionScript ExternalInterface call 
to the script engine context specific to the target instance. If the target instance is a 3D model, the call is 
made in the global context of the annotation’s instance of the 3D JavaScript engine.


hide (Boolean; Hide) Indicates whether to hide (true) or show (false) annotations. Default: true


instance (Integer; RichMediaExecute) Index of the option list (starting with 1) in the instances suboption of the 
configuration suboption of the richmedia option of PDF_create_annotation( ) to specify a Flash or 3D 
instance of the RichMedia annotation for which to execute the script. Default: 1


ismap (Boolean; URI; true not allowed for PDF/UA-1) If true, the coordinates of the mouse position will be add-
ed to the target URI when the url is resolved. Default: false


layerstate (Option list; SetOCGState; required) List of pairs where each pair consists of a keyword and a layer han-
dle. Supported keywords:
on Activate the layer
off Deactivate the layer
toggle Reverse the state of the layer. If this is used preserveradio should be set to false.


menuname (String; Named; required) The name of the menu item to be performed. In PDF/A only nextpage, prevpage, 
firstpage, lastpage are allowed. Otherwise more names will be accepted. A full code sample for finding 
the names of other menu items can be found in the Cookbook topic interactive/acrobat_menu_items.


namelist (List of strings; Hide; required) The names (including group names) of the annotations or fields to be hid-
den or shown.
(SubmitForm) The names (including group names) of form fields to include in the submission or which to 
exclude, depending on the setting of the exclude option. Default: all fields are submitted except those 
whose exportable option is false.
(ResetForm) The names (including group names) of form fields to include in the resetting or which to ex-
clude, depending on the setting of the exclude option. Default: all fields are reset.


Table 12.8 Options for action properties with PDF_create_action( )


option description



http://www.pdflib.com/pdflib-cookbook/interactive-elements/acrobat-menu-items
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newwindow (Boolean; GoToE, GoToR) A flag specifying whether to open the destination document in a new window. If 
this flag is false, the destination document will replace the current document in the same window.
Launch: This entry is ignored if the file is not a PDF document. Default: Acrobat behaves according to the 
current user preference.


operation (Keyword; Launch) A keyword specifying the operation to be applied to the document specified in the 
filename option. This is only supported by Acrobat on Windows. If the filename option designates an 
application instead of a document, this option will be ignored and the application is launched. Supported 
keywords (default: open):
open open a document
print print a document


(Keyword; Movie) A keyword specifying the operation to be applied to the movie or sound. Supported 
keywords (default: play):
play Start playing the movie, using the mode specified in the movie annotation’s playmode option. 


If the movie is currently paused, it is repositioned to the beginning before playing.
stop Stop playing the movie.
pause Pause a playing movie.
resume Resume a paused movie.


parameters (String; Launch) A parameter string to be passed to the application specified with the filename option. 
This is only supported by Acrobat on Windows. Multiple parameters can be separated with a space char-
acter, but individual parameters must not contain any space characters. This option should be omitted if 
filename designates a document. Default: none


preserve-
radio


(Boolean; SetOCGState) If true, preserve the radio-button state relationship between layers. Default: 
true


richmediaargs (POCA container handle; RichMediaExecute) Handle for an array container which specifies an arbitrary 
number of arguments for the command. Valid arguments are objects of type string, integer, float, or 
Boolean. The array must have been created with the option usage=richmediaargs. Default: no argu-
ments


script (Hypertext string; JavaScript; required) A string containing the JavaScript code to be executed. In order to 
pass arbitrary strings with this option the option list syntax described in »Unquoted string values«, page 
10, may be useful.


scriptname (Hypertext string; JavaScript) If present, the JavaScript supplied in the script option will be inserted as 
a document-level JavaScript with the supplied name. If the same scriptname is supplied more than once 
in a document only the last script will be used. Document-level JavaScript will be executed after loading 
the document in Acrobat. This may be useful for scripts which are used in form fields.


submit-
emptyfields


(Boolean; SubmitForm) If true, all fields characterized by the namelist and exclude options are submit-
ted, regardless of whether they have a value. For fields without a value, only the field name is transmit-
ted. If false, fields without a value are not submitted. Default: false


target (String; GoTo3DView, Movie; RichMediaExecute; required) Name of the target 3D, movie, or rich media 
annotation for which to execute the script as specified in the name option of PDF_create_annotation( ).


targetpath (Option list; GoToE; required unless filename is specified) A target option list (see Table 12.9) specifying 
path information for the target document. Each target option list specifies one element in the full path 
to the target and may have nested target option lists with additional elements.


Table 12.8 Options for action properties with PDF_create_action( )


option description
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transition (Keyword; Trans) Set the transition effect; see Table 3.9 for a list of keywords. Default: replace


url (String; URI and SubmitForm; required) A Uniform Resource Locator encoded in 7-bit ASCII or EBCDIC (but 
only containing ASCII characters) specifying the link target (for type=URI) or the address of the script at 
the Web server that will process the submission (for type=SubmitForm). It can point to an arbitrary (Web 
or local) resource, and must start with a protocol identifier (such as http://).


Table 12.9 Suboptions for the targetpath option of PDF_create_action( )


option description


annotation (Hypertext string; required if relation=child and the target is associated with a file attachment anno-
tation) Specifies the name of the target’s file attachment annotation on the page specified by 
pagenumber or destname.


destname (Hypertext string; required unless pagenumber is supplied and relation=child and the target is associat-
ed with a file attachment annotation) Specifies a named destination for a page in the current document 
which contains the target’s file attachment annotation. This option will be ignored if pagenumber is spec-
ified.


name (Hypertext string; required if relation=child and the target is located in the attachments list; other-
wise it must be absent; will be ignored if annotation is specified) Name of the target in the attachments 
list of PDF_begin/end_document( ).


pagenumber (Integer; required unless destname is supplied and relation=child and the target is associated with a 
file attachment annotation; will be ignored if destname is specified) Specifies the number of a page in the 
current document which contains the target’s file attachment annotation.


relation (Keyword; required) Specifies the relationship of the current document and the target (which may be an 
intermediate target). Supported keywords:
parent The target is the parent of the current document.
child The target is a child of the current document.


targetpath (Option list) A target option list according to Table 12.9 specifying additional path information to the tar-
get document. If this option is absent the current document is the target file containing the destination.


Table 12.8 Options for action properties with PDF_create_action( )


option description
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12.5 Named Destinations


C++ Java C# void add_nameddest(String name, String optlist)
Perl  PHP add_nameddest(string name, string optlist)


C void PDF_add_nameddest(PDF *p, const char *name, int len, const char *optlist)


Create a named destination on a page in the document.


name (Hypertext string) The name of the destination, which can be used as a target for 
links, bookmarks, or other triggers. Destination names must be unique within a docu-
ment. If the same name is supplied more than once for a document only the last defini-
tion is used, the others are silently ignored.


len (C language binding only) Length of name (in bytes). If len = 0 a null-terminated 
string must be provided.


optlist An option list specifying the destination. An empty list is equivalent to 
{type=fitwindow page=0}. The following options can be used:


> General options: errorpolicy (see Table 2.1), hypertextencoding and hypertextformat (see 
Table 2.3)


> Destination control options according to Table 12.10:
bottom, group, left, page, right, top, type, zoom
Coordinates in these options are always interpreted in the default coordinate system; user 
coordinates are not supported since the coordinate system of the target page is not known.


Details The destination details must be specified in optlist, and the destination may be located 
on any page in the current document. The provided name can be used with the destname 
option in PDF_create_action( ), PDF_create_annotation( ), PDF_create_bookmark( ), and PDF_
begin/end_document( ). This way defining and using a destination can be split into two 
separate steps.


Alternatively, if the destination is known at the time when it is used, defining and 
using the named destination can be combined by using the destination option of those 
functions, and PDF_add_nameddest( ) is not required in this case.


Scope any except object


Table 12.10 Destination options for PDF_add_nameddest( ), as well as for the destination option in PDF_create_action( ), 
PDF_create_annotation( ), PDF_create_bookmark( ), and PDF_begin/end_document( ).


option description


bottom (Float; only for type=fitrect) The y coordinate of the page in default coordinates which will positioned 
at the bottom edge of the window. Default: 0


group (String; required if the page option has been specified and the document uses page groups; not allowed 
otherwise.) Name of the page group that the destination page belongs to.


left (Float; only for type=fixed, fitheight, fitrect, or fitvisibleheight) The x coordinate of the page in 
default coordinates which will positioned at the left edge of the window. Default: 0


page (Integer) Page number of the destination page (first page is 1). The page must exist in the destination PDF. 
Page 0 means the current page if in page scope, and page 1 if in document scope. Default: 0


right (Float; only for type=fitrect) The x coordinate of the page in default coordinates which will positioned 
at the right edge of the window. Default: 1000
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top (Float; only for type=fixed, fitwidth, fitrect, or fitvisiblewidth) The y coordinate of the page in de-
fault coordinates which will positioned at the top edge of the window. Default: 1000


type (Keyword) Specifies the location of the window on the target page. Supported keywords (default: 
fitwindow):


fitheight Fit the page height to the window, with the x coordinate left at the left edge of the window.
fitrect Fit the rectangle specified by left, bottom, right, and top to the window.
fitvisible Fit the visible contents of the page (the ArtBox) to the window.
fitvisibleheight


Fit the visible contents of the page to the window with the x coordinate left at the left edge 
of the window.


fitvisiblewidth
Fit the visible contents of the page to the window with the y coordinate top at the top edge of 
the window.


fitwidth Fit the page width to the window, with the y coordinate top at the top edge of the window.
fitwindow Fit the complete page to the window.
fixed Use a fixed destination view specified by the left, top, and zoom options. If any of these is 


missing its current value will be retained.


zoom (Float or percentage; only for type=fixed) The zoom factor (1 means 100%) to be used to display the 
page contents. If this option is missing or 0 the zoom factor which was in effect when the link was acti-
vated will be retained.


Table 12.10 Destination options for PDF_add_nameddest( ), as well as for the destination option in PDF_create_action( ), 
PDF_create_annotation( ), PDF_create_bookmark( ), and PDF_begin/end_document( ).


option description
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12.6 PDF Packages and Portfolios
Portfolio features are implemented with the following functions and options:


> Portfolios can be created with the portfolio option of PDF_end_document( ). This func-
tion is described in Section 3.1, »Document Functions«, page 41, the portfolio option is 
described below in Table 12.13.


> Files and folders can be added to a portfolio with PDF_add_portfolio_folder( ) and PDF_
add_portfolio_file( ). These functions are described below.


> Actions for navigating within a portfolio can be created with PDF_create_action( ) and 
type=GoToE (see Section 12.4, »Actions«, page 233).


C++ Java C# int add_portfolio_folder(int parent, String, foldername, String optlist)
Perl  PHP int add_portfolio_folder(int parent, string foldername, string optlist)


C int PDF_add_portfolio_folder(PDF *p, int parent, const char *foldername, int len, const char *optlist)


Add a folder to a new or existing portfolio (requires PDF 1.7ext3).


parent The parent folder, specified by a folder handle returned by an earlier call to 
PDF_add_portfolio_folder( ), or -1 (in PHP: 0) for the root folder.


foldername (Hypertext string with 1-255 characters; the characters / \ : * " < > | must not 
be used; the last character must not be a period ’.’) Name of the folder. Two folders with 
the same parent must not have the same name after case normalization. The name of 
the root folder will be ignored by Acrobat.


len (C language binding only) Length of foldername (in bytes). If len=0 a null-terminat-
ed string must be provided.


optlist An option list specifying portfolio properties. The following options can be 
used:


> General options: errorpolicy (see Table 2.1), hypertextencoding and hypertextformat (see 
Table 2.3)


> Options for folder properties according to Table 13.6: description, thumbnail
> Metadata option according to Table 12.11: fieldlist


Returns A handle which can be used in PDF_add_portfolio_folder( ) or PDF_add_portfolio_file( ).


Details The generated folder structure will be used to create a PDF portfolio for the current doc-
ument. The folder structure will be deleted after PDF_end_document( ). This function 
must not be used if the attachments option has been supplied to PDF_begin_document( ).


Scope any except object


Table 12.11 Options for PDF_add_portfolio_folder( ) and PDF_add_portfolio_file( )


option description


fieldlist (List of option lists) Specify metadata fields for the file or folder. Each list refers to a field in the schema 
suboption of the portfolio option of PDF_end_document( ). Supported suboptions are listed in Table 
12.12.
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C++ Java C# int add_portfolio_file(int folder, String filename, String optlist)
Perl  PHP int add_portfolio_file(int folder, string filename, string optlist)


C int PDF_add_portfolio_file(PDF *p, int folder, const char *filename, int len, const char *optlist)


Add a file to a portfolio folder or a package (requires PDF 1.7).


folder A folder handle returned by an earlier call to PDF_add_portfolio_folder( ) or -1 (in 
PHP: 0) for the root folder. Folders different from the root folder require PDF 1.7ext3.


filename (Name string; will be interpreted according to the filenamehandling global op-
tion, see Table 2.3) Name of a disk-based or virtual file which will be attached to the spec-
ified folder of the PDF portfolio. With the createpvf option of PDF_begin_document( ) you 
can create documents in memory and pass them on for inclusion in a PDF Portfolio 
without creating any temporary files on disk.


Note that Acrobat will use the file name suffix to determine which application to 
launch when interacting with the file in Acrobat. If a file name with the appropriate suf-
fix cannot be used due to external restrictions you can create a PVF file (which supports 
arbitrary file names) instead.


len (C language binding only) Length of filename (in bytes). If len=0 a null-terminated 
string must be provided.


optlist An option list specifying file properties:
> General options: errorpolicy (see Table 2.1) and hypertextformat (see Table 2.3)
> Options for file properties according to Table 13.6:


description, filename, mimetype, name, password, relationship, thumbnail
> Metadata option according to Table 12.11: fieldlist


Returns The value 1 if the file could be added successfully, or an error code of -1 (in PHP: 0) if the 
function call failed. If errorpolicy=exception this function will throw an exception in case 
of an error. PDF documents will be opened to fetch the modification and creation dates. 
If the PDF document cannot be opened (e.g. because no password was supplied) the doc-
ument will be included in the PDF portfolio nevertheless.


Details The specified file will be attached to the specified folder of a PDF 1.7ext3 portfolio or a 
PDF 1.7 package. If PDI is available, PDF documents will be opened if possible and their 
creation and modification dates will be written to the portfolio. This function must not 
be used if the attachments option has been supplied to PDF_begin_document( ).


PDF/A PDF/A-1: this function must not be called.
PDF/A-2: filename must refer to a PDF/A-1 or PDF/A-2 document. Some options are re-
stricted, see Table 13.6.
PDF/A-3: arbitrary file types can be added. The relationship option is required. Files add-
ed to a package are implicitly associated with the whole document.


Scope any except object
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Table 12.12 Suboptions of the fieldlist option of PDF_add_portfolio_folder( ) and PDF_add_portfolio_file( )


option description


key (String; required) Name of the field, which must refer to a key in the schema suboption of the portfolio 
option list of PDF_end_document( ). The name must be unique.


prefix (Hypertext string) A prefix string which will be prepended to the field value presented to the user. Acrobat 
will use this entry only if type=text. Default: none


type (Keyword) Data type of the field. Supported keywords (default: text):
text Text field: the field value will be stored as hypertext string.
date Date field: the field value will be stored as PDF date string.
number Number field: the field value will be stored as PDF number.


value (Hypertext string; required) Specifies the value of a field in the schema suboption of the portfolio option 
list of PDF_end_document( ). The data type must be specified in the type option and must match the cor-
responding type suboption of the schema suboption of the portfolio option.


Table 12.13 Suboptions of the portfolio option of PDF_end_document( )


option description


coversheet (Hypertext string) The name of the file within the portfolio which will be initially presented in the user 
interface. Default: the document which contains the portfolio


coversheet-
folder


(Folder handle) The name of the folder within the portfolio which contains the file specified in the 
coversheet option. If a file with the coversheet name exists in multiple portfolio folders and no 
coversheetfolder has been specified, the first occurrence will be used. Default: none


initialview (Keyword) Specifies the initial view. Supported keywords (default: detail):
custom (PDF 1.7ext3; requires the navigator option; deprecated in PDF 2.0) The portfolio is presented 


by a custom Flash-based navigator.
detail The portfolio is presented in details mode, with all information in the schema option 


presented in a multi-column format. This mode provides the most information to the user 
(Acrobat: View, Portfolio, Details).


hidden The portfolio is initially hidden, without preventing the user from obtaining a file list via 
explicit action (Acrobat: »Minimize view«).


tile The portfolio is presented in tile mode, with each file in the collection denoted by a small icon 
and a subset of information from the schema option. This mode provides top-level 
information about the file attachments to the user (Acrobat: View, Portfolio, Layout).


navigator (Option list; PDF 1.7ext3; Deprecated in PDF 2.0; required for initialview=custom) Embed a custom 
Flash-based navigator in the portfolio. In order to actually use the custom navigator when the document 
is opened use view=custom; otherwise the navigator can be used for editing the portfolio, but will not be 
active upon opening the document. Supported suboptions are listed in Table 12.14.
The values of category, description, icon, and name will be used to present the navigator in the list of 
available portfolio layouts when the portfolio is edited in Acrobat.
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schema (List of option lists) Metadata schema for the portfolio: each option list defines a field with a unique 
name which corresponds to a key in the fieldlist of a folder or file, or to the name of a standard field. 
These fields define the display behavior of the portfolio in Acrobat (default: Acrobat displays the file 
name and size, modification date, and description if specified):
editable (Boolean) Specifies whether Acrobat should allow editing the field value. Default: false
key (String; required) The internal field name, which must be unique.


The following names (which can not be used for user-defined fields) can be used to assign 
new labels to the builtin fields: _creationdate, _description, _filename, _moddate, _size.


label (Hypertext string; required) The textual field label that is displayed to the user.
order (Integer) Relative order of the fields in the user interface (1,2,3,...)
type (Keyword) Data type of the field. The following types can be used to refer to user-defined 


fields in the fieldlist option (default: text):
text hypertext string
date PDF date string
number number


visible (Boolean) Initial visibility of the field in the user interface. Default: true; however, in the 
presence of user-defined fields Acrobat will hide builtin fields unless they are explicitly 
specified as visible.


sort (List of option lists, where each list contains a string and an optional keyword) Specifies the order in 
which the fields specified in the schema option will be sorted in the user interface. Each sublist contains 
the field name (required) and a keyword (optional). Supported keywords (Default: ascending):
ascending field values are sorted in ascending order
descending field values are sorted in descending order
Acrobat uses this list to sort the fields in the portfolio. The list is used to allow additional fields to contrib-
ute to the sort, where each additional field is used to break ties: if multiple fields in the schema option 
have the same value for the first field in the list, the values for successive fields in the list are used for sort-
ing until a unique order is determined or until the field names are exhausted. Default: no sorting


split (Option list; PDF 1.7ext3) Specifies the orientation and position of the splitter bar. The default depends on 
the initialview option: The value detail (or no value) implies horizontal orientation and tile indi-
cates vertical orientation. No splitter is used if initalview=hidden. Supported suboptions:
direction (Keyword) Orientation of the splitter bar. Supported keywords:


horizontal Split the window horizontally.
vertical Split the window vertically.
none Don’t split the window. The entire window is dedicated to the file navigation view.


position (Percentage) Initial position of the splitter bar, specified as a percentage of the available 
window area. Allowed values are in the range from 0 to 100. This entry will be ignored if 
direction=none. Default: viewer dependent


Table 12.13 Suboptions of the portfolio option of PDF_end_document( )


option description
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Table 12.14 Suboptions of the navigator suboption of the portfolio option of PDF_add_portfolio_folder( ) and PDF_
add_portfolio_file( ) (deprecated in PDF 2.0)


option description


apiversion (String; required) Version of the navigator API required by the navigator SWF file, specified as a string of 
the form m[.n[.p[.q]]], where m, n, p, and q are non-negative integers. If not present, n, p, and q default 
to 0. The following entries are recommended for use with Acrobat X and above: 9.5.0.0


assets (List of option lists, required) Assets that are used to implement the navigator, e.g. a Flash file, an icon 
and other resources such as images or XML files. Supported suboptions:
asset (Asset handle; required) Handle for an asset loaded with PDF_load_asset( ).
name (Hypertext string with 1-255 characters; the characters : * " < > | must not be used; the last 


character must not be a period ’.’; required) Name of the asset which can be used to identify it 
in Flash code.


category (Hypertext string) Category in which the navigator will be presented


description (Hypertext string) Description of the navigator


flash (Hypertext string; required) Name of an asset in the assets option list with type=Flash, containing the 
SWF code which implements the portfolio layout.


icon (Hypertext string) Name of an asset in the assets option list with type=JPEG or PNG, containing an icon 
for the navigator. However, the use of PNG images is recommended since JPEG images don’t seem to 
work consistently in Acrobat. A size of 42x42 pixels is recommended for best results in Acrobat.


id (String; required if version is specified) String representing a unique ID for the navigator, expressed as a 
URI. If a versioning scheme is to be implemented, it is necessary to provide the same id across all versions 
of the navigator. If no id is specified, PDFlib will generate a URN based on a machine-generated GUID.


loadtype (Keyword) Method used to load the navigator SWF. Supported keywords (default is the keyword 
default):


module    The navigator SWF is loaded as Adobe Flex 2 module.
default    The navigator SWF is loaded as an ordinary SWF file.


locale (String) String with a locale according to Unicode Technical Standard #35. Examples: en_GB, de_DE, zh_
Hans


name (Hypertext string; required) Name of the portfolio


strings (List of pairs of hypertext strings) Localized strings for the navigator. Each pair consists of an identifier for 
the localized string and the localized string itself.


version (String; requires the id option) Version of the navigator, specified as a string of the form m[.n[.p[.q]]], 
where m, n, p, and q are non-negative integers. If not present, n, p, and q default to 0.
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12.7 Geospatial Features
Geospatial features are implemented with the following functions and options:


> One or more georeferenced areas can be assigned to a page with the viewports option 
of PDF_begin/end_page_ext( ).


> The georeference option of PDF_load_image( ) can be used to assign an earth-based co-
ordinate system to an image. This method works in Acrobat, but is not supported in 
the Avenza PDF Maps app (tested version: Avenza 2.7 for iOS and 1.7 for Android).


> The georeference option of PDF_open_pdi_page( ), PDF_load_graphics( ) and PDF_begin_
template_ext( ) can be used to assign an earth-based coordinate system to a Form 
XObject. However, this method is not recommended since it is not supported in any 
known viewer including Acrobat DC.


Table 12.15 and subsequent tables specify the options for geospatial features in detail.


Table 12.15 Suboptions for the viewports option of PDF_begin/end_page_ext( )


option description


bounding-
box


(Rectangle; required) A rectangle in default coordinates specifying the location of the viewport on the 
page.


georeference (Option list; required) Description of a world coordinate system associated with the viewport to use for 
geospatial measuring; see Table 12.16 for supported options.


hypertext-
encoding


(Keyword) Specifies the encoding for the name option. An empty string is equivalent to unicode. Default: 
the value of the hypertextencoding global option


name (Hypertext string) A descriptive title of the viewport (map name). However, Acrobat does not display the 
viewport name in the user interface.


Table 12.16 Suboptions for the georeference option of PDF_load_image( ), PDF_open_pdi_page( ), PDF_load_graphics( ), 
PDF_begin_template_ext( ) and the georeference suboption of the viewports option of PDF_begin/end_page_ext( )


option description


angularunit (Keyword) Specifies the preferred angular display unit (default: deg):
degree degrees
grad grad (1/400 of the full circle, or 0.9 degrees)


areaunit (Keyword) Specifies the preferred area display unit (default: sqm):
sqm square meter
ha hectar (10.000 square meters)
sqkm square kilometer
sqft square foot
a acre
sqmi square mile
The specified unit will be used for display only if the following Acrobat setting is disabled: »Preferences, 
Measuring (Geo), Use Default Area Unit«.


bounds (Polyline with two or more points) Specifies the bounds of an area for which the geospatial transforma-
tions are valid (for maps this bounding polyline is known as a neatline). The points are expressed relative 
to the boundingbox of a page viewport or the extent of an template or image. Default: {0 0 0 1 1 1 1 
0}, i.e. the full viewport, template or image area will be used for the map.
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displaysystem (Option list) Specifies a coordinate system according to Table 12.17 for the user-visible display of position 
values, such as latitude and longitude. This entry can be used to display the coordinates in another sys-
tem than the one supplied in the coords option to specify the map.


linearunit (Keyword) Specifies the preferred linear display unit (default: m):
m meter
km kilometer
ft international foot
usft US survey foot
mi international mile
nm nautical mile
The specified unit will be used for display only if the following Acrobat setting is disabled: »Preferences, 
Measuring (Geo), Use Default Distance Unit«.


mappoints (List with two or more pairs of floats; required) A list of numbers where each pair defines a point in a 2D 
unit square. The unit square is mapped to the rectangular bounds of the page viewport, graphics, tem-
plate or PDI page, or image which contains the georeference option list. The mappoints list must con-
tain the same number of points as the worldpoints list; each point is the map position in the unit square 
corresponding to the geospatial position in the worldpoints list.


worldpoints (List with two or more pairs of floats; required) A list of coordinate pairs where each pair specifies the 
world coordinates of the corresponding point in the mappoints option. The number of pairs must match 
the number of pairs in the mappoints option. The coordinate values are based on the coordinate system 
specified in the worldsystem option: if type=geographic, latitude/longitude values in degrees must be 
provided. If type=projected, projected x/y values must be provided.


worldsystem (Option list; required) World coordinate system (for interpretation of worldpoints) according to Table 
12.17.


Table 12.17 Suboptions for the mapsystem and displaysystem suboptions of the georeference option of PDF_load_
image( ), PDF_open_pdi_page( ), PDF_load_graphics( ), PDF_begin_template_ext( ) and the georeference suboption of 
the viewports option of PDF_begin/end_page_ext( )


option description


epsg (Integer; exactly one of epsg or wkt must be supplied) Specifies the coordinate system as an EPSG refer-
ence code. Note that Acrobat does not support EPSG codes for type=geographic; use wkt in this case.


type (Keyword; required) Specifies the type of the coordinate system:
geographic geographic coordinate system (supports only wkt)
projected projected coordinate system (supports wkt and epsg)


wkt (String with up to 1024 ASCII characters; exactly one of epsg or wkt must be supplied) Specifies the coordi-
nate system as a string of »Well Known Text« (WKT). WKT is recommended for custom coordinate sys-
tems without any EPSG code.


Table 12.16 Suboptions for the georeference option of PDF_load_image( ), PDF_open_pdi_page( ), PDF_load_graphics( ), 
PDF_begin_template_ext( ) and the georeference suboption of the viewports option of PDF_begin/end_page_ext( )


option description
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13 Multimedia Features


13.1 3D Artwork
Cookbook A full code sample can be found in the Cookbook topic multimedia/starter_3d.


3D features are implemented with the following functions and options:
> 3D data can be loaded with PDF_load_3ddata( ). This function is described below.
> 3D views can be created with PDF_create_3dview( ). This function is described below.
> 3D annotations can be created with PDF_create_annotation( ) and type=3D. This func-


tion is described in Section 12.2, »Annotations«, page 217. However, the options of 
this function for controlling 3D annotations are described in Table 13.4 below.


> Actions for controlling 3D annotations can be created with PDF_create_action( ) and 
type=3Dview (see Section 12.4, »Actions«, page 233).


C++ Java C# int load_3ddata(String filename, String optlist)
Perl  PHP int load_3ddata(string filename, string optlist)


C int PDF_load_3ddata(PDF *p, const char *filename, int len, const char *optlist)


Load a 3D model from a disk-based or virtual file (requires PDF 1.6).


filename (Name string; will be interpreted according to the filenamehandling global op-
tion, see Table 2.3) Name of a disk-based or virtual file containing a 3D model.


len (C language binding only) Length of filename (in bytes). If len = 0 a null-terminated 
string must be provided.


optlist An option list specifying properties of the 3D model:
> General options: errorpolicy (see Table 2.1) and hypertextencoding (see Table 2.3)
> Options for specifying properties of the 3D model according to Table 13.1:


defaultview, script, type, views


Returns A 3D handle which can be used to create 3D annotations with PDF_create_annotation( ). 
The 3D handle can be used until the end of the enclosing document scope. If 
errorpolicy=return the caller must check for a return value of -1 (in PHP: 0) since it signals 
an error.


Details The file must contain 3D data in PRC or U3D format.


Scope any except object. The returned handle can be used until the next call to PDF_end_
document( ).



http://www.pdflib.com/pdflib-cookbook/multimedia/starter-3d
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C++ Java C# int create_3dview(String username, String optlist)
Perl  PHP int create_3dview(string username, string optlist)


C int PDF_create_3dview(PDF *p, const char *username, int len, const char *optlist)


Create a 3D view (requires PDF 1.6).


username (Hypertext string) User interface name of the 3D view.


len (C language binding only) Length of username (in bytes). If len = 0 a null-terminat-
ed string must be provided.


optlist An option list specifying 3D view properties:
> General options: errorpolicy (see Table 2.1) and hypertextencoding (see Table 2.3)
> Options for specifying 3D view properties according to Table 13.2:


background, camera2world, cameradistance, lighting, namerendermode, type, U3Dpath


Returns A 3D view handle which can be used until the end of the enclosing document scope. If 
errorpolicy=return the caller must check for a return value of -1 (in PHP: 0) since it signals 
an error.


Details The 3D view handle can be attached to 3D models with the views option in PDF_load_
3ddata( ) or can be used to create 3D annotations with PDF_create_annotation( ) or 3D-
related actions with PDF_create_action( ).


Scope any except object. The returned handle can be used until the next call to PDF_end_
document( ).


Camera position. The position of the camera can be specified with the camera2world 
option. Alternatively, JavaScript code can be attached to position and align the camera 
towards the model. The PDFlib Cookbook contains sample code for attaching such Java-
Script code to a 3D model.


Table 13.1 Options for PDF_load_3ddata( )


option description


animation (Option list) Preferred method to drive keyframe animations present in the artwork. Supported options 
are playcount, speed, and style (same as for the animation suboption of the activate suboption of the 
richmedia option of PDF_create_annotation( ), see Table 13.8)


defaultview (Keyword or 3D view handle) Specifies the initial view of the 3D annotation; One of the keywords first 
or last (referring to the respective entries in the views option), or a 3D view handle created with PDF_
create_3dview( ). Default: first


script (Hypertext string) String containing JavaScript code to be executed when the 3D model is instantiated. 
Default: no script


type (Keyword) Specify the type of 3D data (default: U3D):
PRC (PDF 1.7ext3) Product Representation Compact (PRC) format (ISO 14739-1)
U3D (PDF 1.6) Universal 3D File Format (U3D) in the following flavors (see www.ecma-


international.org): Universal 3D File Format (U3D), 1st Edition and ECMA-363, Universal 3D File 
Format (U3D), 3rd Edition;


views (List of 3D view handles) List of predefined views for the 3D model. Each list element is a 3D view handle 
created with PDF_create_3dview( ). The type option used when creating the views with PDF_create_
3dview( ) must match the type option in PDF_load_3ddata( ). Default: empty list



http://www.ecma-international.org/

http://www.ecma-international.org/
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The following values can be supplied to the camera2world option for common cam-
era positions. x, y, and z are suitable values which describe the position of the camera. 
These values should satisfy the stated conditions (see below):
View from the front:


{-1 0 0 0 0 1 0 1 0 x y z} x small, y large negative, z small


View from left:


{ 0 1 0 0 0 1 1 0 0 x 0 z} x large negative, z small


View from the top:


{-1 0 0 0 1 0 0 0 -1 x 0 z} x small, z large positive


Table 13.2 Options for PDF_create_3dview( )


option description


background (Option list) Specifies the background for the 3D model:
fillcolor (Color) Background color, expressed in the RGB color space. Default: white
entire (Boolean) If true, the background applies to the entire annotation; otherwise it applies only 


to the rectangle specified in the annotations’s 3Dbox option. Default: false


camera2world (List of 12 floats) 3D transformation matrix specifying position and orientation of the camera in world co-
ordinates (see description below). Default: the initial view defined internally in the 3D model


camera-
distance


(Float; must not be negative; will be ignored if camera2world is not specified) Distance between the cam-
era and the center of the orbit. For details see description of the CO key in section 13.6.4 »3D Views« of ISO 
32000-1. Default: defined internally in the 3D data


lighting (Option list; PDF 1.7) Specifies the lighting scheme for the 3D artwork. The following option is supported:
type (Keyword) Specifies the lighting scheme. Supported keywords (Default: Artwork):


Artwork Lights are specified in the 3D artwork.
None No lights; lights specified in the 3D artwork will be ignored.
White Three light-grey infinite lights, no ambient term
Day Three light-grey infinite lights, no ambient term
Night One yellow, one aqua, and one blue infinite light, no ambient term
Hard Three grey infinite lights, moderate ambient term
Primary One red, one green, and one blue infinite light, no ambient term
Blue Three blue infinite lights, no ambient term
Red Three red infinite lights, no ambient term
Cube Six grey infinite lights aligned with the major axes, no ambient term
CAD Three grey infinite lights and one light attached to the camera, no ambient term
Headlamp Single infinite light attached to the camera, low ambient term


name (Hypertext string) Name of the 3D view, which can be used in GoTo actions. This is an optional internal 
name which is treated separately from the required username parameter.


rendermode (Option list; PDF 1.7) Specifies the render mode for displaying the 3D artwork. Table 13.3 lists the supported 
suboptions.


type (Keyword; required if the view will be used in PDF_load_3ddata( ) with type=PRC) Specify the type of 3D 
data (default: U3D):
PRC The view will be used in PDF_load_3ddata( ) with type=PRC.
U3D The view will be used in PDF_load_3ddata( ) with type=U3D.


U3Dpath (Hypertext string; will be ignored if the camera2world option is specified; only for type=U3D) A View 
Node name used to access a view node within the 3D artwork.
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View from the back:


{ 1 0 0 0 0 1 0 -1 0 x y z} x small, y large positive, z small


View from the bottom:


{-1 0 0 0 -1 0 0 0 1 x 0 z} x small, z large negative


View from right:


{ 0 -1 0 0 0 1 -1 0 0 x 0 z} x large positive, z small


Isometric view, i.e. the direction of projection intersects all three axes at the same angle. 
There are exactly eight such views, one in each octant:


{0.707107 -0.707107 0 -0.5 -0.5 0.707107 -0.5 -0.5 -0.707107 x y z}
x, y, z large positive


The x, y, z values should be selected depending on the position and size of the model. 
»Large« means the values should be significantly larger than the size of the model in or-
der to provide a large enough distance between the camera and the model. If the value 
is too large the model will appear very small and will quickly get out of sight when ro-
tating the view. If the value is too small the model may not completely fit into the view. 
»Small« means the absolute value should be small compared to the large value and 
should not exceed the size of the model very much.
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Table 13.3 Suboptions for the rendermode option of PDF_create_3dview( )


option description


crease (Float in the range 0..180) Crease value


facecolor (RGB color or keyword; only for type=Illustration) Face color; this color will be used by several render 
modes. The keyword backgroundcolor refers to the current background color. Default: backgroundcolor


opacity (Float in the range 0..1 or percentage) Opacity for some render modes. Default: 0.5


rendercolor (RGB color) Auxiliary color. This color will be used by several render modes. Default: black


type (Keyword; PDF 1.7) Render mode for displaying the 3D artwork (default: Artwork):
Artwork Render mode is specified in the 3D artwork; all other suboptions of the rendermode option 


will be ignored.
Solid Displays textured and lit geometric shapes.
SolidWireframe


Displays textured and lit geometric shapes (triangles) with single color edges on top of them.
Transparent


Displays textured and lit geometric shapes (triangles) with an added level of transparency.
TransparentWireframe


Displays textured and lit geometric shapes (triangles) with an added level of transparency.
BoundingBox


Displays textured and lit geometric shapes (triangles) with an added level of transparency, 
with single color opaque edges on top of it.


TransparentBoundingBox
Displays bounding boxes faces of each node, aligned with the axes of the local coordinate 
space for that node, with an added level of transparency.


TransparentBoundingBoxOutline
Displays bounding boxes edges and faces of each node, aligned with the axes of the local 
coordinate space for that node, with an added level of transparency.


Wireframe Displays bounding boxes edges and faces of each node, aligned with the axes of the local 
coordinate space for that node, with an added level of transparency.


ShadedWireframe
Displays only edges, though interpolates their color between their two vertices and applies 
lighting.


HiddenWireframe
Displays edges in a single color, though removes back-facing and obscured edges.


Vertices Displays only vertices in a single color.
ShadedVertices


Displays only vertices, though uses their vertex color and applies lighting.
IllustrationDisplays silhouette edges with surfaces, removes obscured lines.
SolidOutline


Displays silhouette edges with lit and textured surfaces, removes obscured lines.
ShadedIllustration


Displays silhouette edges with lit and textured surfaces and an additional emissive term to 
remove poorly lit areas of the artwork.
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Table 13.4 3D options for PDF_create_annotation( ) with type=3D


option description


3Dactivate (Option list; only for type=3D) Specifies when the 3D annotation should be activated and its state upon 
activation/deactivation. Supported suboptions:
enable (Keyword) Specifies when the animation should be enabled (default: click):


open Activate when the page is opened.
visible Activate when the page becomes visible.
click Annotation must explicitly be activated by a script or user action.


enablestate (Keyword) Initial animation state (default: play):
pause The 3D model is instantiated, but script animations are disabled.
play The 3D model is instantiated; script animations are enabled if present.


disable (Keyword) Specifies when the animation should be disabled (default: invisible):
close Deactivate when the page is closed.
invisible Deactivate when the page becomes invisible.
click Annotation must explicitly be deactivated by a script or user action.


disablestate (Keyword) State of the animation upon disabling (default: reset):
pause The 3D model can be rendered, but animations are disabled.
play The 3D model can be rendered and animations are enabled.
reset Initial state of the 3D model before it has been used in any way.


modeltree (Boolean; PDF 1.6) If true, the Model Tree navigation tab will be opened when the annotation 
is activated (default: false)


toolbar (Boolean; PDF 1.6) If true, the 3D toolbar (at the top of the annotation) will be displayed 
when the annotation is activated (default: true)


3Ddata (3D handle; only for type=3D; required) 3D handle created with PDF_load_3ddata( ).


3Dinteractive (Boolean; only for type=3D) If true, the 3D model is intended for interactive use. If false, it is intended to 
be manipulated with JavaScript. Default: true


3Dshared (Boolean; only for type=3D) If true, the 3D data specified in the 3Ddata option will be referenced indi-
rectly. Multiple 3D annotations which reference the same data share a single run-time instance of the 
model. This means that changes will be visible in all such annotations simultaneously. Default: false


3Dinitialview (Keyword or 3D view handle) Specifies the initial view of the 3D model; One of the keywords first, last, 
(referring to the respective entries in the views option of PDF_load_3ddata( )), or default (referring to 
the model’s defaultview option), or a 3D view handle created with PDF_create_3dview( ). Default: 
default
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13.2 Asset and Rich Media Features
Multimedia features are implemented with the following functions and options:


> Multimedia assets for use in RichMedia annotations can be loaded with PDF_load_
asset( ). It can also be used to load assets which will be used as file attachments. This 
function is described below. 


> RichMedia annotations can be created with PDF_create_annotation( ) and type=Rich-
Media. This function is described in Section 12.2, »Annotations«, page 217. However, 
the relevant suboptions of the richmedia option of this function are described in Ta-
ble 13.7 and following tables below.


> Actions for controlling rich media annotations can be created with PDF_create_
action( ) and type=RichMediaExecute (see Section 12.4, »Actions«, page 233).


Assets loaded with PDF_load_asset( ) can also be used with PDF_create_annotation( ) and 
type=FileAttachment or Movie.


C++ Java C# int load_asset(String type, String filename, String optlist)
Perl  PHP int load_asset(string type, string filename, string optlist)


C int PDF_load_asset(PDF *p, const char *type, const char *filename, int len, const char *optlist)


Load a rich media asset or file attachment from a disk-based or virtual file.


type Keyword designating the type of the loaded asset according to Table 13.5.


Table 13.5 Asset types


type allowed contents asset can be used with function and option/suboption


3D U3D and PRC PDF_create_annotation( ): richmedia/configurations/instances/asset


Attachment1


1. type=Attachment is implicitly assumed for PDF_add_portfolio_folder/file( ), and for use as suboptions for the attachments option
of PDF_begin/end_document( )


PDF/A-2: only PDF/A-
1 and PDF/A-2;
otherwise: any


PDF_end_document( ): attachments
PDF_create_annotation( ): attachment
PDF/A-3 and PDF 2.0: PDF_end_document( ), PDF_begin/end_page_ext( ), PDF_be-
gin/end_dpart( ), PDF_begin_template_ext( ), PDF_load_image( ), PDF_open_pdi_
page( ), PDF_load_graphics( ): associatedfiles


Flash Shockwave (*.swf) (Deprecated in PDF 2.0)
PDF_create_annotation( ): richmedia/configurations/instances/asset
PDF_end_document( ): portfolio/navigator/flash


Generic any PDF_create_annotation( ): richmedia/assets
PDF_end_document( ): portfolio/navigator/assets


JavaScript text file containing 
ECMAScript edition 32


2. in ISO 8859-1 encoding or UTF-16 LE or BE with BOM


PDF_create_annotation( ): richmedia/activate/script


JPEG JPEG image PDF_end_document( ): portfolio/navigator/icon


PNG PNG image PDF_end_document( ): portfolio/navigator/icon


Sound MP3 etc. PDF_create_annotation( ): richmedia/configurations/instances/asset


Video FLV, QuickTime, F4V, 
H.264 etc.


PDF_create_annotation( ): richmedia/configurations/instances/asset
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filename (Name string; will be interpreted according to the filenamehandling global op-
tion, see Table 2.3) Name of a disk-based or virtual file which will be embedded in the 
PDF file. Unicode file names are supported, but require PDF 1.7 for correct display in 
Acrobat.


len (C language binding only) Length of filename (in bytes). If len = 0 a null-terminated 
string must be provided.


optlist An option list which may contain the following options:
> General option for all types: errorpolicy (see Table 2.1)
> If type=Attachment additional attachment property options according to Table 13.6 


are supported:
description, documentattachment, external, filename, mimetype, name, password, 
relationship, thumbnail


Returns An asset handle for rich media or file attachments which can be used with the functions 
listed in Table 13.5 until the end of the enclosing document scope. The returned asset 
handle cannot be reused across multiple PDF documents.


If errorpolicy=return the caller must check for a return value of -1 (in PHP: 0) since it 
signals an error. If the function call fails you can request the reason of the failure with 
PDF_get_errmsg( ).


Details This function can be used with all PDF compatibility levels if type=Attachment, and re-
quires PDF 1.7ext3 for all other types.


PDF/A PDF/A-1: this function must not be called.
PDF/A-2: filename must refer to a PDF/A-1 or PDF/A-2 document. Some options are re-
stricted.
PDF/A-3: some options are restricted. Each attachment must be associated with exactly 
one part of the document, i.e. the generated asset handle must be supplied to exactly 
one associatedfiles option.


PDF/X PDF/X-1a/3: this function must not be called.


Scope any except object


Table 13.6 Options for PDF_load_asset( ) with type=Attachment, for PDF_add_portfolio_folder/file( ), and for use as 
suboptions for the attachments option of PDF_begin/end_document( )


option description


description (Hypertext string; PDF 1.6; recommended for PDF/A-2/3 and PDF/UA-1) Descriptive text associated with 
the file.


document-
attachment


(Boolean; only for PDF/A-3 and PDF 2.0 and only if the relationship option is specified; not for PDF_
add_portfolio_file/folder( )) Save the associated file also as a document-level attachment (embedded 
file). This may be useful for listing the attachments in the user interface of PDF viewers which are not 
aware of associated files data structures (this includes Acrobat X/XI/DC). Default: false


external (Boolean; must be false for PDF/A; not for the attachments option and PDF_add_portfolio_file/folder( )) 
If true, the contents of the file will not be embedded in the PDF, but only a reference to an external file 
will be created. The option external=true is required for movies to make sure that Acrobat will be able 
to play the movie. Default: false
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filename (Name string) Name of the file. The contents must conform to the requirements listed in Table 13.5 
according to the specified type. Unicode file names are supported, but require PDF 1.7 for correct display 
in Acrobat. This option can alternatively be provided via the function parameter filename of PDF_load_
asset( ) and PDF_add_portfolio_file/folder( ), but is required if used with the attachments option of PDF_
begin/end_document( ). Only the base part of the filename without any directory components will be 
written to the PDF output.


mimetype (String; required for PDF/A-3; not for PDF_add_portfolio_folder( )) MIME type of the file. If the MIME type 
is unknown, the string application/octet-stream must be used in PDF/A-3.


name (Hypertext string; not for PDF_add_portfolio_folder( )) Name of the attachment. Default: filename 
without any path component


password (String with up to 127 characters; not for PDF/A-2; only if PDI is available; not for PDF_add_portfolio_
folder( )) PDF master password required to open a protected PDF document for fetching its date entries.


relationship (Hypertext string; only for PDF 2.0 and PDF/A-3; required for PDF/A-3; not for PDF_add_portfolio_
folder( )) Relationship of the file to the part of the document with which it is associated. The value may 
be an arbitrary string, but the following predefined keywords are listed in the PDF/A-3 standard:
Alternative


The file is an alternative representation (e.g. audio).
Data The file represents information used to derive a visual presentation (e.g. CSV data for a table 


or graph).
Source The file is the original source material (e.g. word processor document associated with the 


document; spreadsheet associated with an image).
Supplement


The file represents a supplemental representation of the original source or data which may be 
more easily consumable (e.g. MathML representation of an equation in an image).


Unspecified
The relationship is not known or cannot be described with the other keywords.


thumbnail (Image handle) Image to be used as thumbnail for the file. The handle must have been created with PDF_
load_image( ) and the image must be a grayscale or RGB image with max. 106x106 pixels. Acrobat ig-
nores the thumbnail for attachments.


Table 13.6 Options for PDF_load_asset( ) with type=Attachment, for PDF_add_portfolio_folder/file( ), and for use as 
suboptions for the attachments option of PDF_begin/end_document( )


option description
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Table 13.7 Suboptions for the richmedia option of PDF_create_annotation( ) with type=RichMedia


option description


activate (Option list) Option list according to Table 13.8 which specifies the style of presentation, default script be-
havior, default view information, and animation style when the annotation is activated.


assets (List of option lists; required) Named asset which can be referenced from Flash content:
asset (Asset handle; required) Handle for an asset loaded with PDF_load_asset( ).
name (Hypertext string with 1-255 characters; the characters : * " < > | must not be used; the last 


character must not be a period ’.’; required) Name of the asset which can be used to identify it 
in Flash code.


configuration (Option list, required) The configuration option list may contain one or more instance option lists. The 
type option helps to describe the behavior for the collection of those instances. For example, a FLV video 
file may require a SWF file to view it. Though the primary instance in the configuration may be a SWF 
file, the annotation is intended for video playback and thus should have a type of Video. Setting the type 
suggests the author’s intended use of the assets, which better informs the choices when presenting con-
tent-specific user interfaces during the authoring or editing process. Supported options:
instances (List of option lists; required) Each list specifies a single instance of an asset with settings to 


populate the artwork of an annotation. Supported options:
asset (Hypertext string; required) A rich media asset name specified in the assets op-


tion. Only names of rich media assets of type 3D, Flash, Sound, Video may be spec-
ified here.


params (Option list; only for type=Flash) Parameters related to a Flash asset according to 
Table 13.10


name (Hypertext string) Unique name of the configuration
type (Keyword) Primary content type for the configuration. Valid keywords are 3D, Flash, Sound, 


and Video. Default: the scene type is determined by referring to the type of the file specified 
in the first element of the instances option list.


deactivate (Option list) Specifies the condition of unloading (restart or pause):
condition (Keyword) Specifies when the annotation will be deactivated (default: clicked):


clicked The annotation is explicitly deactivated by a user action or script.
closed The annotation is deactivated as soon as the page that contains the annotation 


loses the focus as current page.
invisible The annotation is deactivated as soon as the page that contains the annotation is 


no longer visible.


views (List of 3D view handles) 3D view handles returned by PDF_create_3dview( ). If no views are specified, de-
fault values are used for the components of a 3D view, including rendering/lighting modes, background 
color, and camera data. Default: empty list
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Table 13.8 Suboptions for the activate suboption of the richmedia option of PDF_create_annotation( )


option description


animation (Option list) Preferred method to drive keyframe animations present in the artwork. Supported options:
playcount (Integer) A nonnegative number represents the number of times the animation is played. A 


negative integer indicates that the animation is infinitely repeated. Default: -1
speed (Positive Float) A value greater than one shortens the time it takes to play the animation, or 


effectively speeds up the animation. This allows authors to change the desired speed of 
animations without re-authoring the content. Default: 1


style (Keyword) Specifies the animation style (default: none):
none Keyframe animations should not be driven directly by the viewer application. This 


value is used by documents that are intended to drive animations through alter-
nate means such as JavaScript. The remaining suboptions of the animation op-
tion will be ignored.


linear Keyframe animations are driven linearly from begin to end. This results in a repet-
itive playthrough of the animation, such as in a walking motion.


oscillating Keyframe animations should oscillate along their time range. This results in a 
back-and-forth playing of the animation, such as exploding or collapsing parts.


condition (Keyword) Specifies when the annotation will be activated (default: clicked):
clicked The annotation is explicitly activated by a user action or script.
opened The annotation is activated as soon as the page that contains the annotation receives the 


focus as current page.
visible The annotation is activated as soon as any part of the page that contains the annotation 


becomes visible.


presentation (Option list) Specifies how the annotation and user interface elements will be laid out and drawn: Sup-
ported options are listed in Table 13.9.


scripts (List of hypertext strings) List containing the names of rich media assets of type=JavaScript which have 
been embedded with PDF_load_asset( ) and specified in the assets suboption of the richmedia option. 
An empty list means that no script is executed. Default: empty list


view (Keyword or 3D view handle) Specifies the activation view of 3D rich media. The handle must also be con-
tained in the views suboption of the richmedia option list. If the views option was not specified default 
values for the components of a 3D view will be used. Supported keyword (default: first):
first The first element in the views suboption of the richmedia option list
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Table 13.9 Suboptions for the presentation suboption of the activate suboption of the richmedia option of PDF_
create_annotation( )


option description


navigation-
pane


(Boolean) Default behavior of the navigation pane user interface element. If true the navigation pane is 
visible when the content is initially activated. Default: false


passcontext-
click


(Boolean) Indicates whether a context click on the rich media annotation is passed to the media player 
runtime or is handled by the PDF viewer. If false the PDF viewer handles the context click. If true, the 
PDF viewer’s context menu is not visible, and the user sees the context menu and any custom items gen-
erated by the media player runtime. Default: false


style (Keyword) Specifies how the rich media will be presented (default: embedded):
embedded  embedded within the PDF page
windowed  in a separate window specified by the window option list


toolbar (Boolean) Default behavior of an interactive toolbar associated with this annotation. If true a toolbar is 
displayed when the annotation is activated and given focus. Default: true for type=3D, false otherwise


transparent (Boolean) Indicates whether the page content is displayed through the transparent areas of the rich me-
dia content. If true the rich media artwork is composited over the page content using an alpha channel. 
If false the rich media artwork is drawn over an opaque background prior to composition over the page 
content. Default: false


window (Option list) Size and position of the floating window for style=windowed. Coordinates are expressed in 
user or default coordinates depending on the usercoordinates option. The behavior is similar to when 
the annotation options zoom and rotate are set to false. Supported suboptions:
heightdefault


(Float) Default height of the window. Default: 216 (in default coordinates)
widthdefault


(Float) Default width of the window. Default: 288 (in default coordinates)
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Table 13.10 Suboptions for the params suboption of the instances suboption of the configurations suboption of the 
richmedia option of PDF_create_annotation( )


option description


binding (Keyword) Specifies to which entity the Flash content is bound (default: none):
background


The Flash content is bound to the background and is rendered behind any 3D model content 
or Flash foreground elements in the active annotation. For a given RichMedia annotation 
there can be one active instance that has a params option list with binding=background. If 
more than one is specified, the last instance specified for the background is used.


foreground
The Flash content is bound to the foreground and is rendered in front of the 3D model and the 
background Flash content in the active annotation. If more than one instance has 
binding=foreground, the Flash content is rendered in order from back to front, each instance 
composited over prior instances using its alpha channel.


material The Flash content is bound to a material that is part of 3D content. If that material is applied 
to geometry within a 3D scene, the Flash object appears to be playing upon this object as if 
conforming to the surface of the object.


none The Flash content is unbound and is not visible at playback time.


cuepoints (List of option lists) A video can contain cue points that are encoded in the video stream or may be creat-
ed by an associated ActionScript within the Flash content. Each option list specifies a state that relates 
the cue point to an action that may be passed to the application or may be used to change the appear-
ance. Cue points in the Flash content are matched to the cue points declared in the PDF file by the values 
specified by the name or time options. Supported options:
action (Action list) Action that is executed if this cue point is triggered, meaning that the Flash 


content reached the matching cue point during its playback. Supported action trigger:
activate Actions to be performed if this cue point is triggered, meaning that the Flash con-


tent reached the matching cue point during its playback.
name (Text string; required) Name of the cue point to match against the cue point within the Flash 


content and for display purposes.
time (Float; required) The time value of the cue point in milliseconds to match against the cue 


point within the Flash content and for display purposes. A dummy value can be provided.
type (Keyword) Type of the cue point:


Event An event is a generic cue point of no specific significance other than that a corre-
sponding action is triggered.


Navigation
A navigation cue point is an event encoded in a Flash movie (FLV). A chapter stop 
may be encoded so that when the user requests to go to or skip a chapter, a navi-
gation cue point is used to indicate the location of the chapter.


flashvars (Hypertext string) Formatted name value pairs passed to the Flash player context when activated. For 
the format specifics see the document »Using FlashVars to pass variables to a SWF«, TechNote tn_16417, 
available at www.adobe.com/go/tn_16417. Default: no data is sent to the Flash player


materialname (Hypertext string; required if binding=material) The material name that content is to be bound to.


settings (Hypertext string) A text string used to store settings information associated with a Flash instance. This 
value is passed by the ActionScript ExternalInterface command multimedia_loadSettingsString. 
Default: undefined
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14 Document Interchange


14.1 Document Information Fields


C++ Java C# void set_info(String key, String value)
Perl  PHP set_info(string key, string value)


C void PDF_set_info(PDF *p, const char *key, const char *value)
C void PDF_set_info2(PDF *p, const char *key, const char *value, int len)


Fill document information field key with value.


key (Name string) The name of the document info field, which may be any of the stan-
dard names, or an arbitrary custom name (see Table 14.1). There is no limit for the num-
ber of custom fields. Regarding the use and semantics of custom document information 
fields, PDFlib users are encouraged to take a look at the Dublin Core Metadata element 
set.1


value (Hypertext string) The string to which the key parameter will be set. Acrobat im-
poses a maximum length of value of 255 bytes.


len (Only for PDF_set_info2( ), and only for the C language binding) Length of value (in 
bytes). If len = 0 a null-terminated string must be provided.


Details The supplied info value will only be used for the current document, but not for all docu-
ments generated within the same object scope. If the autoxmp option has been supplied 
to PDF_begin/end_document( ) PDFlib will automatically create synchronized XMP docu-
ment metadata from the info fields supplied to PDF_set_info( ).


Document info fields override corresponding properties in XMP document metada-
ta supplied to the metadata option of PDF_begin/end_document( ).


PDF/X Info fields with key=Title and key=Creator must be supplied with non-empty values. Al-
ternatively in PDF/X-4 and PDF/X-5 the metadata option of PDF_begin_document( ) with 
the dc:title and xmp:CreatorTool XMP properties can be supplied.


Only the values True and False are allowed for the Trapped info field.


PDF/UA An info field with key=Title must be supplied with a non-empty value. Alternatively, the 
metadata option of PDF_begin_document( ) with the dc:title XMP property can be sup-
plied.


Scope any; if used in object scope the supplied values will only be used for the next document.


1. See dublincore.org 


Table 14.1 Keys for document information fields


key description


Subject Subject of the document


Title Title of the document



http://dublincore.org
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Creator Software used to create the document (as opposed to the Producer of the PDF out-
put, which is always PDFlib). Acrobat displays this entry as Application.


Author Author of the document


Keywords Keywords describing the contents of the document


Trapped Indicates whether trapping has been applied to the document. Allowed values are 
True, False, and Unknown.


any other name User-defined document information field. PDFlib supports an arbitrary number of 
fields. A custom field name should only be supplied once. See also moddate option 
of PDF_begin/end_document( ).
Custom document info fields must not contain any of the following characters if 
XMP metadata is created (via the autoxmp or metadata options): & \ < > " space
Fields which are used for standard identification are not allowed.


Table 14.1 Keys for document information fields


key description
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14.2 XMP Metadata
XMP metadata can be supplied for the whole document or individual pages, fonts, ICC 
profiles, images, templates, and imported PDF pages. Table 14.2 lists suboptions for the 
metadata option of various functions.


PDF/A The XMP identification properties for PDF/A are created automatically.
PDFlib synchronizes relevant entries in user-supplied XMP streams to standard doc-


ument info fields (similar to autoxmp mode which synchronizes document info fields to 
XMP). However, PDFlib does not synchronize other XMP entries to custom document 
info fields. Additional PDF/A requirements for XMP document metadata are discussed 
in the PDFlib Tutorial. The following validation is applied to XMP metadata:


> PDF/A-1: document-level XMP must conform to XMP 2004 or include an extension 
schema description. The schema description for document-level XMP can be sup-
plied in PDF_begin_document( ) or PDF_end_document( ).


> PDF/A-2/3: document-level and component-level (e.g. page) XMP must conform to 
XMP 2005 or include an extension schema description. The schema description for 
component-level XMP can be supplied with the respective component-level XMP 
(e.g. in PDF_begin_page_ext( )) or with the document-level XMP in PDF_begin_
document( ).


PDF/X The XMP identification properties for PDF/X-4/5 are created automatically.


PDF/VT The XMP identification properties for PDF/VT are created automatically.


PDF/UA The XMP identification properties for PDF/UA are created automatically.


Table 14.2 Suboptions for the metadata option in PDF_begin/end_document( ), PDF_begin/end_page_ext( ), PDF_load_
font( ), PDF_load_iccprofile( ), PDF_load_image( ), PDF_begin_template_ext( ), PDF_open_pdi_page( ) and the 
templateoptions option of PDF_load_graphics( )


option description


compress (Boolean; not for PDF_begin/end_document( )) Compress the XMP metadata stream in the PDF output. If 
the option is only supplied in PDF_begin_page_ext( ) but not in PDF_end_page_ext( ), its value takes pre-
cedence over the default. Default: false
PDF/A-1 and PDF/X: compress=true is not allowed.


inputencoding (Keyword) The encoding to interpret the metadata supplied in filename. Default: unicode


inputformat (Keyword) The format of the metadata supplied in filename. Default: utf8, but bytes if inputencoding 
is an 8-bit encoding


keepxmp (Boolean; only for PDF_load_image( ) and PDF_load_graphics( ); can not be combined with filename) 
XMP metadata present in an image or graphics file will be kept, i.e. attached to the resulting image in the 
PDF document. XMP metadata is honored in the TIFF, JPEG, and JPEG 2000 image formats as well as in 
SVG graphics. If no XMP metadata is found in the image or graphics file this option doesn’t have any ef-
fect. Default: false


filename (Name string; required unless keepxmp is supplied) The name of a file containing well-formed XMP meta-
data. It will be interpreted according to the filenamehandling global option, see Table 2.3.


strict (Boolean) If false, certain XMP violations are not reported as errors, but are silently fixed. If true, such 
violations trigger an exception. Default: false
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14.3 Tagged PDF
The tagged option in PDF_begin_document( ) must be set to true in order to generate 
Tagged PDF. Tagged PDF mode is automatically activated for the PDF/A-1a/2a/3a and 
PDF/UA standards. It is strongly recommended to obey to PDF/UA rules when creating 
Tagged PDF.


Cookbook A full code sample can be found in the Cookbook topic interchange/starter_pdfua1.


C++ Java C# int begin_item(String tagname, String optlist)
Perl  PHP int begin_item(string tagname, string optlist)


C int PDF_begin_item(PDF *p, const char *tagname, const char *optlist)


Open a structure element or other content element for Tagged PDF.


tagname Name of the item’s element structure type. The following groups of element 
types are supported according to Table 14.3 (see PDFlib Tutorial for details):


> standard element types (a detailed description of standard element types can be 
found in the PDFlib Tutorial)


> pseudo element types which are not structure elements
> The tag name Plib_custom_tag implies use of a custom element type (this is equiva-


lent to customtag=true); the actual tag name must be supplied in the tagname option. 
Custom element types require the rolemap document option.


The tag name can alternatively be provided via the tagname option which overrides this 
parameter.


optlist An option list specifying details of the item. All inheritable settings will be in-
herited to child elements, and therefore need not be repeated. All properties of an item 
must be set here since they cannot be modified later. The following options can be used:


> General option: hypertextencoding (see Table 2.3)
> Tag control and accessibility options according to Table 14.4:


ActualText, Alt, customtag, E, inline, Lang, tagname, Placement, Title
> Options related to Artifacts according to Table 14.4:


artifactsubtype, artifacttype, Attached
> Table-related options according to Table 14.4:


ColSpan, Headers, id, RowSpan, Scope, Summary
> Geometry options according to Table 14.4:


BBox, Height, usercoordinates, Width
> Options for the relationship of elements according to Table 14.4: index, parent
> Option for attaching a bookmark according to Table 14.4: bookmark
> Option for specifying a list property according to Table 14.4: ListNumbering
> Option for inserting a nested structure element according to Table 14.4: tag


Returns An item handle which can be used in subsequent item-related calls.


Details Start a new structure element or Artifact (collectively called item). By default, the new el-
ement is inserted as a child of the currently active item. However, another position in 
the structure tree can be specified with the parent and index options. Structure elements 
can be nested to an arbitrary level. Except for pseudo and inline types structure ele-



http://www.pdflib.com/pdflib-cookbook/document-interchange/starter-tagged
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ments are not bound to the page where they have been opened, but can be continued 
on an arbitrary number of pages. It is recommended to avoid empty structure elements.


Structure elements and Alt/ActualText attributes must be properly nested according 
to the rules in the PDFlib Tutorial. Some decorative elements are automatically tagged 
as Artifact; see PDFlib Tutorial for details.


PDF/A Although Tagging is required for PDF/A-1a/2a/3a, there are no specific requirements for 
tag usage or nesting. We recommend to obey PDF/UA requirements.


PDF/UA All text requires natural language specification.
All image and graphics contents must be tagged as Artifact or Figure.
Additional rules apply to various element types and options (see PDFlib Tutorial).


Scope page; for grouping elements also document; must always be paired with a matching PDF_
end_item( ) call. This function is only allowed in Tagged PDF mode.


Table 14.3 Standard, pseudo, and custom element types for PDF_begin_item( ), PDF_begin_mc( ), and PDF_mc_point( ) 
and the tag option of various functions


category tags


standard structure element types


grouping Document, Part, Sect, Div, Caption


heading and 
paragraph


P, H, H1, H2, H3, H4, H5, H6, H7, H8 etc. (BLSEs)


label and list L, LI, Lbl, LBody (BLSEs)


table Table (BLSE), TR, TH, TD, THead1, TBody1, TFoot1


(all table tags can be created automatically by PDF_fit_table( ), see PDFlib Tutorial)


inline Span, Note, Reference, Link, Annot1 (ILSEs, but can be changed to BLSE with the option inline=false)


illustration Figure, Formula, Form (ILSE)


Japanese Ruby1 (grouping), RB1, RT1, RP1, Warichu1 (grouping), WT1, WP1


deprecated The following standard element types are deprecated in PDF 2.0 and should not be used:
Art, BlockQuote, TOC, TOCI, Index, NonStruct, Private, Quote, BibEntry, Code


pseudo structure element types


non-
structural 
elements


Artifact Artifact, to be distinguished from real page content.
ASpan (Accessibility span; written to PDF as Span, but must be distinguished from the inline item 


Span) Can be used to attach accessibility attributes to content which does not belong to a 
structure element or which resembles a part of a structure element.


ReversedChars
(Not recommended) Specifies text in a right-to-left language with reversed characters.


Clip (Not recommended) Specifies a marked clipping sequence, i.e. only clipping paths or text in 
rendering mode 7, but no visible graphics or PDF_save( ) / PDF_restore( ).


custom structure element types


user-defined 
elements


The tag name Plib_custom_tag must be supplied in the tagname parameter. The actual tag name which 
will be written to PDF must be supplied in the tagname option. Custom element types require the rolemap 
document option.


1. Requires PDF 1.5 or above
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Table 14.4 Options for structure and pseudo tags for PDF_begin_item( ) as well as for abbreviated tagging with the tag 
option of various functions. Some options are also available in PDF_begin_mc( ) and PDF_mc_point( ).


option description


ActualText (Hypertext string; not for pseudo tags except in PDF 1.5 with ASpan; if used in PDF 1.4 the inline option 
must be set to false) Equivalent replacement text for the content item and its kids.


Alt (Hypertext string; not for pseudo tags except in PDF 1.5 with ASpan; if used in PDF 1.4 the inline option 
must be set to false) Word or phrase as alternate description for the content item and its children. It 
should be provided for figures, images, etc. which cannot be recognized as text.


artifact-
subtype


(Keyword; only for tagname=Artifact and artifacttype=Pagination; PDF 1.7) Subtype of the artifact: 
Header, Footer, Watermark


artifacttype (Keyword; only for tagname=Artifact) Identifies the artifact type of the content item:
Pagination Ancillary page features such as running heads or page numbers
Layout Typographic or design elements such as footnote rules or table shading
Page Production aids such as cut marks and color bars
Background (PDF 1.7) Images or colored blocks that run the entire length and/or width of the page or a 


structural element.


Attached (Keyword list; only for tagname=Artifact and artifacttype=Pagination or Background with full-page 
background artifacts) Specify the edges of the page, if any, to which the artifact is logically attached. The 
list contains one to four of the keywords Top, Bottom, Left, and Right. Including both Left and Right or 
both Top and Bottom indicates a full-width or full-height artifact, respectively.


BBox (Rectangle; only for tagname=Artifact, Figure, Form, Table; required for artifacttype=Background, 
otherwise optional, but recommended for Reflow) The element’s bounding box in default coordinates (if 
usercoordinates=false) or user coordinates (if usercoordinates=true). PDFlib automatically creates 
the BBox for placed images, graphics, PDF pages (with tagname=Figure or Artifact), form fields (with 
tagname=Form or Artifact) and tables created by the table engine (with tagname=Table or Artifact).


bookmark (Bookmark handle; not for inline and pseudo tags) Handle for a bookmark which will be associated with 
the structure element.


ColSpan (Integer; only for tagname=TH and TD) Number of table columns spanned by a cell. Default: 1


contents (String; only for PDF_begin_mc( )) Content string describing the marked content sequence.


customtag (Boolean; requires the rolemap document option) If true, the element type name supplied in the 
tagname option is a custom element type which must be mapped to a standard element type via the 
rolemap document option. Default: false
Setting this option to true is equivalent to providing the parameter tagname=Plib_custom_tag.


E (Hypertext string; not for pseudo tags except ASpan; requires PDF 1.5 for structure tags) Abbreviation ex-
pansion for the content item. It should be provided for explaining abbreviations and acronyms. Acrobat’s 
Read Aloud feature considers the expansion text as a separate word even in the absence of explicit word 
breaks.


Headers (List of strings; only for tagname=TH and TD; PDF 1.5) Each string in the list is the identifier of a table head-
er cell (TH element) which is associated with the cell. The identifier(s) must have been assigned to the tar-
get cell with the id option. If multiple header cells are referenced, row headers should be listed before col-
umn headers. Within these groups headers should be ordered from most specific to most general.


Height (Float; only for tagname=Figure, Form, Formula, Table, TD, TH) Height of the element in default coordi-
nates (if usercoordinates=false) or user coordinates (if usercoordinates=true)


id (String; not for pseudo elements and inline elements except Note) Assign an identifier to the element. 
The string must be unique among all structure elements.
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index (Integer; not for pseudo tags) The zero-based index at which to insert the element within the parent. 
Starting at this position, existing descendants of the parent are shifted upwards. Values between 0 and 
the current number of children can be supplied. The value -1 adds the element at the end, i.e. as the new 
last item. This is identical to supplying the current number of elements as index. Default: -1


inline (Boolean; only for tagname=Code, BibEntry, Note, Quote, Reference, Span) If true, the content item is 
written inline and no structure element is created. Default: true


Lang (String; not for pseudo tags except ASpan) Language identifier for the content item in the format de-
scribed in Table 3.3 for the lang option. This can be used to override the document’s dominant language 
for individual content items.
PDF/UA-1: the natural language must be specified with this option or with the lang option of PDF_be-
gin_document( ).


List-
Numbering


(Keyword; only for tagname=L; required in PDF/UA-1; must be None in PDF/UA-1 for lists where no LI child 
contains any Lbl element) Numbering system used for the contents of the Lbl elements in a numbered 
list or the symbol which precedes each item in an unnumbered list (default: None):
Circle Open circular bullet
Decimal Decimal arabic numerals (1–9, 10–99, ...)
Disc Solid circular bullet
LowerAlpha Lowercase letters (a, b, c, ...)
LowerRoman


Lowercase roman numerals (i, ii, iii, iv, ...)
None No autonumbering; Lbl elements (if present) contain arbitrary text without numbering. In 


this case any graphics representing the list’s labels should be marked as Artifact.
Square Solid square bullet
UpperAlpha Uppercase letters (A, B, C, ...)
UpperRoman


Uppercase roman numerals (I, II, III, IV, ...)


parent (Item handle; not for  pseudo tags) The element’s parent as returned by an earlier call to PDF_begin_
item( ) or the activeitemid keyword of PDF_get_option( ). The value 0 refers to the structure tree root. -
1 refers to the currently active element. In other words, parent=-1 opens a child of the current element. 
Pseudo and inline element types are not allowed as parent. Default: -1


Placement (Keyword; not for pseudo elements and the inline elements Span,Quote, Note, Reference, BibEntry, 
and Code) Specifies positioning of the element with respect to the enclosing reference area. This is rele-
vant when the document is reformatted or exported to other formats. The option Placement=Block is 
recommended for Figure, Formula, Form, Link, Annot elements if they are created as children of group-
ing elements (default: Inline):
Before Placed so that the »before« edge of the element’s allocation rectangle coincides with that of 


the nearest enclosing reference area.
Block Stacked in the block progression direction within an enclosing reference area or parent BLSE.
End Placed so that the »end« edge of the element’s allocation rectangle coincides with that of the 


nearest enclosing reference area.
Inline Packed in the inline progression direction within an enclosing BLSE.
Start Placed so that the »start« edge of the element’s allocation rectangle coincides with that of 


the nearest enclosing reference area.


RowSpan (Integer; only for tagname=TH and TD) The number of table rows spanned by a cell. Default: 1


Scope (Keyword; only for tagname=TH; PDF 1.5; recommended for PDF/UA-1) One of the keywords Row, Column, or 
Both indicating whether the table header cell applies to the rest of the cells in the row that contains it, 
the column that contains it, or both the row and the column that contain it.


Table 14.4 Options for structure and pseudo tags for PDF_begin_item( ) as well as for abbreviated tagging with the tag 
option of various functions. Some options are also available in PDF_begin_mc( ) and PDF_mc_point( ).


option description
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C++ Java C# void end_item(int id)
Perl  PHP end_item(int id)


C void PDF_end_item(PDF *p, int id)


Close a structure element or other content item.


id The item’s handle, which must have been retrieved with PDF_begin_item( ).


Details All inline items must be closed before the end of the page. All regular items must be 
closed before the end of the document. However, it is strongly recommended to close all 
regular items as soon as they are completed. An item can only be closed if all of its chil-
dren have been closed before. After closing an item its parent becomes the active item.


Scope page for inline items; for grouping items also document; must always be paired with a 
matching PDF_begin_item( ) call. This function is only allowed in Tagged PDF mode.


Abbreviated tagging. Structure elements and artifacts can be created with PDF_begin/
end_item( ) pairs. As an alternative, abbreviated tagging is available with the tag option 
of the following functions (see Table 14.5):


> PDF_add_table_cell( ) and the corresponding options in PDF_add_table_cell( ):
fitgraphics, fitimage, fitpath, fitpdipage, fittextline, fittextflow, fitannotation, fitfield


> PDF_begin_document( ): abbreviated tagging can be used to create the root element of 
the structure hierarchy


> PDF_create_annotation( )
> PDF_create_field( )
> PDF_draw_path( )


Summary (Hypertext string; only for tagname=Table; PDF 1.7) Summary of the table’s purpose and structure


tag (Option list) Additional structure element which will be inserted as a child of the current element. All op-
tions according to Table 14.4 are supported as suboptions. Tags can be nested to an arbitrary level.


tagname (Name string; except in PDF_add_table_cell( ) this option is required for abbreviated tagging with the 
tag option) Name of a standard element type or a pseudo element type according to Table 14.3, or name 
of a custom tag. The value of this option can alternatively be provided via the function parameter 
tagname.
Specify the option customtag=true or the parameter tagname=Plib_custom_tag to supply custom tag 
names. In this case the tagname option contains an arbitrary name of a custom tag for which a mapping 
to a standard element type must have been defined with the rolemap option of PDF_begin_document( ). 
Custom element type names are restricted to 127 winansi characters or a sequence of Unicode characters 
which expands to a maximum of 127 UTF-8 bytes. Custom element type names must not start with the 
reserved prefix Plib.


Title (Hypertext string; not for inline and pseudo tags; recommended for headings in PDF/UA-1) Title of the 
structure element. The title may be useful for viewing or manipulating the structure tree in Acrobat.


user-
coordinates


(Boolean) If false, BBox, Width and Height are expected in default coordinates; otherwise user coordi-
nates will be used. Default: the value of the usercoordinates global option


Width (Float; only for tagname=Figure, Form, Formula, Table, TD, TH) Width of the element in default coordi-
nates (if usercoordinates=false) or user coordinates (if usercoordinates=true)


Table 14.4 Options for structure and pseudo tags for PDF_begin_item( ) as well as for abbreviated tagging with the tag 
option of various functions. Some options are also available in PDF_begin_mc( ) and PDF_mc_point( ).


option description
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> PDF_fit_graphics( )
> PDF_fit_image( )
> PDF_fit_pdi_page( ) and PDF_info_pdi_page( )
> PDF_fit_table( ); abbreviated tagging triggers automatic table tagging
> PDF_fit_textflow( )
> PDF_fit_textline( )
> the matchbox option of various functions


Abbreviated tagging cannot be used to create grouping elements except when used 
with PDF_begin_document( ) (since all other functions create direct content, which is not 
allowed for grouping elements). A detailed description of abbreviated tagging can be 
found in the PDFlib Tutorial.


C++ Java C# void activate_item(int id)
Perl  PHP activate_item(int id)


C void PDF_activate_item(PDF *p, int id)


Activate a previously created structure element or other content item.


id The item’s handle, which must have been retrieved with PDF_begin_item( ), and 
must not yet have been closed. Pseudo and inline items can not be activated.


Details Suspending a structure element and activating it later gives additional flexibility for ef-
ficiently creating Tagged PDF pages even when there are multiple parallel structure 
branches on a page, e.g. with multi-column layouts or text inserts which interrupt the 
main text.


While the parent and index tagging options (see Table 14.4) can be used to insert struc-
ture elements at a specific location in the structure tree, PDF_activate_item( ) can be used 
to add more content to a previously created structure element.


In order to work around problems in Acrobat, no direct content should be added im-
mediately after calling PDF_activate_item( ), but only other structure elements.


Scope document, page; this function is only allowed in Tagged PDF mode.


Table 14.5 Option for abbreviated tagging in PDF_add_table_cell( ) and the corresponding fit* options in PDF_add_
table_cell( ), PDF_create_annotation( ), PDF_create_field( ), PDF_draw_path( ), PDF_fit_graphics( ), PDF_fit_image( ), PDF_
fit_pdi_page( ), PDF_fit_table( ), PDF_fit_textflow( ), PDF_fit_textline( ), and the matchbox option of various functions


option description


tag (Option list) Create a structure element or artifact for the placed content. The suboptions listed in Table 
14.4 can be used.
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14.4 Marked Content


C++ Java C# void begin_mc(String tagname, String optlist)
Perl  PHP begin_mc(string tagname, string optlist)


C void PDF_begin_mc(PDF *p, const char *tagname, const char *optlist)


Begin a marked content sequence with optional properties.


tagname The name of the marked content sequence. The following tags are support-
ed:


> All inline and pseudo tags in Table 14.3.
> The tag name Plib_custom can be used for custom entries with user-defined proper-


ties.
> The tag name Plib is reserved.


optlist The following options for marked content sequences are supported:
> General option: hypertextencoding (see Table 2.3)
> Options for standard properties of the marked content sequence; the following sub-


set of tagging options in Table 14.4 can be used:
ActualText, Alt, artifactsubtype, artifacttype, contents, customtag, E, Lang, ListNumbering, 
Placement, tagname


> The tags Plib_custom and Plib additionally support the properties option in Table 14.6.


Details A marked content sequence with the specified tag and properties is started. If no op-
tions are provided a sequence without any properties is created. Marked content se-
quences can be nested to an arbitrary level. The user is responsible for creating properly 
nested sequences of PDF_begin/end_item( ) and PDF_begin/end_mc( ).


Scope page, pattern, template, glyph; must always be paired with a matching PDF_end_mc( ) call 
in the same scope.


C++ Java C# void end_mc( )
Perl  PHP end_mc( )


C void PDF_end_mc(PDF *p)


End the least recently opened marked content sequence.


Details All marked content sequences must be closed before calling PDF_end_page_ext( ).


Scope page, pattern, template, glyph; must always be paired with a matching PDF_begin_mc( ) 
call in the same scope.


Table 14.6 Option for user-defined properties of tags with PDF_begin_mc( ) and PDF_mc_point( )


option description


properties (List of option lists; only for tagname=Plib and tagname=Plib_custom) Each list contains three options 
which specify a user-defined property:
key (String; required) Name of the property
type (Keyword; required) Type of the property value: boolean, name, or string
value (Hypertext string if type=string, otherwise string; required) Value of the property







14.4  Marked Content 271


C++ Java C# void mc_point(String tagname, String optlist)
Perl  PHP mc_point(string tagname, string optlist)


C void PDF_mc_point(PDF *p, const char *tagname, const char *optlist)


Add a marked content point with optional properties.


tagname The name of the marked content point. The following tags are supported:
> All inline and pseudo tags in Table 14.3.
> The tag name Plib_custom can be used for custom entries.
> The tag name Plib is reserved.


optlist The following options are supported:
> Options for standard properties of the marked content point according to Table 14.4.
> The tags Plib_custom and Plib additionally support the option in Table 14.6.


Details A marked content point with the specified tag name and properties will be created. If no 
options are provided a marked content point without any properties will be created.


Scope page, pattern, template, glyph
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C++ Java C# void begin_dpart(String optlist)
Perl  PHP begin_dpart(string optlist)


C void PDF_begin_dpart(PDF *p, const char *optlist)


Open a new node in the document part hierarchy (requires PDF/VT or PDF 2.0).


optlist An option list specifying document part hierarchy options according to Table 
14.7: associatedfiles, dpm


PDF/VT The first call to PDF_begin_dpart( ) implicitly creates the root node of the document part 
(DPart) hierarchy. It is an error to call PDF_begin_dpart( ) more than once at the top level.


A call to PDF_begin_dpart( ) followed by a call to PDF_begin_page_ext( ) defines the 
start of the page range of a document part. All subsequent pages until the next call to 
PDF_begin_dpart( ) belong to the same document part. All calls together create the docu-
ment part hierarchy as a tree structure which can contain two types of nodes:


> Inner nodes have one or more other nodes as descendants. The descendants may be 
inner nodes or leaf nodes, but a particular inner node may not contain descendants 
of both types.


> Leaf nodes describe the page(s) in a range. Leaf nodes never have descendant nodes.


The calls to PDF_begin_dpart( ) and PDF_end_dpart( ) must match when PDF_end_
document( ) is called. If a document part hierarchy is to be created for the document, this 
function must be called at least once before calling PDF_begin_page_ext( ) for the first 
time. Calling PDF_begin_dpart( ) multiply creates deeper levels of the document part hi-
erarchy. The generated depth of the document part hierarchy (i.e. the maximum nest-
ing levels of PDF_begin_dpart( )) must match the length of the list specified with the 
nodenamelist document option.


Scope document; this function must always be paired with a matching PDF_end_dpart( ) call.


C++ Java C# void end_dpart(String optlist)
Perl  PHP end_dpart(string optlist)


C void PDF_end_dpart(PDF *p, const char *optlist)


Close a node in the document part hierarchy (requires PDF/VT or PDF 2.0).


optlist An option list specifying document part hierarchy options according to Table 
14.7: associatedfiles, dpm


Table 14.7 Options for PDF_begin/end_dpart( )


option description


associatedfiles (List of asset handles; only for PDF 2.0 and PDF/A-3) Asset handles for associated files. The files must have 
been loaded with PDF_load_asset( ) and type=attachment.


dpm (POCA container handle; may be supplied to PDF_begin_dpart( ) or PDF_end_dpart( ), but not to both 
functions for the same document part) Handle for a dictionary container created with PDF_poca_new( ) 
which contains document part metadata for the new node. The dictionary must have been created with 
the option usage=dpm.
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PDF/VT The first call to PDF_end_dpart( ) after PDF_end_page_ext( ) implicitly defines the end of 
the page range belonging to a leaf of the document part hierarchy. The calls to PDF_
begin_dpart( ) and PDF_end_dpart( ) must match when PDF_end_document( ) is called.


Scope document; this function must always be paired with a matching PDF_begin_dpart( ) call.
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General
set_option
get_option
get_string
new (C only)
delete
create_pvf
delete_pvf
info_pvf
get_errnum
get_errmsg
get_apiname
get_opaque (C/C++ only)
poca_new
poca_delete
poca_insert
poca_remove


Document and Page
begin_document
begin_document_callback
(C/C++ only)
end_document
get_buffer
begin_dpart
end_dpart
begin_page_ext
end_page_ext
suspend_page
resume_page
define_layer
set_layer_dependency
begin_layer
end_layer


Font
load_font
close_font
setfont
info_font
begin_font
end_font
begin_glyph_ext
end_glyph
encoding_set_char


Simple Text Output
set_text_pos
show
show_xy
continue_text
stringwidth


Unicode Conversion
convert_to_unicode


Text Formatting
set_text_option
fit_textline
info_textline
add_textflow
create_textflow
fit_textflow
info_textflow
delete_textflow


Table Formatting
add_table_cell
fit_table
info_table
delete_table


Matchboxes
info_matchbox


Color
setcolor
load_iccprofile
makespotcolor
create_devicen
shading
shading_pattern
shfill
begin_pattern_ext
end_pattern


Image and template
load_image
close_image
fit_image
info_image
begin_template_ext
end_template_ext


SVG Graphics
load_graphics
close_graphics
fit_graphics
info_graphics


A List of all API Functions
This appendix lists all API functions. Click on a function name to jump to the cor-
responding description.
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Graphics State
set_graphics_option
setlinewidth
save
restore
create_gstate
set_gstate


Coordinate Transformation
translate
scale
rotate
align
skew
concat
setmatrix


Path Construction
moveto
lineto
curveto
circle
arc
arcn
circular_arc
ellipse
elliptical_arc
rect
closepath


Path Painting and Clipping
stroke
closepath_stroke
fill
fill_stroke
closepath_fill_stroke
clip
endpath


Path Objects
add_path_point
draw_path
info_path
delete_path


PDI
open_pdi_document
open_pdi_callback
(C/C++ only)
close_pdi_document
open_pdi_page
close_pdi_page
fit_pdi_page
info_pdi_page
process_pdi


pCOS
pcos_get_number
pcos_get_string
pcos_get_stream


Block Filling (PPS)
fill_textblock
fill_imageblock
fill_pdfblock
fill_graphicsblock


Interactive Features
create_action
add_nameddest
create_annotation
create_field
create_fieldgroup
create_bookmark
add_portfolio_folder
add_portfolio_file


Multimedia
load_3ddata
create_3dview
load_asset


Document Interchange
set_info
begin_item
end_item
activate_item
begin_mc
end_mc
mc_point
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B List of all Options and Keywords
This index contains an alphabetical list of all options and keywords along with the func-
tions in which they can be used. Click on the page number to jump to the description.


&
&name option list macro call in fit_textflow() 102


3D
3Dactivate in create_annotation() 252
3Ddata in create_annotation() 252
3Dinitialview in create_annotation() 252
3Dinteractive in create_annotation() 252
3Dshared in create_annotation() 252
3Dview in create_action() 234


A
acrobat in info_font() 72
action


in begin/end_page_ext() 53
in create_annotation() 219
in create_bookmark() 215
in create_field/group() 228
in end_document() 43
in process_pdi() 203


activate suboption of richmedia in 
create_annotation() 256


activeitemid keyword in get_option() 29
activeitemindex keyword in get_option() 29
activeitemisinline keyword in get_option() 29
activeitemkidcount keyword in get_option() 29
activeitemname keyword in get_option() 29
activeitemstandardname keyword in 


get_option() 29
actual in info_font() 71
actualtext


in set_text_option(), fit_textline(), and 
fill_textblock() 75


ActualText in begin_item() and the tag option 
266


addfitbox suboption for wrap in fit_textflow() 
109


addpath keyword in add_path_point() 151
adjustmethod in add/create_textflow() 99
adjustpage


in fit_image/fit_graphics/fit_pdi_page() 176
in fit_pdi_page() 200


advancedlinebreak in add/create_textflow() 99
align


in draw_path() 125
keyword for the transform option in 
begin_pattern_ext() 190


alignchar in fit/info_textline() 125


alignment
in add/create_textflow() 97
in create_annotation() 219
suboption for leader in fit/info_textline() and 
add/create_textflow() 92


alpha keyword for the type suboption of 
softmask in create_gstate() 140


alphachannelname in load_image() 173
alphaisshape in create_gstate() 139
Alt in begin_item() and the tag option 266
alternate


in create_devicen() 163
angle keyword in info_textline() 94
angularunit suboption for georeference 245
animation


in load_3d() 248
suboption for the activate suboption of 
richmedia in create_annotation() 257


annotation suboption for targetpath in 
create_action() 237


annotationtype in add_table_cell() and 
suboption for the caption option 116


annotcolor in create_annotation() 219
antialias


in shading() and suboption of the shading 
graphics appearance option 165


api in info_font() 71, 72
apiversion sub-suboption for portfolio in 


PDF_add_portfolio_file/folder() 244
area suboption for fill in fit_table() 119
areaunit suboption for georeference 245
artbox in begin/end_page_ext() 53
artifactsubtype in begin_item() and the tag 


option 266
artifacttype in begin_item() and the tag option 


266
ascender


in info_font() 71
in load_font() 65
keyword in info_textline() 94


asciifile in set_option() 25
assets


sub-suboption for portfolio in 
PDF_add_portfolio_file/folder() 244
suboption of richmedia in 
create_annotation() 256
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associatedfiles
in begin/end_dpart() 272
in begin/end_page_ext() 53
in end_document() 43
in load_image(), load_graphics(), 
open_pdi_page(), and begin_template_ext() 
188


Attached in begin_item() and the tag option 266
attachment in create_annotation() 219
attachmentpassword in begin_document() 47
attachmentpoint in draw_path() 125
attachments in begin/end_document() 43
autospace in set_option() 25
autosubsetting in load_font() 65
autoxmp in begin/end_document() 43
avoidbreak in add/create_textflow() 99
avoiddemostamp in set_option() 26
avoidemptybegin in add/create_textflow() 98
avoidwordsplitting


in add_table_cell() 114
in fit_textflow() 105


B
backdropcolor suboption of softmask in 


create_gstate() 140
background in create_3dview() 249
backgroundcolor in create_field/group() 228
barcode in create_field/group() 228
BBox in begin_item() and the tag option 266
bboxexpand in draw_path() 154
bboxwidth, bboxheight keywords in info_path() 


155
begoptlistchar in create_textflow() 103
beziers suboption for wrap in fit_textflow() 109
bitreverse in load_image() 174
bleedbox in begin/end_page_ext() 53
blendmode in create_gstate() 139
blind


in fit_table() 118
in fit_textflow() 105
in many functions 125


block in process_pdi() 204
blockname suboption of block in process_pdi() 


204
blocks in begin/end_page_ext() 53
bookmark in begin_item() and the tag option 


266
bordercolor in create_field/group() 228
borderstyle


in create_annotation() 219
in create_field/group() 228


borderwidth in several functions 135
bottom in add_nameddest() and suboption for 


destination in create_action(), 
create_annotation(), create_bookmark() and 
begin/end_document() 238


boundingbox
in begin_glyph_ext() 86
in begin_pattern_ext() 168
in draw_path() 154
in shading() and suboption of the shading 
graphics appearance option 165
keyword in info_*() 130
keyword in info_matchbox() 134
keyword in info_textflow() 111
suboption for viewports option in begin/
end_page_ext() 245


bounds suboption for georeference 245
boxes suboption for wrap in fit_textflow() 109
boxexpand in open_pdi_page() 198
boxheight suboption for matchbox 131
boxlinecount keyword in info_textflow() 111
boxsize in various functions 126
boxwidth suboption for matchbox 131
bpc in load_image() 174
buttonlayout in create_field/group() 228
buttonstyle in create_field/group() 228


C
calcorder in create_field/group() 228
calloutline in create_annotation() 219
camera2world in create_3dview() 249
cameradistance in create_3dview() 249
canonicaldate in create_action() 234
capheight


in info_font() 71
in load_font() 65
keyword in info_textline() 94


caption
in create_field/group() 229
in fit_table() 118
suboption for the barcode option in 
create_field/group() 232


captiondown in create_field/group() 229
captionoffset in create_annotation() 219
captionposition in create_annotation() 219
captionrollover in create_field/group() 229
cascadedflate in load_image() 173
category sub-suboption for portfolio in 


PDF_add_portfolio_file/folder() 244
centerwindow suboption for viewerpreferences 


in begin/end_document() 50
charclass in add/create_textflow() 100
charmapping in add/create_textflow() 101
charref


in set_option() 26
in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 75


charspacing
in create_field/group() 229
in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 76


checkcolorspace keyword in info_image() 178
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checkoutputintentprofile in 
open_pdi_document() 194


checktags
in begin_document() 46
in open_pdi_document() 194


checktransgroupprofile in open_pdi_page() 198
children in set_layer_dependency() 60
cid in info_font() 70, 71
cidfont in info_font() 71
circle keyword in add_path_point() 151
circles suboption for wrap in fit_textflow() 109
circular keyword in add_path_point() 151
classes suboption for logging in set_option() 19
clip in draw_path() 154
clipping suboption for matchbox 132
clippingarea in open_pdi_page() 198
clippingpath keyword in info_image() 178
clippingpathname in load_image() 173
cliprule in several functions 135
clockwise


in add_path_point() 152
in elliptical_arc() 148


cloneboxes
in fit_pdi_page() 200
in open_pdi_page() 199


close
in add_path_point() 152
in draw_path() 154


cloudy in create_annotation() 219
CMap in set_option() 26
code


in begin_glyph_ext() 86
in info_font() 70, 71


codepage in info_font() 71
codepagelist in info_font() 71
colorize in load_image() 173
colorized in begin_font() 84
colscalegroup in add_table_cell() 114
colspan in add_table_cell() 114
ColSpan in begin_item() and the tag option 266
colwidth in add_table_cell() 114
colwidthdefault in fit_table() 118
comb in create_field/group() 229
comment option list macro definition in 


fit_textflow() 100
commitonselect in create_field/group() 229
compatibility in begin_document() 45
components in load_image() 174
compress


in set_option() 26
suboption for metadata 263


condition suboption for the activate suboption of 
richmedia in create_annotation() 257


configuration suboption of richmedia in 
create_annotation() 256


containertype in poca_new() 37
contents in begin_mc() 266
contents in create_annotation() 220


continuetextflow in add_table_cell() 114
control keyword in add_path_point() 151
convert in pcos_get_stream() 207
convertlinks in fit_graphics() 183
copy in create_pvf() 34
copyglobals in load_image() 175
count keyword in info_matchbox() 134
coversheet suboption for portfolio in 


end_document() 242
coversheetfolder suboption for portfolio in 


end_document() 242
crease suboption for rendermode in 


create_3dview() 251
createdate in create_annotation() 220
createfittext in fit_textflow() 105
createlastindent in fit_textflow() 105
creatematchboxes suboption for wrap in 


fit_textflow() 109
createoutput in begin_document() 48
createpvf in begin_document() 48
createrichtext in create_annotation() 220
createtemplatein load_image() 173
createwrapbox suboption for matchbox 132
creatorinfo in define_layer() 58
cropbox in begin/end_page_ext() 53
ctm_a/b/c/d/e/f keywords in get_option() 29
currentvalue in create_field/group() 229
currentx/y keywords in get_option() 29
curve keyword in add_path_point() 151
custom in create_annotation() 220
customtag in begin_item() and the tag option 


266


D
dasharray


in add_path_point() 152
in create_annotation() 220
in create_field/group() 229
in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 76
in several functions 135


dashphase
in add_path_point() 152
in several functions 135


dataprep suboption for the barcode option in 
create_field/group() 232


datestring in create_annotation() 220
deactivate suboption of richmedia in 


create_annotation() 256
debugshow in fit_table() 118
decorationabove in set_text_option(), fit/


info_textline(), fill_textblock() and add/
create_textflow() 76


defaultcmyk
in begin_font() 84
in begin_page_ext() 53
in load_graphics() and begin_template_ext() 
188
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defaultdir in create_action() 234
defaultfontfamily in load_graphics() 180
defaultfontoptions in load_graphics() 180
defaultgray


in begin_font() 84
in begin_page_ext() 53
in load_graphics(), begin_template_ext() and 
begin_pattern_ext() 188


defaultimageoptions in load_graphics() 180
defaultrgb


in begin_font() 84
in begin_page_ext() 53
in load_graphics(), begin_template_ext() and 
begin_pattern_ext() 188


defaultstate in define_layer() 58
defaultvalue in create_field/group() 229
defaultview in load_3d() 248
depend in set_layer_dependency() 60
descender


in info_font() 71
in load_font() 65
keyword in info_textline() 94


description
in load_asset() and suboption for other 
functions 254
in load_iccprofile() 159
keyword in info_graphics() 184
sub-suboption for portfolio in 
PDF_add_portfolio_file/folder() 244


destination
in begin/end_document() 43
in create_action() 234
in create_annotation() 220
in create_bookmark() 215


destname
in create_action() 234
in create_annotation() 220
in create_bookmark() 215
in end_document() 43
suboption for targetpath in create_action() 
237


devicencolors in load_graphics() 180
direct in poca_insert() 38, 39
direction suboption for viewerpreferences in 


begin/end_document() 50
disable


suboption for 3Dactivate in 
create_annotation() 252
suboption for logging in set_option() 18
suboption for shadow in add/
create_textflow() 77


disablestate suboption for 3Dactivate in 
create_annotation() 252


display
in create_annotation() 220
in create_field/group() 229


displaydoctitle suboption for viewerpreferences 
in begin/end_document() 50


displaysystem suboption for georeference 246
documentattachment in load_asset() and 


suboption for other functions 254
doubleadapt suboption for matchbox 132
doubleoffset suboption for matchbox 132
down suboption for template in 


create_annotation() 224
dpi


in load_graphics() 180
dpi in load_image() 126
dpm in begin/end_dpart() 272
drawbottom, drawleft, drawright, drawtop 


suboptions for matchbox 132
dropcorewidths in load_font() 65
duplex suboption for viewerpreferences in begin/


end_document() 50
duration


in begin/end_page_ext() 53
in create_action() 234


E
E in begin_item() and the tag option 266
ecc suboption for the barcode option in 


create_field/group() 232
editable in create_field/group() 229
ellipse keyword in add_path_point() 151
elliptical keyword in add_path_point() 151
embedding in load_font() 65
embedprofile in load_iccprofile() 159
enable


suboption for 3Dactivate in 
create_annotation() 252
suboption for logging in set_option() 18


enablestate suboption for 3Dactivate in 
create_annotation() 252


encoding
in info_font() 71
in load_font() 65


Encoding in set_option() 26
end


suboption for matchbox 132
suboption of the shading graphics 
appearance option 165


endcolor in shading() and suboption of the 
shading graphics appearance option 165


endingstyles in create_annotation() 221
endoptlistchar in create_textflow() 103
endx, endy keywords in info_textline() 94
entire suboption for background in 


create_3dview() 249
enumeratefonts in set_option() 26
environment suboption for pdfvt in 


load_image(), load_graphics(), 
open_pdi_page() and begin_template_ext() 
192


epsg suboption for the coords and displaycoords 
suboptions of georeference 246


errorconditions in load_graphics() 181
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errorpolicy option for various functions 21
escapesequence


in set_option() 26
in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 75


exceedlimit suboption for matchbox 132
exchangefillcolors in fit_textflow() 106
exchangestrokecolors in fit_textflow() 106
exclude in create_action() 234
exists keyword in info_matchbox() 134
exportable in create_field/group() 229
exportmethod in create_action() 235
extend0, extend1 in shading() and suboption of 


the graphics appearance option 165
external in load_asset() and suboption for other 


functions 254


F
facecolor suboption for rendermode in 


create_3dview() 251
fakebold in set_text_option(), fit/info_textline(), 


fill_textblock() and add/create_textflow() 76
faked in info_font() 71
fallbackfont in info_font() 71
fallbackfontfamily in load_graphics() 181
fallbackfontoptions in load_graphics() 181
fallbackfonts in load_font() 66
fallbackheight in load_graphics() 181
fallbackimage in load_graphics() 181
fallbackwidth in load_graphics() 181
familyname


in begin_font() 84
in info_font() 71


feature in info_font() 72
featurelist in info_font() 72
features in fit/info_textline(), fill_textblock() and 


add/create_textflow() 93
fieldlist in add_portfolio_folder() 240
fieldname in add_table_cell() and suboption for 


the caption option 116
fieldtype


in add_table_cell() and suboption for the 
caption option 116
in create_fieldgroup() 229


filemode in begin_document() 48
filename


in create_action() 235
in load_asset() and suboption for other 
functions 255
keyword in info_graphics() 184
keyword in info_image() 178
suboption for logging in set_option() 18
suboption for metadata 263
suboption for reference in 
begin_template_ext(), load_image(), and 
open_pdi_page() 191
suboption for search in begin/
end_document() 44


filenamehandling in set_option() 26
fileselect in create_field/group() 229
fill


in add_path_point() 152
in draw_path() 154
in fit_table() 119


fillcolor
in add_path_point() 152
in create_annotation() 221
in create_field/group() 229
in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 76
in several functions 135
suboption for background in create_3dview() 
249
suboption for leader in fit/info_textline() and 
add/create_textflow() 92
suboption for shadow in add/
create_textflow() 77


fillrule
in add_path_point() 152
in several functions 135
suboption for wrap in fit_textflow() 109


firstbodyrow keyword in info_table() 121
firstdraw in fit_table() 119
firstlinedist


in fit_textflow() 106
keyword in info_textflow() 111


firstparalinecount keyword in info_textflow() 111
fitannotation in add_table_cell() and suboption 


for the caption option 116
fitfield in add_table_cell() 116
fitgraphics in add_table_cell() and suboption for 


the caption option 115
fitheight keyword for the type option for 


add_nameddest( ), as well as for the 
destination option 239


fitimage in add_table_cell() and suboption for 
the caption option 115


fitmethod
in create_field/group() 230
in fit_textflow() 106
in various functions 126
suboption for template in 
create_annotation() 224


fitpath in add_table_cell() and suboption for the 
caption option 115


fitpdipage in add_table_cell() and suboption for 
the caption option 115


fitrect keyword for the type option for 
add_nameddest( ), as well as for the 
destination option 239


fitscalex, fitscaley keywords in info_*() 130
fittext keyword in info_textflow() 111
fittextflow in add_table_cell() and suboption for 


the caption option 115
fittextline in add_table_cell() and suboption for 


the caption option 116
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fittingpossible
keyword in info_graphics() 184
keyword in info_pdi_page() 202


fitvisible keyword for the type option for 
add_nameddest( ), as well as for the 
destination option 239


fitvisibleheight, fitvisiblewidth keywords for the 
type option for add_nameddest( ), as well as 
for the destination option 239


fitwidth keyword for the type option for 
add_nameddest( ), as well as for the 
destination option 239


fitwindow
keyword for the type option for 
add_nameddest( ), as well as for the 
destination option 239
suboption for viewerpreferences in begin/
end_document() 50


fixed keyword for the type option for 
add_nameddest( ), as well as for the 
destination option 239


fixedleading in add/create_textflow() 98
fixedtextformat in create_textflow() 103
flash sub-suboption for portfolio in 


PDF_add_portfolio_file/folder() 244
flatness


in add_path_point() 152
in create_gstate() 139
in several functions 135


flush
in begin_document() 48
suboption for logging in set_option() 18


font
in create_annotation() 221
in create_field/group() 230
in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 76
suboption for leader in fit/info_textline() and 
add/create_textflow() 92


FontAFM in set_option() 26
fontfile in info_font() 72
fontname


in info_font() 72
in load_font() 66


FontnameAlias in set_option() 27
FontOutline in set_option() 27
FontPFM in set_option() 27
fontscale


in fit_textflow() 106
keyword in info_textflow() 111


fontsize
in create_annotation() 221
in create_field/group() 230
in info_font() 71
in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 77
suboption for leader in fit/info_textline() and 
add/create_textflow() 92


fontstyle
in create_bookmark() 215
in info_font() 72
in load_font() 66


fonttype in info_font() 72
footer in fit_table() 119
forcebox in open_pdi_page() 199
forcedheight/forcedwidth in load_graphics() 181
full in info_font() 72
functionname in create_action() 235


G
georeference


in load_image() 188
suboption for viewports in begin/
end_page_ext() 245


glyphcheck
in set_option() 27
in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 75


glyphid in info_font() 70, 72
glyphname


in begin_glyph_ext() 86
in info_font() 70, 72


graphics in add_table_cell() and suboption for 
the caption option 116


graphicsheight, graphicswidth keywords in 
info_graphics() 184


group
in begin_page_ext() 53
in resume_page() 57
in set_layer_dependency() 60
option in add_nameddest() and suboption 
for destination option in create_action(), 
create_annotation(), create_bookmark() and 
begin/end_document() 238
suboption for labels in begin_document() 49


groups in begin_document() 43
gstate


in add_path_point() 152
in fit_image/fit_graphics/pdi_page() 177
in fit_pdi_page() 200
in fit_table() 119
in fit/info_textline() and add/
create_textflow() 106
in many graphics functions 136
in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 77
in shading_pattern() 166
suboption for shadow in add/
create_textflow() 77


H
header in fit_table() 119
Headers in begin_item() and the tag option 266
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height
in add_path_point() 152
in begin/end_page_ext() 54
in load_image() 175
keyword in info_*() 130
keyword in info_matchbox() 134


Height in begin_item() and the tag option 266
hide in create_action() 235
hidemenubar suboption for viewerpreferences in 


begin/end_document() 50
hidetoolbar suboption for viewerpreferences in 


begin/end_document() 50
hidewindowui suboption for viewerpreferences 


in begin/end_document() 50
highlight


in create_annotation() 221
in create_field/group() 230


honorclippingpath in load_image() 173
honoriccprofile in load_image() 173
horboxgap keyword in info_table() 121
horizscaling in set_text_option(), fit/


info_textline(), fill_textblock() and add/
create_textflow() 77


horshrinking keyword in info_table() 121
horshrinklimit in fit_table() 119
hortabmethod in add/create_textflow() 98
hortabsize in add/create_textflow() 98
hostfont in info_font() 72
HostFont in set_option() 27
hypertextencoding


in set_option() 27
suboption for labels in begin/
end_document() and label in begin/
end_page_ext() 49
suboption for reference in 
begin_template_ext(), load_image(), and 
open_pdi_page() 191
suboption for viewports in begin/
end_page_ext() 245


hypertextformat in set_option() 27
hyphenchar in add/create_textflow() 101


I
icccomponents keyword in get_option() 30
iccprofile


in get_option() 30
in load_image() 173
keyword in info_image() 178


ICCProfile in set_option() 27
iccprofilecymk, iccprofilegray, iccprofilergb in 


set_option() 27
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in create_field/group() 230
sub-suboption for portfolio in 
PDF_add_portfolio_file/folder() 244


icondown in create_field/group() 230


iconname
in create_annotation() 221
in load_image(), load_graphics(), 
open_pdi_page() and begin_template_ext() 
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iconrollover in create_field/group() 230
id


in begin_item() and the tag option 266
sub-suboption for portfolio in 
PDF_add_portfolio_file/folder() 244


ignoreclippingpath in fit_image() 177
ignoremask in load_image() 173
ignoreorientation


in fit_image() 177
in load_image() 173


ignorepdfversion in open_pdi_page() 199
image in add_table_cell() and suboption for the 


caption option 116
imagehandle in load_image() 175
imageheight keyword in info_image() 178
imagemask keyword in info_image() 178
imagetype keyword in info_image() 178
imagewidth keyword in info_image() 178
includeoid suboption for logging in set_option() 


18
includepid suboption for logging in set_option() 


18
includetid suboption for logging in set_option() 
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index


in begin_item() and the tag option 267
in create_bookmark() 216
in info_font() 73
in info_pdi_page() 202
in poca_insert() and poca_remove() 39


indextype suboption for search in begin/
end_document() 44


infomode
in load_image() 173
in open_pdi_document() 194
keyword in info_image() 178


initgraphicsstate in open_pdi_page() 199
initialexportstate in define_layer() 59
initialprintstate in define_layer() 59
initialsubset in load_font() 66
initialview suboption for portfolio in 


end_document() 242
initialviewstate in define_layer() 59
inittextstate


in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 77
in set_text_state() 136


inline
in begin_item() and the tag option 267
in load_image() 175


inmemory
in begin_document() 48
in open_pdi_document 194
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innerbox suboption for matchbox 132
inputencoding suboption for metadata 263
inputformat suboption for metadata 263
inreplyto in create_annotation() 221
instance in create_action() 235
intent in define_layer() 59
interiorcolor in create_annotation() 221
interpolate in load_image() 173
inversefill suboption for wrap in fit_textflow() 


109
invert in load_image() 173
ismap in create_action() 235
istemplate keyword in info_graphics() 184
italicangle


in info_font() 72
in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 77


item in create_bookmark() 216
itemname in create_field/group() 230
itemnamelist in create_field/group() 230
itemtextlist in create_field/group() 230


J
justifymethod in fit/info_textline() 90
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K in load_image() 175
keepfilter in pcos_get_stream() 207
keepfont in load_font() 66
keephandles in delete_table() 122
keepnative


in info_font() 72
in load_font() 66


keepxmp suboption for metadata 263
kerning


in set_option() 27
in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 77


kerningpairs in info_font() 72
key


in poca_insert() and poca_remove() 39
suboption for custom in create_annotation() 
220
suboption for fieldlist in add_portfolio_file/
folder() 242
suboption for properties in begin_mc() and 
mc_point() 270
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label in begin/end_page_ext() 54
labels in begin/end_document() 43
lang


in begin_document() 46
in load_graphics() 181
keyword in info_pdi_page() 202


Lang in begin_item() and the tag option 267


language
in define_layer() 59
in fit/info_textline(), fill_textblock() and add/
create_textflow() 93
in info_font() 72


largearc
in add_path_point() 152
in elliptical_arc() 148


lastalignment in add/create_textflow() 98
lastbodyrow keyword in info_table() 121
lastfont keyword in info_textflow() 111
lastfontsize keyword in info_textflow() 111
lastlinedist


in fit_textflow() 106
keyword in info_textflow() 111


lastmark keyword in info_textflow() 111
lastparalinecount keyword in info_textflow() 111
layer


in create_annotation() 221
in create_field/group() 230
in load_image(), load_graphics(), 
open_pdi_page() and begin_template_ext() 
188


layerstate in create_action() 235
leader


in add/create_textflow() 98
in fit/info_textline() 90


leaderlength in create_annotation() 222
leaderoffset in create_annotation() 222
leading


in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 77
keyword in info_textflow() 111


left option in add_nameddest() and suboption 
for destination in create_action(), 
create_annotation(), create_bookmark() and 
begin/end_document() 238


leftindent in add/create_textflow() 98
leftlinex, leftliney keywords in info_textflow() 111
license in set_option() 27
licensefile in set_option() 27
lighting in create_3dview() 249
limitcheck in begin_document() 45
line


in create_annotation() 222
keyword in add_path_point() 151
suboption for stroke in fit_table() 120


linearize in begin_document() 43
linearunit suboption for georeference 246
linecap


in add_path_point() 152
in create_gstate() 139
in several functions 136


linegap
in info_font() 72
in load_font() 66


lineheight suboption for wrap in fit_textflow() 
109
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linejoin
in add_path_point() 152
in create_gstate() 139
in several functions 136


linespreadlimit in fit_textflow() 106
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in add_path_point() 152
in create_annotation() 222
in create_field/group() 230
in create_gstate() 139
in several functions 136


ListNumbering in begin_item() and the tag option 
267


loadtype sub-suboption for portfolio in 
PDF_add_portfolio_file/folder() 244


locale
in add/create_textflow() 99
sub-suboption for portfolio in 
PDF_add_portfolio_file/folder() 244


locked
in create_annotation() 222
in create_field/group() 230


lockedcontents in create_annotation() 222
lockmode in create_field/group() 230
logging in set_option() 27
luminosity keyword for the type suboption of 


softmask in create_gstate() 140
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macro option list macro definition in 


fit_textflow() 102
maingid in info_font() 72
major keyword in get_option() 30
mappoints suboption for georeference 246
mapsystem suboption for georeference 246
margin


in add_table_cell() 114
in fit_textline() 126
suboption for matchbox 132


marginbottom, marginleft, marginright, 
margintop in add_table_cell() 114


mark in add/create_textflow() 100
mask in load_image() 174
masked in load_image() 174
masterpassword in begin_document() 47
matchbox


in add_table_cell() and suboption for the 
caption option 116
in add/create_textflow() 100
in various functions 126
suboption for createlastindent in 
fit_textflow() 105


matrix keyword for the transform option in 
begin_pattern_ext() 190


maxchar in create_field/group() 230
maxcode in info_font() 72
maxfilehandles in set_option() 27
maxlinelength keyword in info_textflow() 111


maxlines in fit_textflow() 107
maxliney keyword in info_textflow() 111
maxspacing in add/create_textflow() 99
maxuvsunicode in info_font() 72
mediabox in begin/end_page_ext() 54
menuname in create_action() 235
metadata 263


in begin/end_document() 43
in begin/end_page_ext() 54
in load_font() 66
in load_iccprofile() 159
in load_image(), load_graphics(), 
open_pdi_page() and begin_template_ext() 
188
keyword in info_graphics() 184


metricsfile in info_font() 72
mimetype in load_asset() and suboption for other 


functions 255
minfontsize in fit_textflow() 107, 126
mingapwidth in fit_textflow() 107
minlinecount in add/create_textflow() 98
minlinelength keyword in info_textflow() 111
minliney keyword in info_textflow() 111
minor keyword in get_option() 30
minrowheight in add_table_cell() 114
minspacing in add/create_textflow() 99
minuvsunicode in info_font() 73
mirroringx, mirroringy


keywords in info_image() 178
keywords in info_pdi_page() 202


missingglyphs keyword in info_textline() 94
miterlimit


in add_path_point() 152
in create_gstate() 139
in several functions 136


mmiolimit in set_option() 27
moddate in begin/end_document() 43
modeltree suboption for 3Dactivate in 


create_annotation() 252
move keyword in add_path_point() 151
movieposter in create_annotation() 222
multiline in create_field/group() 231
multiselect in create_field/group() 231
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graphics appearance option 165
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name
in add_path_point() 152
in create_3dview() 249
in create_annotation() 222
in info_font() 71, 72
in load_asset() and suboption for other 
functions 255
keyword in info_matchbox() 134
sub-suboption for portfolio in 
PDF_add_portfolio_file/folder() 244
suboption for matchbox 132
suboption for targetpath in create_action() 
237
suboption for viewports in begin/
end_page_ext() 245


namelist in create_action() 235
names in create_devicen() 163
navigator suboption for portfolio in 


end_document() 242
newwindow in create_action() 236
nextline in add/create_textflow() 100
nextparagraph in add/create_textflow() 100
nodenamelist in begin_document() 45
nofitlimit in add/create_textflow() 99
nonfullscreenpagemode suboption for 


viewerpreferences in begin/end_document() 
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normal suboption for template in 
create_annotation() 224


normalize
in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 76


numcids in info_font() 73
numcopies suboption for viewerpreferences in 


begin/end_document() 50
numglyphs in info_font() 73
numpoints keyword in info_path() 155
numusableglyphs in info_font() 73
numusedglyphs in info_font() 73
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objectstreams in begin_document() 44
offset


suboption for shadow in add/
create_textflow() 77
suboption for wrap in fit_textflow() 109


offsetbottom, offsetleft, offsetright, offsettop 
suboptions for matchbox 133


onpanel in define_layer() 59
opacity


in create_annotation() 222
suboption for rendermode in create_3dview() 
251


opacityfill, opacitystroke in create_gstate() 139


open
in create_annotation() 222
in create_bookmark() 216


openmode in begin/end_document() 44
openrect suboption for matchbox 133
operation in create_action() 236
optimize in begin_document() 44
optimizeinvisible in load_font() 67
orientate


in create_annotation() 222
in create_field/group() 231
in fit_textflow() 107
in various functions 126


outlineformat in info_font() 73
outputblockname suboption of block in 


process_pdi() 204
overline in set_text_option(), fit/info_textline(), 


fill_textblock() and add/create_textflow() 77
overprintfill, overprintmode, overprintstroke in 


create_gstate() 139
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in load_image() 174
option in add_nameddest() and suboption 
for destination in create_action(), 
create_annotation(), create_bookmark() and 
begin/end_document() 238


pageelement in define_layer() 59
pageheight, pagewidth


keywords in get_option() 30
keywords in info_pdi_page() 202


pagelabel suboption for reference in 
begin_template_ext(), load_image(), and 
open_pdi_page() 191


pagelayout in begin/end_document() 44
pagenumber


in begin_page_ext() 54
in resume_page() 57
suboption for labels in begin/
end_document() and label in begin/
end_page_ext() 49
suboption for reference in 
begin_template_ext(), load_image(), and 
open_pdi_page() 191
suboption for targetpath in create_action() 
237
suboption of block in process_pdi() 204


pages suboption for separationinfo in begin/
end_page_ext() 54


painttype in begin_pattern_ext() 168
parameters in create_action() 236
parent


in begin_item() and the tag option 267
in create_bookmark() 216
in set_layer_dependency() 60


parentlayer in open_pdi_document 194
parentname in create_annotation() 222
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parenttitle in open_pdi_document 194
parindent in add/create_textflow() 98
passthrough in load_image() 174
password


in create_field/group() 231
in load_asset() and suboption for other 
functions 255
in open_pdi_document 194


path
in add_path_point() 152
in add_table_cell() and suboption for the 
caption option 116
suboption for textpath in fit_textline() 91


pathlength keyword in info_textline() 94
pathref keyword in add_path_point() 151
paths suboption for wrap in fit_textflow() 109
pdfa in begin_document() 45
pdfua in begin_document() 45
pdfvt


in begin_document() 45
in load_image(), load_graphics(), 
open_pdi_page() and begin_template_ext() 
188


pdfx in begin_document() 46
pdi keyword in get_option() 30
pdipage in add_table_cell() and suboption for the 


caption option 116
pdiusebox


in open_pdi_page() 199
suboption for reference in 
begin_template_ext(), load_image(), and 
open_pdi_page() 191


permissions in begin_document() 47
perpendiculardir keyword in info_textline() 94
picktraybypdfsize suboption for 


viewerpreferences in begin/end_document() 
50


Placement in begin_item() and the tag option 267
playmode in create_annotation() 222
polar in add_path_point() 153
polygons suboption for wrap in fit_textflow() 109
polylinelist in create_annotation() 223
popup in create_annotation() 223
portfolio in end_document() 44
position


in create_field/group() 231
in various functions 127
suboption for template in 
create_annotation() 224


postscript in begin_template_ext() 186
predefcmap in info_font() 73
prefix


suboption for fieldlist in add_portfolio_file/
folder() 242
suboption for labels in begin/
end_document() and label in begin/
end_page_ext() 49


presentation suboption for the activate 
suboption of richmedia in 
create_annotation() 257


preserveoldpantonenames in set_option() 161
preservepua in load_font() 67
preserveradio in create_action() 236
printarea suboption for viewerpreferences in 


begin/end_document() 50
printclip suboption for viewerpreferences in 


begin/end_document() 50
printpagerange suboption for viewerpreferences 


in begin/end_document() 50
printscaling suboption for viewerpreferences in 


begin/end_document() 50
printsubtype in define_layer() 59
process in create_devicen() 163
properties in begin_mc() and mc_point() 270
px, py keywords in info_path() 155
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r0 in shading() and suboption of the shading 


graphics appearance option 165
r1 in shading() and suboption of the shading 


graphics appearance option 165
radians in add_path_point() 153
radius in add_path_point() 153
readfeatures in load_font() 67
readkerning in load_font() 67
readonly


in create_annotation() 223
in create_field/group() 231


readselectors in load_font() 67
readshaping in load_font() 67
readverticalmetrics in load_font() 67
recordlevel in begin_document() 46
recordsize in begin_document() 48
rect keyword in add_path_point() 151
rectangle keyword in info_matchbox() 134
rectdiff in create_annotation() 223
rectify


in add_path_point() 153
in elliptical_arc() 148


reference in begin_template_ext(), 
load_graphics(), and open_pdi_page() 189


refpoint
in fill_*block() and info_path() 127
in info_path() 155


relation suboption for targetpath in 
create_action() 237


relationship in load_asset() and suboption for 
other functions 255


relative in add_path_point() 153
remove suboption for logging in set_option() 18
removeonsuccess suboption for logging in 


set_option() 18
removeunused in define_layer() 59
rendercolor suboption for rendermode in 


create_3dview() 251
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renderingintent
in create_gstate() 140
in load_image() 174


rendermode in create_3dview() 249
repair in open_pdi_document 194
repeatcontent in add_table_cell() 114
replacedchars in info_textline() 94
replacementchar


in info_font() 73
in load_font() 67


replyto in create_annotation() 223
required in create_field/group() 231
requiredmode in open_pdi_document 195
resetfont in add/create_textflow() 100
resolution suboption for the barcode option in 


create_field/group() 232
resourcefile in set_option() 27
resourcenumber in get_option() 30
restore in add/create_textflow() 100
resx, resy keywords in info_image() 178
return


in add_table_cell() 115
in add/create_textflow() 100


returnatmark in fit_textflow() 107
returnreason


keyword in info_table() 121
keyword in info_textflow() 111


revision keyword in get_option() 30
rewind


in fit_table() 119
in fit_textflow() 107


richmedia in create_annotation() 223
richmediaargs in create_action() 236
richtext in create_field/group() 231
right option in add_nameddest() and suboption 


for destination in create_action(), 
create_annotation(), create_bookmark() and 
begin/end_document() 238


rightindent
in add/create_textflow() 98
suboption for createlastindent in 
fit_textflow() 105


rightlinex, rightliney keywords in info_textflow() 
111


righttoleft in info_textline() 94
rolemap in begin_document() 46
rollover suboption for template in 


create_annotation() 224
rotate


in begin/end_page_ext() 54
in create_annotation() 223
in fit_textflow() 107
in various functions 127
keyword for the transform option in 
begin_pattern_ext() 190
keyword in info_pdi_page() 202


round
in add_path_point() 153
in draw_path() 154
in fit_table() 119
suboption for matchbox 133


rowcount keyword in info_table() 121
rowheight in add_table_cell() 115
rowheightdefault in fit_table() 120
rowjoingroup in add_table_cell() 115
rowscalegroup in add_table_cell() 115
rowspan in add_table_cell() 115
RowSpan in begin_item() and the tag option 267
rowsplit keyword in info_table() 121
ruler in add/create_textflow() 98


S
save in add/create_textflow() 100
saveresources in set_option() 27
scale


in various functions 127
keyword for the transform option in 
begin_pattern_ext() 190


scalex, scaley keywords in info_textline() 94
schema suboption for portfolio in 


end_document() 243
scope


keyword in get_option() 30
suboption for pdfvt in load_image(), 
load_graphics(), open_pdi_page() and 
begin_template_ext() 192


Scope in begin_item() and the tag option 267
script


in create_action() 236
in fit/info_textline(), fill_textblock() and add/
create_textflow() 93
in info_font() 72
in load_3d() 248


scriptlist keyword in info_textline() 94
scriptname in create_action() 236
scripts suboption for the activate suboption of 


richmedia in create_annotation() 257
scrollable in create_field/group() 231
search in begin/end_document() 44
searchpath in set_option() 28
selector


in info_font() 70
keyword in info_font() 73


selectorlist keyword in info_font() 73
separationinfo in begin_page_ext() 54
shading in several functions 136
shadow in fit/info_textline(), fill_textblock() and 


add/create_textflow() 77
shaping in fit/info_textline(), fill_textblock() and 


add/create_textflow() 93
shapingsupport in info_font() 73
showborder


in fit_textflow() 107
in various functions 128
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showcaption in create_annotation() 223
showcells in fit_table() 120
showcontrols in create_annotation() 223
showgrid in fit_table() 120
showtabs in fit_textflow() 107
shrinklimit


in add/create_textflow() 99
in fit_textline() 128


shrug in open_pdi_document 195
shutdownstrategy in set_option() 28
simplefont


in load_font() 67
singfont in info_font() 73
skew keyword for the transform option in 


begin_pattern_ext() 190
skipembedding in load_font() 68
smoothness in create_gstate() 140
softmask in create_gstate() 140
sort suboption for portfolio in end_document() 


243
sorted in create_field/group() 231
soundvolume in create_annotation() 223
space in add/create_textflow() 100
spellcheck in create_field/group() 231
split


keyword in info_textflow() 111
suboption for portfolio in end_document() 
243


spotcolor suboption for separationinfo in begin/
end_page_ext() 54


spotcolorlookup in set_option() 161
spotname suboption for separationinfo in begin/


end_page_ext() 54
spreadlimit in add/create_textflow() 99
stamp


in fit_textflow() 107
in various functions 127


standardfont in info_font() 73
start


suboption for labels in begin/
end_document() and label in begin/
end_page_ext() 49
suboption of the shading graphics 
appearance option 165


startcolor in shading() and suboption of the 
shading graphics appearance option 165


startoffset suboption for textpath in fit_textline() 
91


startx, starty keywords in info_textline() 94
stopcolors in shading() and suboption of the 


shading graphics appearance option 165
stretch in begin_font() 84
strict suboption for metadata 263
strikeout in set_text_option(), fit/info_textline(), 


fill_textblock() and add/create_textflow() 77
stringformat


in set_option() 28


stringlimit suboption for logging in set_option() 
18


strings sub-suboption for portfolio in 
PDF_add_portfolio_file/folder() 244


strips keyword in info_image() 178
stroke


in add_path_point() 153
in draw_path() 154
in fit_table() 120


strokeadjust in create_gstate() 140
strokecolor


in add_path_point() 152
in create_field/group() 231
in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 77
in several functions 136
suboption for shadow in add/
create_textflow() 77


strokewidth
in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 78
suboption for shadow in add/
create_textflow() 77


strongref suboption for reference in 
begin_template_ext() and open_pdi_page() 
191


structuretype in begin_document() 47
style suboption for labels in begin/


end_document() and label in begin/
end_page_ext() 49


subject in create_annotation() 223
submitemptyfields in create_action() 236
submitname in create_field/group() 231
subpaths in draw_path() 154
subsetlimit in load_font() 68
subsetminsize in load_font() 68
subsetting in load_font() 68
Summary in begin_item() and the tag option 268
supplement in info_font() 73
svgpath in add_path_point() 153
symbol in create_annotation() 223
symbolfont in info_font() 73
symbology suboption for the barcode option in 


create_field/group() 232


T
tabalignchar in add/create_textflow() 101
tabalignment in add/create_textflow() 98
tableheight, tablewidth keywords in info_table() 


121
taborder


in begin/end_page_ext() 54
in create_field/group() 231


tag
in begin_document() 47
in begin_item() and the tag option 268
in fit_image(), fit_pdi_page(), fit_graphics(), 
fit_table(), fit_textline(), fit_textflow(), 
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draw_path(), create_annotation(), 
fill_*block(), create_field() and suboption in 
add_table_cell() 269


tagged in begin_document() 47
tagname in begin_item() and the tag option 268
tagtrailinghyphen in set_text_option(), fit/


info_textline() and fill_textblock() 78
target


in create_action() 236
suboption for reference in 
begin_template_ext(), load_image(), and 
open_pdi_page() 191


targetpath
in create_action() 236
suboption for targetpath in create_action() 
237


tempdirname in begin_document() 48
tempfilenames in begin_document() 48
template


in create_annotation() 224
suboption of softmask in create_gstate() 140


templateoptions in load_graphics() 182
text


in add_table_cell() and suboption for the 
caption option 116
suboption for leader in fit/info_textline() and 
add/create_textflow() 92


textcolor in create_bookmark() 216
textendx, textendy keywords in info_textflow() 


111
textflow


in add_table_cell() and suboption for the 
caption option 116
in fill_textblock() 211
suboption for createrichtext in 
create_annotation() 220


textflowhandle in fill_textblock() 211
textformat


in set_option() 28
in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 76


textheight
keyword in info_textflow() 111
keyword in info_textline() 94


textknockout in create_gstate() 140
textlen in create_textflow() 103
textpath in fit/info_textline() 90
textrendering


in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 78
suboption for shadow in add/
create_textflow() 77


textrise in set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 78


textstate in get_option() 30
textwidth


keyword in info_textflow() 112
keyword in info_textline() 94


textx, texty keywords in get_option() 30
thumbnail in load_asset() and suboption for 


other functions 255
tilingtype in begin_pattern_ext() 169
title


in create_annotation() 224
keyword in info_graphics() 184


Title in begin_item() and the tag option 268
toggle in create_fieldgroup() 231
tolerance suboption for textpath in fit_textline() 


91
toolbar suboption for 3Dactivate in 


create_annotation() 252
tooltip in create_field/group() 231
top option in add_nameddest() and suboption 


for destination in create_action(), 
create_annotation(), create_bookmark() and 
begin/end_document() 239


topdown
in begin_page_ext() 54
in begin_pattern_ext() 169


topindex in create_field/group() 231
topleveltag keyword in info_pdi_page() 202
topleveltagcount keyword in info_pdi_page() 


202
transform


in begin_template_ext(), load_graphics(), 
open_pdi_page(), and begin_pattern_ext() 
189
in create_devicen() 163
in shading_pattern() 166


transition
in begin/end_page_ext() 55
in create_action() 237


translate keyword for the transform option in 
begin_pattern_ext() 190


transparencygroup
in begin/end_page_ext() 55
in open_pdi_page(), load_graphics(), and 
begin_template_ext() 190


transparent keyword in info_image() 178
trimbox in begin/end_page_ext() 55
truncatetrailingwhitespace in fit_textflow() 108
type


in create_3dview() 249
in load_3d() 248
in poca_insert() 39
in shading() and suboption of the shading 
graphics appearance option 165
keyword in info_graphics() 184
option in add_nameddest() and suboption 
for destination in create_action(), 
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create_annotation(), create_bookmark() and 
begin/end_document() 239
suboption for custom in create_annotation() 
220
suboption for fieldlist in add_portfolio_file/
folder() 242
suboption for properties in begin_mc() and 
mc_point() 270
suboption for rendermode in create_3dview() 
251
suboption for the coords and displaycoords 
suboptions of georeference 246
suboption of softmask in create_gstate() 140


U
U3Dpath in create_3dview() 249
underline, underlineposition, underlinewidth in 


set_text_option(), fit/info_textline(), 
fill_textblock() and add/create_textflow() 78


unicode in info_font() 70, 73
unicodefont in info_font() 73
unicodemap in load_font() 68
unisonselect in create_fieldgroup() 231
unknownchars in info_textline() 94
unmappedchars


in info_font() 73
in info_textline() 94


uri in begin/end_document() 45
url in create_action() 237
urls in load_iccprofile() 159
usage


in load_iccprofile() 159
in poca_new() 38


used keyword in info_textflow() 112
usedglyph in info_font() 73
useembeddedimage in info_image() 178
usehostfonts in set_option() 28
usehypertextencoding in set_option() 28
uselayers in open_pdi_document 195
usematchbox in create_annotation() 224
usematchboxes suboption for wrap in 


fit_textflow() 109
usercoordinates


in begin_item() and the tag option 268
in create_annotation() 224
in create_field/group() 232
in set_option() 28


userlog in set_option() 28
userpassword in begin_document() 47
userunit


in begin/end_page_ext() 56
suboption for createrichtext in 
create_annotation() 220


usestransparency in begin_document() 46
usetags


in open_pdi_document 195
in open_pdi_page 199


V
value


in poca_insert() 40
suboption for custom in create_annotation() 
220
suboption for fieldlist in add_portfolio_file/
folder() 242
suboption for properties in begin_mc() and 
mc_point() 270


values in poca_insert() 40
version sub-suboption for portfolio in 


PDF_add_portfolio_file/folder() 244
vertboxgap keyword in info_table() 121
vertical


in info_font() 73
in load_font() 68


verticalalign in fit_textflow() 108
vertshrinking keyword in info_table() 121
vertshrinklimit in fit_table() 120
view suboption for the activate suboption of 


richmedia in create_annotation() 257
viewarea suboption for viewerpreferences in 


begin/end_document() 50
viewclip suboption for viewerpreferences in 


begin/end_document() 50
viewerpreferences in begin_document() and 


end_document() 45
viewports in begin/end_page_ext() 56
views


in load_3d() 248
suboption of richmedia in 
create_annotation() 256


W
watermark in begin_template_ext() 186
weight


in begin_font() 84
in info_font() 73


wellformed keyword in info_textline() 95
width


in add_path_point() 153
in begin_glyph_ext() 86
in begin/end_page_ext() 56
in load_image() 175
keyword in info_*() 130
keyword in info_matchbox() 134


Width in begin_item() and the tag option 268
widthsonly in begin_font() 85
willembed in info_font() 73
willsubset in info_font() 74
windowposition in create_annotation() 224
windowscale in create_annotation() 224
wkt suboption for the coords and displaycoords 


suboptions of georeference 246
wordspacing in set_text_option(), fit/


info_textline(), fill_textblock() and add/
create_textflow() 78
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worldpoints suboption for georeference 246
wrap in fit_textflow() 108
writingdirx, writingdiry keywords in 


info_textline() 95


X
x1, y1, ..., x4, y4


keywords in info_*() 130
keywords in info_matchbox() 134
keywords in info_textflow() 112


xadvancelist in fit/info_textline() 91
xheight


in info_font() 74
in load_font() 68
keyword in info_textline() 95


xid
keyword in info_graphics() 184
keyword in info_image() 178
keyword in info_pdi_page() 202
suboption for pdfvt in begin_template_ext() 
192


xrotate
in add_path_point() 153
in elliptical_arc() 148


xstep in begin_pattern_ext() 169
xsymheight, xsymwidth suboption for the 


barcode option in create_field/group() 232
xvertline keyword in info_table() 121


Y
yhorline keyword in info_table() 121
yposition suboption for leader in fit/


info_textline() and add/create_textflow() 92
ystep in begin_pattern_ext() 169


Z
zoom


in add_nameddest() and suboption for 
destination in create_action(), 
create_annotation(), create_bookmark() and 
begin/end_document() 239
in create_annotation() 224
in define_layer() 59
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C Revision History
Date Changes


July 24, 2017 > Updates for PDFlib 9.1.1


December 15, 2016 > Updates for PDFlib 9.1.0


July 27, 2016 > Updates for PDFlib 9.0.7


November 23, 2015 > Updates for PDFlib 9.0.6


May 18, 2015 > Updates for PDFlib 9.0.5


December 16, 2014 > Updates for PDFlib 9.0.4


May 12, 2014 > Updates for PDFlib 9.0.3


December 17, 2013 > Updates for PDFlib 9.0.2


July 24, 2013 > Updates for PDFlib 9.0.1


March 11, 2013 > Updates for PDFlib 9.0.0


May 30, 2011 > Updates for PDFlib 8 VT Edition (internally 8.1.0)


May 30, 2011 > Various updates and corrections for PDFlib 8.0.3


December 09, 2010 > Various updates and corrections for PDFlib 8.0.2


September 22, 2010 > Various updates and corrections for PDFlib 8.0.1p7


April 13, 2010 > Various updates and corrections for PDFlib 8.0.1


December 04, 2009 > Updates for PDFlib 8.0.0


April 20, 2010 > Minor corrections for PDFlib 7.0.5


March 13, 2009 > Various updates and corrections for PDFlib 7.0.4


February 13, 2008 > Various updates and corrections for PDFlib 7.0.3


August 08, 2007 > Various updates and corrections for PDFlib 7.0.2


March 09, 2007 > Various updates and corrections for PDFlib 7.0.1


October 03, 2006 > Updates and restructuring for PDFlib 7.0.0; split the manual in Tutorial and API reference


February 15, 2007 > Various updates and corrections for PDFlib 6.0.4


February 21, 2006 > Various updates and corrections for PDFlib 6.0.3; added Ruby section


August 09, 2005 > Various updates and corrections for PDFlib 6.0.2


November 17, 2004 > Minor updates and corrections for PDFlib 6.0.1
> introduced new format for language-specific function prototypes in chapter 8
> added hypertext examples in chapter 3


June 18, 2004 > Major changes for PDFlib 6


January 21, 2004 > Minor additions and corrections for PDFlib 5.0.3


September 15, 2003 > Minor additions and corrections for PDFlib 5.0.2; added block specification


May 26, 2003 > Minor updates and corrections for PDFlib 5.0.1


March 26, 2003 > Major changes and rewrite for PDFlib 5.0.0
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June 14, 2002 > Minor changes for PDFlib 4.0.3 and extensions for the .NET binding


January 26, 2002 > Minor changes for PDFlib 4.0.2 and extensions for the IBM eServer edition


May 17, 2001 > Minor changes for PDFlib 4.0.1


April 1, 2001 > Documents PDI and other features of PDFlib 4.0.0


February 5, 2001 > Documents the template and CMYK features in PDFlib 3.5.0


December 22, 2000 > ColdFusion documentation and additions for PDFlib 3.03; separate COM edition of the manual


August 8, 2000 > Delphi documentation and minor additions for PDFlib 3.02


July 1, 2000 > Additions and clarifications for PDFlib 3.01


Feb. 20, 2000 > Changes for PDFlib 3.0


Aug. 2, 1999 > Minor changes and additions for PDFlib 2.01


June 29, 1999 > Separate sections for the individual language bindings
> Extensions for PDFlib 2.0


Feb. 1, 1999 > Minor changes for PDFlib 1.0 (not publicly released)


Aug. 10, 1998 > Extensions for PDFlib 0.7 (only for a single customer)


July 8, 1998 > First attempt at describing PDFlib scripting support in PDFlib 0.6


Feb. 25, 1998 > Slightly expanded the manual to cover PDFlib 0.5


Sept. 22, 1997 > First public release of PDFlib 0.4 and this manual


Date Changes
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Index
Note that options and keywords are listed separately in Appendix B, page 277.


A
abbreviated tagging 268
action lists in option lists 12
alignment (position option) 127
All spot color name 161
Author field 262


B
Bézier curve 145
Boolean values in option lists 11


C
circles in option lists 16
CMYK color 13
cmyk keyword 14
color functions 157
color in option lists 14
Creator field 262
curves in option lists 16


D
DeviceN color 13
devicen keyword 15
document and page functions 41
document information fields 261
document scope 17
Dublin Core 261


F
fast Web view 43
float and integer values in option lists 12
floats in option lists 11
font scope 17
fontsize in option lists 12
function scopes 17


G
global options 25
glyph scope 17
graphics functions 135, 179
gray keyword 14


H
handles in option lists 12


I
ICC Profiles 159
ICC-based color 13
iccbased keyword 15
iccbasedcmyk keyword 15
iccbasedgray keyword 15
iccbasedrgb keyword 15
Ideographic Variation Sequences (IVS) 67
image functions 171
import functions for PDF (PDI) 193
info fields 261
inline option lists for Textflows 103
inner cell box for table cells 114
invisible text 78
IVS 67


K
Keywords field 262
keywords in option lists 11


L
Lab color 13
lab keyword 14
landscape mode 54
linearized PDF 43
lines in option lists 15
list values in option lists 8


M
metadata 263


N
Nchannel color spaces 163
nested option lists 8
None spot color name 161
numbers in option lists 11


O
object scope 17
option list syntax 7
outline text 78


P
page scope 17
page size formats 52
path painting and clipping 149
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path scope 17
pattern color 14
pattern keyword 15
pattern scope 17
pCOS functions 193, 205
PDF import functions (PDI) 193
PDF Object Creation API (POCA) 37
PDF_activate_item() 269
PDF_add_nameddest() 238
PDF_add_path_point() 151
PDF_add_portfolio_folder() 240, 241
PDF_add_table_cell( ) 113
PDF_add_textflow() 96
PDF_align() 143
PDF_arc() 146, 147
PDF_arcn() 146
PDF_begin_document() 41
PDF_begin_dpart() 272
PDF_begin_font() 84
PDF_begin_glyph_ext() 85
PDF_begin_item() 264
PDF_begin_layer() 61
PDF_begin_mc() 270
PDF_begin_page_ext() 52, 53
PDF_begin_pattern_ext 168
PDF_begin_template_ext() 185
PDF_circle() 146
PDF_clip() 150
PDF_close_font() 69
PDF_close_graphics() 182
PDF_close_image() 175
PDF_close_pdi_document() 196
PDF_close_pdi_page() 199
PDF_closepath_fill_stroke() 150
PDF_closepath_stroke() 149
PDF_closepath() 148
PDF_concat() 143
PDF_continue_text() 82
PDF_continue_text2() 82
PDF_convert_to_unicode( ) 23
PDF_create_3dview() 248
PDF_create_action() 233
PDF_create_annotation() 217
PDF_create_bookmark() 215
PDF_create_devicen() 162
PDF_create_field() 225
PDF_create_fieldgroup() 227
PDF_create_gstate() 139
PDF_create_pvf() 34
PDF_create_textflow() 102
PDF_curveto() 145
PDF_define_layer() 58
PDF_delete_dl( ) 33
PDF_delete_path() 156
PDF_delete_pvf() 35
PDF_delete_table( ) 122
PDF_delete_textflow() 112
PDF_delete() 33


PDF_draw_path() 153
PDF_ellipse() 147
PDF_elliptical_arc() 147
PDF_encoding_set_char() 87
PDF_end_document() 42
PDF_end_dpart() 272
PDF_end_font() 85
PDF_end_glyph() 86
PDF_end_item() 268
PDF_end_layer() 61
PDF_end_mc() 270
PDF_end_pattern() 169
PDF_end_template_ext() 186
PDF_endpath() 150
PDF_fill_graphicsblock() 214
PDF_fill_imageblock() 212
PDF_fill_pdfblock() 213
PDF_fill_stroke() 149
PDF_fill_textblock() 210
PDF_fill() 149
PDF_fit_graphics() 182
PDF_fit_image() 176
PDF_fit_pdi_page() 200
PDF_fit_table( ) 116
PDF_fit_textflow() 104
PDF_fit_textline() 89
PDF_get_apiname() 22
PDF_get_buffer() 51
PDF_get_errmsg() 22
PDF_get_errnum() 21
PDF_get_opaque() 22
PDF_get_option() 28
PDF_get_string() 30
PDF_info_font() 70
PDF_info_graphics() 183
PDF_info_image() 177
PDF_info_matchbox() 133
PDF_info_path() 155
PDF_info_pdi_page() 201
PDF_info_pvf() 35
PDF_info_table( ) 121
PDF_info_textflow() 110
PDF_info_textline() 93
PDF_lineto() 145
PDF_load_3ddata() 247
PDF_load_asset() 253
PDF_load_font() 63
PDF_load_graphics() 179
PDF_load_iccprofile() 159
PDF_load_image() 171
PDF_makespotcolor() 161
PDF_mc_point() 271
PDF_moveto() 145
PDF_new_dl( ) 32
PDF_new() 32
PDF_new2() 32
PDF_open_pdi_callback() 195
PDF_open_pdi_document() 193
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PDF_open_pdi_page() 197
PDF_pcos_get_number( ) 205
PDF_pcos_get_stream( ) 206
PDF_pcos_get_string( ) 205
PDF_poca_delete() 38
PDF_poca_insert() 39
PDF_poca_new() 37
PDF_poca_remove() 40
PDF_process_pdi() 203
PDF_rect() 148
PDF_restore() 139
PDF_resume_page() 56
PDF_rotate() 142
PDF_save() 138
PDF_scale() 142
PDF_set_graphics_option() 137
PDF_set_gstate() 141
PDF_set_info() 261
PDF_set_info2() 261
PDF_set_layer_dependency() 59
PDF_set_option() 25
PDF_set_text_option() 79
PDF_set_text_pos() 80
PDF_setcolor() 157
PDF_setfont() 80
PDF_setlinewidth() 138
PDF_setmatrix() 144
PDF_shading_pattern() 166
PDF_shading() 164
PDF_shfill() 166
PDF_show_xy() 81
PDF_show_xy2() 81
PDF_show() 81
PDF_show2() 81
PDF_skew() 143
PDF_stringwidth() 82
PDF_stringwidth2() 82
PDF_stroke() 149
PDF_suspend_page() 56
PDF_translate() 142
PDF/A or PDF/X output intent 203
PDFlib Personalization Server (PPS) 209
PDI (PDF import) 193
POCA (PDF Object Creation API) 37
polylines in option lists 15
PPS (PDFlib Personalization Server) 209


R
raster image functions 171


rectangles in option lists 16
RGB color 13
rgb keyword 14
rich media 253


S
scopes 17
separation color space 13
setup functions 32
skewing 143
spot color (separation color space) 13
spot keyword 14
spotname keyword 15
standard page sizes 52
strings in option lists 9
Subject field 261
subscript 78
superscript 78
SVG 179
syntax of option lists 7


T
table formatting 113
template scope 17
text appearance options 89
text filter options 89
text functions 63
Textflow: inline option lists 103
Title field 261
Trapped field 262


U
Unichar values in option lists 11
Unicode ranges in option lists 11
Unquoted string values in option lists 10


V
vector graphics functions 179


W
web-optimized PDF 43


X
XMP metadata 263
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How to use PDFlib products
with PHP
Last change: July 20, 2017
Latest PDFlib version covered in this document: 9.1.1
Latest version of this document available at:
www.pdflib.com/developer/technical-documentation 


Contact:
PDFlib GmbH
Franziska-Bilek-Weg 9
80339 München, Germany
phone +49 • 89 • 452 33 84-0
support@pdflib.com
www.pdflib.com


1 Scope of this Document
This document explains various possibilities for successfully deploying PDFlib products 
as a PHP extension. The generic term PDFlib is used to designate one of the following 
distinct products:


> The PDFlib base product
> PDFlib+PDI, a commercial superset of PDFlib which also contains the PDF Import 


Library (PDI)
> PDFlib Personalization Server (PPS), a superset of PDFlib+PDI with advanced Block 


filling features for personalizing PDF documents.


Most of the PDFlib information applies to other PDFlib GmbH products analogously. 
Notes for the following products are included where applicable:


> PDFlib TET (Text and Image Extraction Toolkit)
> PDFlib PLOP (Linearization, Optimization, Protection) and PLOP DS (Digital Signa-


ture)
> PDFlib pCOS (PDF Information Retrieval Tool) 


The methods for deploying any of these products as a PHP extension are the same in all 
cases. Multiple versions of these products cannot be deployed at the same time. Differ-
ent products can coexist within one PHP installation, however. Note that the evaluation 
versions of commercial PDFlib products will be fully functional, but will display a demo 
stamp across all generated PDF pages unless a valid license key is applied. Other PDFlib 
GmbH products have other restrictions in evaluation mode (see documentation).


This document applies to the following versions of PDFlib GmbH products:
> PDFlib 9.1.1
> TET 5.1
> PLOP and PLOP DS 5.2
> pCOS 4.0


Where applicable, version-specific information is provided separately.



http://www.pdflib.com/developer/technical-documentation

mailto:support@pdflib.com

http://www.pdflib.com
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2 Supported Platforms and PHP Versions
Loadable PHP extension modules implemented as DSOs (dynamic shared objects, also 
called dynamic link library DLL) are the recommended method of using PDFlib with 
PHP. PHP supports dynamic loading of extensions from DSOs on the following plat-
forms (only platforms supported by PDFlib GmbH are mentioned here):


> Windows Server x86/x64 and Windows XP/Vista/7/8/10 x86/x64;
> OS X/macOS
> Linux x86 and Intel 64
> Linux on zSeries
> FreeBSD x86/Intel 64
> Oracle Solaris on x86 and Sparc
> HP-UX IA-64
> AIX 32-bit; the PDFlib DSO for AIX can also be used on IBM i5/iSeries with PASE
> IBM i5/iSeries (see Section 6.4, »Installing and Using the PDFlib DSO on i5/iSeries«)


The distribution packages shipped by PDFlib GmbH contain DSOs for a number of PHP 
versions. These are grouped into several directories as follows (not all PHP versions are 
supported on all platforms, though):


> bind/php/php-540 for PHP 5.4.0 and above
> bind/php/php-550 for PHP 5.5.0 and above
> bind/php/php-560 for PHP 5.6.0 and above
> bind/php/php-700 for PHP 7.0.0 and above
> bind/php/php-710 for PHP 7.1.0 and above


Using commercial PDFlib packages with PHP on platforms with DSO support. PDFlib 
GmbH makes available packages with precompiled binary PDFlib DSOs for several plat-
forms and PHP versions. If such a package is available for your combination of platform 
and PHP proceed with Section 6, »Deploying the PDFlib DSO«.
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3 Required Skill Levels
Making PDFlib work with PHP requires various skill levels depending on your operating 
system platform. We will classify tasks according to the following skill sets:


> A PHP Web programmer knows how to write code for PHP, but doesn’t have experi-
ence with other languages or general system administration tasks. The PHP pro-
grammer usually has access to other people who are responsible for performing con-
figuration tasks.


> A sysadmin feels comfortable working with PEAR and other command-line tools, hap-
pily edits php.ini and does not hesitate to restart the Web server (i.e. Apache or IIS) if 
required for installation or configuration purposes. Appropriate permissions (access 
rights) to do all this are also part of the sysadmin profile.


> A C developer has access to a C development environment (header files, compiler, 
linker, associated system libraries) and can work with configure scripts and Make-
files or corresponding IDE features.


It may help to classify yourself according to these types of developers. The remainder of 
this document describes tasks which require at least sysadmin or C developer skills. PHP 
developers without additional knowledge or assistance will not be able to perform the 
required steps without assistance.
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4 Testing your Installation
After you installed your PDFlib product extension for PHP using any of the methods 
discussed in this document you may want to test your installation in order to see 
whether everything works as expected.


The PHP info page. You can test the success of your PDFlib product installation and 
configuration with the following mini PHP script:


<?phpinfo()?>


Check the output created by phpinfo( ) for one of the following:
> If the output contains the line


PDFlib GmbH Binary Version


you are using a precompiled PDFlib DSO provided by PDFlib GmbH.
> If you see the line


PDFlib GmbH Version


you are using your own PDFlib DSO or custom PHP with a statically linked PDFlib. 
The version number of the PECL module which has been used to build the PDFlib ex-
tension will also be shown.


> If you don't find any PDFlib section check your log files to determine the reason.


The PDFlib product examples. The distribution package of your PDFlib product in-
cludes two flavors of examples which you can use to test your installation. In the bind/
php directory you can find PDFlib programming examples. To use the examples proceed 
as follows:


> Copy the PHP samples and data files to your htdocs directory or another directory 
which has been configured appropriately in the Web server:


$ cp bind/php /path/to/htdocs
$ cp bind/data /path/to/htdocs


> point your browser to the URLs of the examples
> enjoy the generated PDFs
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5 PDFlib in Hosting Environments
You are running a site at a Web hosting provider. In this case there are various consid-
erations (we can ignore the case where a PDFlib extension for PHP is already installed 
since there’s nothing more to do):


> Some providers do not allow custom PHP extensions; in this case you are out of luck.
> With some providers you can maintain your own copy of php.ini, while others don’t 


allow this. If you can’t edit php.ini and this file contains enable_dl=Off you are out of 
luck.


You are a Web hosting provider. As a provider you should be aware of the following:
> Although PDFlib Lite source code is freely available, and many Linux and PHP distri-


butions contain PDFlib Lite, the PDFlib Lite license does not cover free use of PDFlib 
Lite on a Web hoster’s systems.


> You can install commercial PDFlib DSOs even without obtaining a license. In this sit-
uation you can install one of the precompiled PDFlib DSOs supplied by PDFlib GmbH 
without a license key (i.e. a demo stamp will be created). Those among your custom-
ers who wish to commercially use it can obtain a commercial license to disable the 
demo stamp. In other words, you can offer PDFlib without the need for obtaining a li-
cense for all of your servers. The recommended method is to install the PDFlib DSO 
in some globally accessible directory, and set the extension= line in php.ini appropri-
ately.


> Alternatively, if (like an increasing number of providers) you believe in PDFlib avail-
ability as a competitive advantage, you can obtain a site license which covers all your 
servers and customers. Individual users will no longer be required to obtain a license 
on their own in this case. Please contact PDFlib GmbH if you are interested in more 
details.
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6 Deploying the PDFlib DSO
Note In addition to the PDFlib product family, this section also applies to PDFlib TET, PDFlib PLOP, and 


PDFlib pCOS if you replace the string »php_pdflib« with »php_tet«, »php_plop«, or »php_
pcos«, respectively.


Requirements:
> Skill level: sysadmin
> The PDFlib DSO, either built on your own or (preferably) from a binary package pro-


vided by PDFlib GmbH at www.pdflib.com/download/pdflib-family/pdflib-9 
> Working PHP binary


This section applies to the prebuilt DSOs distributed by PDFlib GmbH, as well as to DSOs 
which you have built yourself.


6.1 Installing the PDFlib DSO on Windows
The PDFlib DSOs for Windows (actually DLLs) have been tested with the binary PHP dis-
tribution which is available from www.php.net. You will find PDFlib DSOs for various 
versions of PHP on Windows in the uncompressed package.


The PDFlib DSO in the following directory has been built for a multithreaded version 
of PHP:


bind/php/php-<version>/php_pdflib.dll


We also offer Windows binaries of the PDFlib PHP binding which have been built with-
out support for thread safety. These binaries are named as follows (ZTS refers to Zend 
Thread Safety, a threading abstraction layer):


bind/php/php-<version>-nozts/php_pdflib.dll


The PDFlib bindings for PHP 5.3 and PHP 5.4 have been built with Visual Studio 2008 (al-
so called VS9); the PDFlib bindings for PHP 5.5 and 5.6 have been built with Visual Studio 
2012 (VS11).


For the PHP installation process please follow the documentation of your PHP distri-
bution and copy the PDFlib DSO to the directory which is specified in the extension_dir 
line in php.ini.


Using PDFlib with Zend Server. In order to use PDFlib with Zend Server you must in-
stall the DLL php_pdflib.dll from the php-<version>-nozts_VS9 directory. Copy this DLL to 
the extension directory and restart PHP.


The PDFlib binding for Zend Server has been built with Visual Studio 2008 (VS9).



http://www.pdflib.com/download/pdflib-family/pdflib-9

http://www.php.net
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6.2 Installing the PDFlib DSO on Unix
The PDFlib DSOs for various Unix platforms are available for different versions of PHP. 
You will find PDFlib DSOs in the following location of the uncompressed package (ad-
just the shared library suffix as necessary for your platform):


bind/php/php-<version>/php_pdflib.so


Copy the PDFlib DSO to the directory which is specified in the extension_dir line in 
php.ini.


The standard Unix versions of the PDFlib DSO have been built without multithread 
support. However, the binaries


bind/php/php-<version>mt/php_pdflib.so


which are available for some platforms are PDFlib DSOs for use with versions of PHP 
which include Zend Thread Safety (ZTS) support.


Using PDFlib with Zend Server. In order to use PDFlib with Zend Server you must in-
stall the DSO php_pdflib.so from the php-<version> directory. Copy this DSO to the exten-
sion directory and restart PHP.


6.3 Using the PDFlib DSO
Loading the PDFlib DSO in php.ini. If you decide to load PDFlib every time PHP starts, 
insert the following line in php.ini (adjust the shared library suffix .dll as necessary for 
your platform, e.g. .so):


extension=php_pdflib.dll


and restart your Web server so that the changes are recognized.


Loading the PDFlib DSO explicitly in your PHP script. Without the extension line in 
php.ini you must include the following line in your PHP scripts (adjust the shared library 
suffix .dll as necessary for your platform, e.g. .so):


dl("php_pdflib.dll");


In this case your php.ini must contain the following lines:


safe_mode=Off
enable_dl=On


The line extension_dir is not relevant in this case. Note that for security reasons this 
method is no longer recommended and many Web hosters don’t allow it.


Using PDFlib with Zend Server. Zend automatically recognizes correctly named exten-
sions when PHP is restarted.
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6.4 Installing and Using the PDFlib DSO on i5/iSeries
In order to use PDFlib, TET or PLOP/PLOP DS with PHP on IBM i5/iSeries you need AIX bi-
naries of PDFlib GmbH products. The required product binaries are not included in the 
i5 packages, but must be taken from the corresponding AIX package. Although you 
must download AIX product packages in the situations described above, you must spec-
ify IBM i5 as target platform when ordering license keys for using AIX binaries on an i5 
system. PDFlib GmbH product binaries for AIX accept i5 license keys when running with 
PASE on i5/OS. 


The third-party product Zend Server for IBM i allows you to »leverage the power of 
the IBM i platform and the strength and flexibility of PHP to run business-critical appli-
cations on IBM i«, see


www.zend.com/en/products/server/zend-server-ibm-i 


The requirements for using PDFlib with PHP on i5/iSeries are as follows:
> Zend Server for IBM i or Zend Server Community Edition (CE) for IBM i
> PHP 5.4 or above


Zend Server for IBM i is based on the Portable Application Solutions Environment (PASE 
for i), an »integrated runtime for porting selected applications from AIX systems«. PASE 
is not an emulation: since i5/iSeries and AIX are based on the same POWER processor ar-
chitecture, PASE uses the processor directly. There are no performance disadvantages 
when using PASE. More details about PASE can be found on the following IBM Web site:


www.ibm.com/partnerworld/wps/servlet/ContentHandler/pw_com_porting_ibmi_pase 


Perform the following steps to use PDFlib with Zend Server for IBM i:
> Since Zend Server and the underlying Apache Web server are based on the PASE envi-


ronment, you must use the PDFlib package for AIX, not the PDFlib package for i5/
iSeries. Download the following package from the PDFlib Web site:


PDFlib-9.1.x-AIX-php.tar.gz


> Unpack the PDFlib package for AIX, using any of the available tools for unpacking 
.tar.gz packages.


> Locate php_pdflib.so and copy it to the extension_dir of Zend Server. The output of 
phpinfo( ) shows the exact location of this directory.


> As an alternative to the previous step you can also load the PDFlib DSO directly from 
your script without configuring it in php.ini (note that for security reasons this meth-
od is no longer recommended):


dl("php_pdflib.so");


In this case your php.ini must contain the following lines:


safe_mode=Off
enable_dl=On


Now you can create PDF from PHP scripts on i5/iSeries.



http://www.zend.com/en/products/server/zend-server-ibm-i

http://www.ibm.com/partnerworld/wps/servlet/ContentHandler/pw_com_porting_ibmi_pase
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6.5 Common Problems with PDFlib DSOs


6.5.1 All Platforms


Binary characteristics of PHP and PDFlib DSO must match. Several properties of your 
PHP binary must match those of the PDFlib DSO. These properties are determined when 
building PHP, and cannot be changed afterwards. The precompiled DSOs for PDFlib have 
been built as follows:


> non-debug version
> thread-safety as described in Section 6.1, »Installing the PDFlib DSO on Windows« 


and Section 6.2, »Installing the PDFlib DSO on Unix« (TS vs. NTS)
> the API version: choose the matching version from bind/php/php-<version>


If you see an error message similar to the following when trying to load the PDFlib DSO, 
your PHP build number does not match that of the PDFlib module:


PHP Warning: PHP Startup: PDFlib: Unable to initialize module
Module compiled with build ID=API20100525,NTS
PHP compiled with build ID=API20100525,TS


All of these options must match.


Older version of PDFlib built into the PHP binary. PDFlib Lite support must not already 
have been compiled into your PHP version. If your PHP already includes PDFlib Lite sup-
port (this is the case for versions of PHP distributed with some Linux distributions) but 
you need a newer PDFlib version you must first obtain a PHP binary without builtin 
PDFlib support (either by locating the appropriate binary, or rebuilding it yourself).


Maintainers of Linux and PHP distributions should include PDFlib support for PHP 
as DSO because this facilitates updates.


6.5.2 Linux x86 and Intel 64


PDFlib with XAMPP on Linux x86. Some versions of system libraries bundled with the 
XAMPP package may trigger the following error message:


Warning: PHP Startup: Unable to load dynamic library '/opt/lampp/htdocs/test/pdf/pdflib/
bind/php/php-530/php_pdflib.so' - /opt/lampp/lib/libgcc_s.so.1: version `GCC_4.2.0' not 
found (required by /usr/lib/libstdc++.so.6) in Unknown on line 0


In this case you must disable the following two lines in the file bin/envvars, e.g. by add-
ing a comment character at the start of the line:


#binbuild LD_LIBRARY_PATH="/opt/lampp/lib/:$LD_LIBRARY_PATH"
#binbuild export LD_LIBRARY_PATH


PDFlib with XAMPP on Linux Intel 64. Since XAMPP is only available as a 32-bit edition 
you must use the 32-bit edition of PDFlib for this combination. However, you may see 
the following error message:


Warning: PHP Startup: Unable to load dynamic library
'/opt/lampp/htdocs/test/pdf/PDFlib-8.0.4-Linux-php/bind/php/php-530/php_pdflib.so'
- libstdc++.so.6: wrong ELF class: ELFCLASS64 in Unknown on line 0
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The reason for this error is that while XAMPP includes some of the 32-bit runtime librar-
ies required for PDFlib, one important runtime library is still missing. You must install 
the 32-bit version of libstdc++.so.6 on the system. For example, on Debian systems this 
can be achieved with the following command:


apt-get install ia32-libs


6.5.3 OS X/macOS


Problems with host font access and certain combinations of PHP and OS X/macOS.
Generally the PDFlib DSO works fine with the native PHP version bundled with OS X. 


However, there are subtle incompatibilities which affect certain combinations of PHP 
and OS X. So far we are aware of the following affected combinations:


> MAMP and OS X 10.9
> Zend Server and OS X (any version)


In these environments the server may hang or crash when attempting to use PDFlib to 
create text output. If the server hangs you will find the following message in the server 
log:


The process has forked and you cannot use this CoreFoundation functionality safely. You 
MUST exec().
Break on THE_PROCESS_HAS_FORKED_AND_YOU_CANNOT_USE_THIS_COREFOUNDATION_FUNCTIONALITY___
YOU_MUST_EXEC() to debug.


An Apache crash may be reported in the dump as follows:


Process: httpd [14885]
Path: /Applications/MAMP/*/httpd
...
Exception Type: EXC_BAD_ACCESS (SIGSEGV)
Exception Codes: KERN_INVALID_ADDRESS at 0x0000000000000008


In order to avoid this problem you must disable the host font feature in PDFlib using 
the following call:


p.set_option("usehostfonts=false");


PDFlib with XAMPP on OS X/macOS. If you add the PDFlib PHP extension to your 
php.ini on an OS X/macOS Intel machine which has XAMPP installed, the following error 
message appears:


dyld: NSLinkModule() error
dyld: Symbol not found: __cg_jpeg_resync_to_restart
Referenced from: /System/Library/Frameworks/ApplicationServices.framework/Versions/A/
Frameworks/ImageIO.framework/Versions/A/ImageIO
Expected in: /Applications/xampp/xamppfiles/lib/libjpeg.62.dylib


The PDFlib extension is linked against the ApplicationServices Framework, and XAMPP 
changes the DYLD_LIBRARY_PATH. This combination confuses the dynamic link editor. 
We found that unsetting DYLD_LIBRARY_PATH cures this problem. Use the following line 
as last command in xamppfiles/bin/envvars:


unset DYLD_LIBRARY_PATH
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7 Additional Web Links
> The public PDFlib mailing list for general discussion:


groups.yahoo.com/neo/groups/pdflib/conversations/topics 
> PDFlib support for commercial licensees:


support@pdflib.com 
> General information on installing PHP:


www.php.net/install 
> PEAR and PECL support:


pear.php.net/support.php and pecl.php.net/support.php 
> Instructions on getting the latest version of PEAR:


pear.php.net/manual/en/installation.getting.php 



http://www.php.net/install

mailto:support@pdflib.com

http://pear.php.net/support.php

http://pear.php.net/manual/en/installation.getting.php

http://pecl.php.net/support.php

https://groups.yahoo.com/neo/groups/pdflib/conversations/topics
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General License and Support Conditions
PDFlib GmbH, Franziska-Bilek-Weg 9, 80339 Munich, Germany
Telephone +49 • 89 • 452 33 84-0 Fax +49 • 89 • 452 33 84-99
sales@pdflib.com, support@pdflib.com, www.pdflib.com


1 General
1.1 Scope
These License and Support Conditions shall apply for all PDFlib GmbH products. PDFlib GmbH sells its 
products and services solely to companies, not to consumers.
The following provisions in Clauses 2 to 5 relate to licenses for the Program that have been purchased 
by Licensee or made available to Licensee free of charge where applicable, Clause 6 to any additional 
support services (software maintenance) for the Program, and Clauses 7 to 11 relate to both alike.
1.2 Licensed Products
The license agreements concluded by PDFlib GmbH on the basis of these General License and Support 
Conditions concern solely executable object code and do not include any rights of any nature to the 
products’ source code, unless expressly agreed otherwise. Within this agreement, the specific 
products licensed by Licensee of PDFlib GmbH shall be referred to as a whole as »the Program«. 
The Program shall be supplied with a manual in electronic format describing the Program 
characteristics and its use (»the Documentation«).
1.3 System Requirements
Before purchasing a Program, Licensee must refer to the Documentation (that is freely accessible prior 
to purchase) to assure himself that the platform on which he intends to use the Program (see Clause 
1.4) conforms to the system requirements specified in the Documentation. The Program shall only 
contain the features described in the Documentation, and support services in the form of corrections, 
workarounds or modifications may only be rendered if the Program is used on the platform specified 
in the Documentation.
1.4 Definitions
The following definitions apply within these Conditions:


A platform is a combination of an operating system and one or more hardware architectures. Fully 
compatible versions of the operating system and/or hardware shall be deemed one platform; in the 
case of Windows, server and desktop versions shall, however, be deemed different platforms.
Examples: Windows XP/Vista/7/8/10 (without Windows Server) x86/x64 is one platform. Solaris x86/
x64/sparc is a platform.


A product is a PDFlib GmbH software offering for a certain platform.
Examples: PDFlib 9 for Windows Server x86/x64; PDFlib+PDI 9 for Linux x86


A major release is a new version of a product with significantly extended functionality.
Examples: PDFlib 9; TET 5


A maintenance release (also called a minor release) is a new version of a product that rectifies faults, 
modifies the product to new versions of an operating system or a language binding etc. Maintenance 
releases do not contain any significant extensions in functionality, however. A maintenance release is 
explicitly marked as such.
Example: PLOP 5.1 is a maintenance release of PLOP 5.


A major update converts an existing product license into a license for a newer major release of the 
same product for the same platform.
Example: Updating from PDFlib 8 for Windows XP/Vista/7/8/10 to PDFlib 9 for Windows XP/Vista/7/8/10
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A minor update converts a license for an older maintenance release into a license for the current 
maintenance release for the same platform. In a maintenance release, the license keys for the original 
license are updated.
Example: Updating from PDFlib 9.0.1 for Linux to PDFlib 9.0.5 for Linux


An upgrade converts an existing license for a product into a license for the same major release of 
a higher-quality product, which constitutes a functional expansion of the first product.
Example: Upgrading from PDFlib 9 to PDFlib+PDI 9 or from PDFlib+PDI 9 to PPS 9


A fault (Bug) is any variance from the documented behavior, PDF output rejected by Adobe Acrobat as 
faulty, or software crash, subject to the condition that suitable input data were used and all docu-
mented conditions were complied with.
Example: PDFlib does not correctly convert a JPEG image to PDF, although this should be possible 
according to the Documentation.


A language binding is an executable version of a product for use with a platform-specific version of a 
programming language or programming environment.
Examples: PHP 7.0 on Linux; Java 1.7 on Windows; .NET 4.0 on Windows


The lifetime of a product defines how long support cases to this product will be accepted (given a valid 
support agreement). The lifetime shall be defined for each major release of a product and posted at 
www.pdflib.com.
Example: The lifetime of PDFlib 9 will end in 3/2018.


A production environment refers to any use of the licensed products by Licensee, with the exception of 
use in the context of non-production environments.
Examples: Using the product to generate PDF invoices that are sent to Licensee’s customer.


A non-production environment refers to the use of the licensed products in the following ways:
(a) using the product in Licensee’s development or testing environments as a means of preparing for 
use in a production environment; in this case, access to the development or testing environment via 
a network may only be available to developers or testers who are working on Licensee products in 
which a licensed copy of the product is or will be integrated, and the development or testing 
environment must be operated on the same platform for which a license has been purchased;
(b) using the product as a means of assuring the quality of services delivered to customers of Licensee;
(c) use for the purposes of free presentations (product demonstrations);
(d) storing the product as a backup copy and within archiving systems; and
(e) using the product in a backup (reserve) system on the same platform, with this system intended to 
become part of the production environment in the event that the main system fails, meaning that the 
main system and backup system are never part of the production environment at the same time.
Example: Using the product at a programmer’s workstation where Licensee products are created.


A cloud is a network of computers in which Licensee may use anything from a fraction of the capacity 
of one physical computer right through to the capacity of multiple physical computers simultaneously 
as part of a single, virtual platform environment; here, the identity and number of the physical 
computer(s) on which the virtual platform environment is running may change constantly.
Examples: Amazon EC2, Windows Azure


A virtual machine refers to one or more virtual, independent platform environments (with either the 
same type of platform or different types of platform) that are executed by means of virtualization; 
that is, they are not run directly on the hardware of a dedicated physical computer, but instead are 
made available through a hypervisor that manages resources and is itself present on this physical 
computer.
Example: VMware
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2 Scope of the License
2.1 Remunerated Licenses
Purchase of a remunerated license from PDFlib GmbH shall entitle Licensee to the non-exclusive, 
perpetual right to use the Program in production environments and with the agreed number of 
Licensee usage instances run on the agreed platform (license); free licenses shall be governed by the 
provisions in Clause 2.4 and Clause 2.5.


A usage instance refers to
(a) the agreed platform of the computer in the case of use on a dedicated, physical computer, even if 
multiple virtual machines of the agreed platform type are being run in parallel on this computer;
(b) the virtual platform environment used by Licensee as such in the case of use in a cloud (referred to 
as an »instance« in typical commercial cloud offers).
2.2 Agreement and License Transfer
The remunerated license agreement, including any associated support agreement (Clause 6) can be 
transferred to a third party as a whole (agreement transfer) in so far as and as soon as the license 
transfer form which can be requested from PDFlib GmbH is properly completed by Licensee and the 
third party and is received by PDFlib GmbH.
Irrespective of this, Licensee shall be authorized to transfer any license or part thereof granted to him 
(license transfer) for one or more usage instances in isolation to a third party (license recipient) if 
Licensee (or his predecessor in interest) has integrated the object code of the Program into his own 
product, and provided that this, with respect to the intended use and functionality, materially exceeds 
the integration of the PDFlib GmbH Program and does not, for the most part, have the same function-
ality as other PDFlib GmbH products sold on conclusion of an agreement. Each license or part thereof 
for one or more usage instances may also be transferred to different license recipients, provided that 
this process of splitting licenses does not transfer (or retain) more usage instances in total than were 
originally licensed.
2.3 License for Non-Production Environments
The following provisions in Clause 2.3 shall apply for executable object code of the software products 
offered by PDFlib GmbH on all platforms except IBM zSeries and compatible systems.
Every properly remunerated licensed Program may be used by Licensee not only in the context of 
Licensee’s production environment, to the extent specified in Clause 2.1, but also to any extent in non-
production environments in Licensee’s company. In the event of an agreement transfer in the sense of 
Clause 2.2, this right shall transfer to third parties.
2.4 Free Products
For the products PDFlib FontReporter Plugin, PDFlib TET Plugin and PDFlib TET PDF IFilter (here only the 
desktop version and only use in non-production environments), Licensee shall be granted a non-
exclusive, free, non-transferable and perpetual license to use the Program on any number of Licensee’s 
computers. These licenses shall not be governed by the provisions in Clause 5 (Warranty) and 8 
(Liability); the statutory provisions for gifts shall apply instead.
2.5 Free Use of Evaluation Versions of the Program
For certain products, PDFlib GmbH offers versions that are available to download for free on its 
website and are based on the license conditions of this clause (2.5); these can be run without 
purchasing a license key (evaluation versions). The evaluation versions have some usage restrictions 
compared with the remunerated licensed (see Clause 2.1) version of the same product (function 
restrictions) as described in the pertinent product documentation. For evaluation versions, Licensee 
shall be granted a non-exclusive, free, non-transferable and perpetual license to evaluate the Program 
on any number of Licensee’s computers. Evaluation in this sense is the consideration by Licensee 
whether to purchase the Program for use in his production environment, and the development of 
products by Licensee in which a (subsequently purchased) remunerated licensed copy of the Program 
or an evaluation version is integrated and whose intended use materially exceeds the integration of 
the PDFlib GmbH Program. If Licensee integrates the evaluation version in one of his own products of 
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the aforementioned type, he shall also be entitled to transfer the license to the integrated evaluation 
version when passing on his product to a third party.
2.6 PDFlib Block Plugin
For the PDFlib Block Plugin, which is a component of the PDFlib Personalization Server, Licensee of the 
PDFlib Personalization Server shall be granted – above and beyond the license granted in Clause 2.1 the 
right to pass the PDFlib Block Plugin on to any number of third parties and to grant them the right to use 
the PDFlib Block Plugin solely for their own purposes, subject to the condition that Licensee secures from 
the third parties an undertaking to use the PDFlib Block Plugin only in the aforementioned manner and 
not to pass it on to any further persons themselves. In the event of a license transfer relating to the 
PDFlib Personalization Server, this right shall transfer to the license recipient.


3 Restrictions
3.1 Intellectual Property
The Program and the Documentation are the copyrighted intellectual property of PDFlib GmbH.
If Licensee overrides permission controls for certain operations (such as printing and copying text) 
when processing existing PDF documents with the Program, Licensee must comply with the provi-
sions of the German Copyright Act, in particular Sections 95a ff., and with the provisions of other ap-
plicable copyright legislation designed to protect technical measures. In particular, if Licensee is using 
the Program for processing PDF documents that are protected by copyright, he must ensure that he 
has the right holder’s consent to bypass technical measures that are in place, where this is necessary 
for the actual processing work.
3.2 Reverse Engineering and Confidentiality
Licensee undertakes not to translate, disassemble, or reverse-engineer the Program, in so far as this is 
not permitted under Section 69e of the German Copyright Act or under provisions of other applicable 
copyright legislation relating to decompiling.
Licensee undertakes not to redistribute or make publicly available any license key received from PDFlib 
GmbH, with the exception of agreement or license transfers in the sense of Clause 2.2.
3.3 Updates and Upgrades
If Licensee receives updates to a new major release or to the current maintenance release or upgrades, 
the new license shall be provided on a license exchange basis subject to the following provision. 
The license for the previous release shall end at the point when a new release of the aforementioned 
type is delivered, plus 60 calendar days, within which both the license for the previous release and the 
license for the new release exist alongside one another.


4 Delivery
The Program and the Documentation shall be delivered in digital format only. The Program, Documen-
tation and all pertinent maintenance releases shall be retrieved from the PDFlib GmbH website. 
PDFlib GmbH shall not provide Licensee with either digital storage media or printed Documentation.


5 Warranty
5.1 Warranty for Licensees With Registered Offices in the Federal Republic of Germany
If Licensee has registered offices in the Federal Republic of Germany, the following provisions shall 
apply:
Subject to Clause 8, the statutory provisions for warranties shall apply with the condition that the 
warranty period for material faults (time bar for warranty claims, Section 438 Subs. 1 German Civil 
Code) shall be one year. This shall not apply, however, for fault-related claims for damages under (a) 
compensation for bodily harm or impairment of health due to a fault for which PDFlib GmbH is liable 
or under gross negligence by PDFlib GmbH or its legal representatives or agents, nor (b) for other cases 
of damages that are based on a grossly negligent breach of duty on the part of PDFlib GmbH or on a 
willful or grossly negligent breach of duty on the part of a legal representative or agent of PDFlib 
GmbH; these cases shall be governed by statutory provisions. Where the statutory time bar provision 
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relating to fault claims is concerned, this shall remain the case for buildings and for objects that have 
been used in their customary manner for a building and have caused faults in it.
5.2 Warranty for Licensees With Registered Offices Outside the Federal Republic of Germany
If Licensee does not have registered offices in the Federal Republic of Germany, the following 
provisions shall apply:
If the Program unmodified by Licensee does not meet the owed characteristics within a period of 30 
days after conclusion of the license agreement, PDFlib GmbH shall promptly at its own expense and in 
its own discretion (a) provide a correction of or a workaround for any reproducible faults reported by 
Licensee and supply an updated version of the Program or (b) refund any fees paid under this license 
agreement. In the latter case, Licensee shall immediately terminate any use and distribution of the 
Program and destroy any license keys issued by PDFlib GmbH. All further liability on the part of PDFlib 
GmbH is hereby expressly excluded.


6 Support Agreement / Support Services
In addition to purchasing the license, Licensee can request support services from PDFlib GmbH 
(support agreement) against payment of an annual fee. This shall be agreed by Licensee choosing the 
support service for the purchased licenses and PDFlib GmbH accepting the choice. In all cases, the 
support services to be rendered shall only relate to the current maintenance release of the major 
release licensed by Licensee and shall also be restricted to the lifetime of the major release licensed to 
Licensee. Once the lifetime has expired, the support agreement shall only cover Licensee’s claim to the 
license (subject to the support fee) for the current major release and support services for this release.
If Licensee has selected the automatic renewal option for the lifetime of the support agreement, the 
support agreement shall be prolonged after each lifetime of one year by the same period unless 
terminated by Licensee with up to one month’s notice to the end of the pertinent lifetime, declared in 
writing.
This shall be without prejudice to the possibility of termination without notice for good cause.
Under the support agreement PDFlib GmbH shall render the services listed under the »With active 
support (fee-based)« column in Appendix 1: Support Services.
The agreed annual fee for the support agreement must be paid in advance.


7 Remuneration Payment
Invoices from PDFlib GmbH must be paid no more than 30 days after receipt. The remuneration to be 
paid to PDFlib GmbH (license fees, support fees) shall increase by the statutory value-added tax where 
applicable.


8 Liability
8.1 Liability for Licensees With Registered Offices in the Federal Republic of Germany
If Licensee has registered offices in the Federal Republic of Germany, the following provisions shall 
apply:
PDFlib GmbH’s liability for simple negligent breaches of cardinal duties (in other words duties whose 
fulfillment renders the proper execution of the agreement possible and on whose compliance the 
contractual partner may generally rely) is limited to the typical losses foreseeable when the 
agreement was concluded. PDFlib GmbH accepts no liability for simple negligent breaches of non-
cardinal duties.
8.2 Liability for Licensees With Registered Offices Outside the Federal Republic of Germany
If Licensee does not have registered offices in the Federal Republic of Germany, the following 
provisions shall apply:
Neither party shall be liable for any losses, interruptions of business or indirect, special, incidental 
losses or consequential losses of any kind (including foregone profit) arising from use regardless of the 
form of action whether in contract, tort (including negligence), strict product liability or otherwise. 
Regardless of the legal grounds, PDFlib GmbH’s liability shall be limited (a) under and in conjunction 
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with the license agreement to fivefold the license fee and (b) under and in conjunction with the 
support agreement to the annual support fee.
Furthermore, PDFlib GmbH confirms that it is the owner of the Program and that it is authorized to 
issue the license described here to Licensee, and also that the Program does not violate any rights of 
third parties to the best of PDFlib GmbH’s knowledge. In the event that the above confirmation is 
incorrect and Licensee is prohibited from using the Program due to conflicting rights of a third party, 
PDFlib GmbH shall, at its own discretion, (a) give Licensee the right to continue using the Program or 
(b) modify or exchange the Program without introducing any considerable usage restrictions and in 
such a way that the rights of the third party are not violated. Any further claims against PDFlib GmbH 
shall be excluded.


9 Data Protection
PDFlib GmbH collects, processes, uses and transmits personal data solely in so far as this is necessary 
for executing and fulfilling the contractual relationship with Licensee.


10 Applicable Law
This agreement shall be governed by the law of the country in which Licensee has his registered 
offices, however to the exclusion of the UN Convention Relating to a Uniform Law on the International 
Sale of Goods and the conflict of law provisions of international private law.


11 Legal Forum
The exclusive legal forum for all disputes under and in conjunction with the purchase, license and/or 
support agreement(s) shall be PDFlib GmbH’s registered offices for Licensee’s claims, for PDFlib 
GmbH’s claims the registered offices of Licensee or of PDFlib GmbH, at PDFlib GmbH’s discretion. 
This shall be without prejudice, however, to any statutory provisions for filing counterclaims by the 
other party in the forum of the original action.
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Appendix 1: Support Services


Service Example
Warranty
(free)


With active support
(fee-based)


Response time for a support case 
(actual fault rectification can take 
longer)


undefined 2 working days


Support time for a product Germany: 1 year
otherwise: 30 days


lifetime of the product 
(current release only)


Correction1 or workaround for a fault


1. Implemented by a maintenance release for all licensed platforms and the pertinent language binding used.


included, if legally 
required


included


Modifications for a newer version of 
an operating system platform not 
fully compatible with the previous 
one1.


Windows 8 requires 
modifications to 
programs that ran on 
Windows 7.


not included included


Modifications for a new major release 
of a language binding not fully 
compatible with the previous one1.


PHP 7 requires 
modification of the 
PDFlib language 
binding for PHP 5


not included included


Modifications for the maintenance 
release of a language binding that is 
not the current version but was 
supported in the past and the 
maintenance release of the language 
is not fully compatible with the 
previous one1.


PHP 5.4.1 requires 
modification of the 
PDFlib language 
binding for PHP 5.4.0, 
although PHP 5.5 is 
already supported.


not included included


Update to the current maintenance 
release of the licensed product


Update from PDFlib 
9.0.1 to PDFlib 9.0.2


at list price for 
maintenance release 
updates


free


Update to the current major release of 
the licensed product


Update from PDFlib 8 to 
PDFlib 9


at list price for major 
release updates


free


Information on release of new major 
or maintenance releases


– by email


Upgrade to current maintenance 
release of a higher-quality product of 
the same major release at the upgrade 
list price


Migration from PDFlib 
9 to PDFlib+PDI 9


available within 1 year 
of the next major 
release


available for the 
lifetime of the product


Purchase of additional licenses of the 
licensed product at the list price


Licensee uses PDFlib 8 
and requires further 
licenses for this release, 
although PDFlib 9 is 
already available.


available within 1 year 
of the next major 
release


available for the 
lifetime of the product
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Allgemeine Lizenz- und Supportbedingungen
PDFlib GmbH, Franziska-Bilek-Weg 9, D-80339 München


Telefon +49 • 89 • 452 33 84-0 Fax +49 • 89 • 452 33 84-99
sales@pdflib.com, support@pdflib.com, www.pdflib.com


1 Allgemeines
1.1 Geltungsbereich
Diese Lizenz- und Supportbedingungen gelten für sämtliche Produkte der PDFlib GmbH. PDFlib GmbH 
erbringt ihre Lieferungen und Leistungen ausschließlich gegenüber Unternehmern, nicht aber gegen-
über Verbrauchern.
Die nachfolgenden Regelungen der Ziffern 2 bis 5 beziehen sich auf vom Lizenznehmer käuflich erwor-
bene oder diesem gegebenenfalls unentgeltlich zur Verfügung gestellte Lizenzen in Bezug auf das 
Programm, der Ziffer 6 auf ein etwaiges zusätzliches Supportverhältnis (Softwarepflege) in Bezug auf 
das Programm, und die Ziffern 7 bis 11 beziehen sich einheitlich auf beide Verhältnisse.
1.2 Lizenzierte Produkte
Die von PDFlib GmbH auf Basis dieser Allgemeinen Lizenz- und Supportbedingungen abgeschlosse-
nen Lizenzverträge umfassen ausschließlich ausführbaren Objektcode und keinerlei Rechte am Quell-
code der Produkte, soweit dies nicht ausdrücklich anderweitig vereinbart wird. Auf das bzw. die vom 
Lizenznehmer der PDFlib GmbH konkret lizenzierten Produkte wird im Rahmen dieses Vertrags insge-
samt als »das Programm« Bezug genommen. Das Programm wird mit einem Handbuch in elektroni-
scher Form geliefert, in dem die Programmeigenschaften und deren Anwendung beschrieben sind 
(»die Dokumentation«).
1.3 Systemvoraussetzungen
Der Lizenznehmer hat sich vor dem Erwerb eines Programms anhand der (auch vor dem Erwerb frei 
zugänglichen) Dokumentation davon zu überzeugen, dass die von ihm für die Nutzung des Pro-
gramms vorgesehene Plattform (vgl. Ziffer 1.4) den in der Dokumentation spezifizierten Systemvor-
aussetzungen entspricht. Das Programm erfüllt nur dann die in der Dokumentation beschriebenen Ei-
genschaften, und Supportleistungen in Form von Korrekturen, Workarounds oder Anpassungen 
können nur dann erbracht werden, wenn das Programm auf der in der Dokumentation spezifizierten 
Plattform eingesetzt wird.
1.4 Definitionen
Im Rahmen dieser Bedingungen gelten folgende Definitionen:


Eine Plattform ist eine Kombination aus Betriebssystem und einer oder mehreren Hardware-Architek-
turen. Vollständig kompatible Versionen von Betriebssystem und/oder Hardware werden als eine 
Plattform aufgefasst, bei Windows stellen Server- und Desktop-Versionen jedoch unterschiedliche 
Plattformen dar.
Beispiele: Windows XP/Vista/7/8/10 (ohne Windows Server) x86/x64 ist eine Plattform. Solaris x86/x64/
sparc ist eine Plattform.


Ein Produkt ist ein Software-Angebot der PDFlib GmbH für eine bestimmte Plattform.
Beispiele: PDFlib 9 für Windows Server x86/x64; PDFlib+PDI 9 für Linux x86


Eine Hauptversion (major release) ist eine neue Version eines Produkts mit signifikant erweiterter 
Funktionalität.
Beispiele: PDFlib 9; TET 5


Eine Korrekturversion (minor release oder maintenance release) ist eine neue Version eines Produkts, 
die Fehler behebt, das Produkt an neue Versionen eines Betriebssystems oder einer Sprachbindung an-
passt etc. Korrekturversionen enthalten jedoch keine signifikanten Erweiterungen der Funktionalität. 
Eine Korrekturversion ist explizit als solche gekennzeichnet.
Beispiel: PLOP 5.1 ist eine Korrekturversion von PLOP 5.
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Ein Update auf eine neue Hauptversion (major update) wandelt eine bestehende Produktlizenz in eine 
Lizenz für eine neuere Hauptversion des gleichen Produkts für die gleiche Plattform um.
Beispiel: Wechsel von PDFlib 8 für Windows XP/Vista/7/8/10 nach PDFlib 9 für Windows XP/Vista/7/8/10


Ein Update auf die aktuelle Korrekturversion (minor update) wandelt eine Lizenz für eine ältere Korrek-
turversion in eine Lizenz für die aktuelle Korrekturversion für dieselbe Plattform um. Bei einer Korrek-
turversion werden die Lizenzschlüssel für die ursprüngliche Lizenz aktualisiert.
Beispiel: Wechsel von PDFlib 9.0.1 für Linux auf PDFlib 9.0.5 für Linux


Ein Upgrade wandelt eine bestehende Lizenz für ein Produkt in eine Lizenz für die gleiche Hauptversi-
on eines höherwertigen Produkts um, das funktional eine Erweiterung des ersten Produkts darstellt.
Beispiel: Wechsel von PDFlib 9 zu PDFlib+PDI 9 oder von PDFlib+PDI 9 zu PPS 9


Ein Fehler (Bug) ist jede Abweichung vom dokumentierten Verhalten, PDF-Ausgabe, die von Adobe 
Acrobat als fehlerhaft abgewiesen wird, oder der Absturz der Software, vorausgesetzt, es wurden ge-
eignete Eingabedaten benutzt und alle dokumentierten Randbedingungen beachtet.
Beispiel: PDFlib konvertiert ein JPEG-Bild nicht korrekt nach PDF, obwohl dies laut Dokumentation mög-
lich sein sollte.


Eine Sprachbindung ist eine ausführbare Version eines Produkts für den Einsatz mit einer plattform-
spezifischen Version einer Programmiersprache oder Programmierumgebung.
Beispiele: PHP 7.0 auf Linux; Java 1.7 auf Windows; .NET 4.0 auf Windows


Die Lebensdauer eines Produkts legt fest, wie lang (bei gültigem Supportvertrag) Supportfälle zu die-
sem Produkt angenommen werden. Die Lebensdauer wird für jede Hauptversion eines Produkts fest-
gelegt und auf www.pdflib.com veröffentlicht.
Beispiel: Die Lebensdauer von PDFlib 9 endet 3/2018.


Produktionsumgebung bezeichnet jegliche Nutzung von lizenzierten Produkten durch den Lizenz-
nehmer mit Ausnahme der Nutzung im Rahmen von Nicht-Produktionsumgebungen.
Beispiel: Einsatz des Produkts zur Generierung von PDF-Rechnungen, die dem Abnehmer des Lizenzneh-
mers übersendet werden.


Nicht-Produktionsumgebung bezeichnet folgende Arten der Nutzung von lizenzierten Produkten:
(a) Die Verwendung des Produkts im Rahmen von Entwicklungs- oder Testumgebungen des Lizenz-
nehmers zur Vorbereitung des Einsatzes in einer Produktionsumgebung, wobei der Zugriff auf die Ent-
wicklungs- oder Testumgebung über ein Netzwerk nur für Entwickler oder Testpersonen möglich sein 
darf, die an Produkten des Lizenznehmers arbeiten, in denen eine lizenzierte Kopie des Produkts integ-
riert ist oder wird, und wobei die Entwicklungs- oder Testumgebung auf derselben Plattform betrie-
ben werden muss, für die eine Lizenz erworben wurde;
(b) die Verwendung des Produkts zur Sicherung der Qualität der Leistungen gegenüber den Kunden 
und Abnehmern des Lizenznehmers;
(c) die Verwendung zu unentgeltlichen Vorführungen (Produktdemonstrationen);
(d) die Speicherung des Produkts als Backup-Kopie sowie im Rahmen von Archivsystemen; sowie
(e) die Verwendung des Produkts in einem Backup-(Reserve-)System derselben Plattform, das dann 
Teil der Produktionsumgebung wird, wenn das Hauptsystem ausfällt, sodass Haupt- und Backup-Sys-
tem nie zeitgleich Teil der Produktionsumgebung sind.
Beispiel: Einsatz des Produkts an einem Programmierer-Arbeitsplatz, an dem Produkte des Lizenzneh-
mers erstellt werden.


Eine Cloud ist ein Verbund von Computern, in dem der Lizenznehmer den Bruchteil der Kapazität eines 
physischen Computers bis hin zur Kapazität mehrerer physischer Computer gleichzeitig im Rahmen 
einer einheitlichen virtualisierten Plattform-Umgebung nutzen kann, wobei sich die Identität und An-
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zahl des bzw. der physischen Computer(s), auf dem/denen die virtualisierte Plattform-Umgebung ab-
läuft, ständig verändern kann.
Beispiele: Amazon EC2, Windows Azure


Virtuelle Maschine bezeichnet eine oder mehrere virtualisierte und voneinander unabhängige Platt-
form-Umgebungen (desselben Typs einer Plattform oder unterschiedlicher Typen von Plattformen), 
die mittels Virtualisierung nicht direkt auf der Hardware eines dedizierten physischen Computers aus-
geführt, sondern durch eine ressourcenverwaltende Zwischenschicht (Hypervisor) auf diesem einen 
physischen Computer bereitgestellt werden.
Beispiel: VMware


2 Lizenzumfang
2.1 Entgeltliche Lizenzen
Dem Lizenznehmer wird durch den Erwerb einer entgeltlichen Lizenz der PDFlib GmbH das nicht-aus-
schließliche, auf Dauer eingeräumte Recht auf Nutzung des Programms in Produktionsumgebungen 
und in der vereinbarten Anzahl von Nutzungsinstanzen des Lizenznehmers gewährt, die auf der ver-
einbarten Plattform betrieben werden (Lizenz); für unentgeltliche Lizenzen gelten die Bestimmungen 
in Ziffer 2.4 und Ziffer 2.5.


Nutzungsinstanz ist
(a) bei Einsatz auf einem dedizierten physischen Computer der vereinbarten Plattform dieser Compu-
ter, auch wenn auf diesem Computer mehrere virtuelle Maschinen des vereinbarten Plattform-Typs 
parallel betrieben werden;
(b) bei Einsatz in einer Cloud die vom Lizenznehmer genutzte virtualisierte Plattform-Umgebung als 
solche (bei typischen kommerziellen Cloud-Angeboten eine dort so genannte »Instanz«).
2.2 Vertrags- und Lizenzübertragung
Die entgeltliche Lizenzvereinbarung einschließlich eines etwaigen zugehörigen Supportvertrages (Zif-
fer 6) ist im Ganzen auf einen Dritten übertragbar (Vertragsübertragung), sofern und sobald das von 
PDFlib GmbH erhältliche Lizenz-Übertragungsformular vom Lizenznehmer und vom Dritten ord-
nungsgemäß ausgefüllt wird und der PDFlib GmbH zugeht.
Unabhängig davon ist der Lizenznehmer berechtigt, jede ihm eingeräumte (Teil-)Lizenz für eine oder 
mehrere Nutzungsinstanzen isoliert an einen Dritten (Lizenzempfänger) zu übertragen (Lizenzüber-
tragung), wenn der Lizenznehmer (oder dessen Rechtsvorgänger) den Objektcode des Programms in 
ein eigenes Produkt integriert hat, sofern dieses seinem Einsatzzweck und seiner Funktionalität nach 
wesentlich über die Integration des Programms der PDFlib GmbH hinausgeht und nicht im Wesentli-
chen die gleiche Funktionalität wie andere bei Vertragsschluss vertriebene Produkte der PDFlib GmbH 
aufweist. Dabei darf jede (Teil-)Lizenz für eine oder mehrere Nutzungsinstanzen auch an unterschied-
liche Lizenzempfänger übertragen werden, solange bei dieser Lizenzaufspaltung nicht insgesamt 
mehr Nutzungsinstanzen übertragen (bzw. zurückbehalten) werden als ursprünglich lizenziert wur-
den.
2.3 Lizenz für Nicht-Produktionsumgebungen
Die nachfolgenden Regelungen dieser Ziffer 2.3 gelten für ausführbaren Objektcode der Software-Pro-
dukte der PDFlib GmbH auf allen Plattformen mit Ausnahme der Plattform IBM zSeries sowie dazu 
kompatibler Systeme.
Jedes ordnungsgemäß entgeltlich lizenzierte Programmexemplar darf durch den Lizenznehmer neben 
dem Einsatz im Rahmen der Produktionsumgebung des Lizenznehmers in dem sich aus Ziffer 2.1 erge-
benden Umfang in beliebigem Umfang im Unternehmen des Lizenznehmers in Nicht-Produktionsum-
gebungen eingesetzt werden. Bei einer Vertragsübertragung im Sinne von Ziffer 2.2 geht dieses Recht 
auf den Dritten über.
2.4 Kostenlose Produkte
Für die Produkte PDFlib FontReporter Plugin, PDFlib TET Plugin und PDFlib TET PDF IFilter (hier nur die 
Desktop-Version und nur die Nutzung in Nicht-Produktionsumgebungen) wird dem Lizenznehmer 
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eine nicht-ausschließliche, unentgeltliche, nicht-übertragbare Lizenz auf Dauer zur Anwendung des 
Programms auf beliebig vielen Computern des Lizenznehmers eingeräumt. Für diese Lizenzen finden 
die Regelungen in Ziffer 5 (Gewährleistung) und 8 (Haftung) keine Anwendung, sondern es gelten die 
gesetzlichen Vorschriften zur Schenkung.
2.5 Unentgeltliche Anwendung von Evaluierungsversionen des Programms
Für bestimmte Produkte bietet PDFlib GmbH auf ihrer Webseite kostenlos herunterladbare Versionen 
auf Basis der Lizenzbedingungen dieser Ziffer 2.5 an, die ohne Erwerb eines Lizenzschlüssels betrieben 
werden können (Evaluierungsversionen). Die Evaluierungsversionen weisen Restriktionen in der An-
wendbarkeit gegenüber der entgeltlich lizenzierten (siehe Ziffer 2.1) Version desselben Produkts auf 
(Funktionseinschränkungen), welche jeweils aus der zugehörigen Produktdokumentation ersichtlich 
sind. Für Evaluierungsversionen wird dem Lizenznehmer eine nicht-ausschließliche, unentgeltliche, 
nicht-übertragbare Lizenz auf Dauer zur Evaluierung des Programms auf beliebig vielen Computern 
des Lizenznehmers eingeräumt. Evaluierung in diesem Sinne ist die Prüfung durch den Lizenznehmer, 
ob er das Programm zur Nutzung innerhalb seiner Produktionsumgebung erwerben will, sowie die 
Entwicklung von Produkten durch den Lizenznehmer, in denen eine (später erworbene) entgeltlich li-
zenzierte Kopie des Programms oder eine Evaluierungsversion integriert wird, und deren Einsatzzweck 
über die Integration des Programms der PDFlib GmbH wesentlich hinausgeht. Integriert der Lizenz-
nehmer die Evaluierungsversion in ein eigenes Produkt der vorbeschriebenen Art, so ist er bei Weiter-
gabe seines Produkts an einen Dritten auch zur Übertragung der Lizenz an der integrierten Evalu-
ierungsversion berechtigt.
2.6 PDFlib Block Plugin
Für das PDFlib Block Plugin, welches Bestandteil des PDFlib Personalization Server ist, wird dem Lizenz-
nehmer des PDFlib Personalization Server über die in Ziffer 2.1 eingeräumte Lizenz hinaus das Recht 
eingeräumt, dieses an eine beliebige Zahl von Dritten weiterzugeben und diesen dabei das Recht ein-
zuräumen, das PDFlib Block Plugin ausschließlich für deren eigene Zwecke zu nutzen, vorausgesetzt, 
die Dritten werden bei Weitergabe vom Lizenznehmer verpflichtet, das PDFlib Block Plugin nur in der 
vorbeschriebenen Weise zu verwenden und nicht ihrerseits an weitere Personen weiterzugeben. Die-
ses Recht geht im Falle der Lizenzübertragung bezüglich des PDFlib Personalization Servers auf den Li-
zenzempfänger über.


3 Beschränkungen
3.1 Geistiges Eigentum
Das Programm und die Dokumentation sind urheberrechtlich geschütztes geistiges Eigentum der 
PDFlib GmbH.
Der Lizenznehmer hat, sofern er bei der Verarbeitung eines bestehenden PDF-Dokuments mit Hilfe 
des Programms Sperren für bestimmte Operationen (wie Drucken, Kopieren von Text) außer Kraft 
setzt, die Regelungen des Urhebergesetzes, insbesondere §§ 95a ff. deutsches UrhG bzw. Vorschriften 
anderer anwendbarer Urhebergesetze zum Schutz technischer Maßnahmen, einzuhalten. Insbeson-
dere hat der Lizenznehmer, sofern er das Programm für die Verarbeitung von solchen PDF-Dokumen-
ten benutzt, die urheberrechtlich geschützte Werke sind, sicherzustellen, dass ihm die Zustimmung 
des Rechtsinhabers zur Umgehung wirksamer technischer Maßnahmen vorliegt, soweit diese für die 
konkrete Verarbeitung notwendig ist.
3.2 Reverse Engineering und Geheimhaltung
Der Lizenznehmer verpflichtet sich, in Bezug auf das Programm keine Übersetzung, keine Disassem-
blierung sowie kein Reverse Engineering vorzunehmen, soweit dies nicht nach § 69e deutsches UrhG 
bzw. Vorschriften anderer anwendbarer Urhebergesetze zu Dekompilierung zulässig ist.
Der Lizenznehmer verpflichtet sich, ihm von PDFlib GmbH zugeteilte Lizenzschlüssel mit Ausnahme 
von Vertrags- oder Lizenzübertragungen im Sinne von Ziffer 2.2 nicht weiterzugeben oder allgemein 
zugänglich zu machen.
3.3 Aktualisierte Programmversionen (Updates) und Lizenzerweiterungen (Upgrades)
Erhält der Lizenznehmer Updates auf eine neue Hauptversion oder auf die aktuelle Korrekturversion 
oder Upgrades, so wird die neue Lizenz vorbehaltlich der nachfolgenden Regelung im Tausch gegen 
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die frühere Lizenz erteilt. Im Zeitpunkt der Auslieferung einer solchen neuen Version zuzüglich 60 Ka-
lendertagen, binnen derer sowohl die Lizenz für die ältere als auch die Lizenz für die neuere Version 
nebeneinander bestehen, endet die Lizenz für die ältere Version.


4 Lieferung
Das Programm und die Dokumentation werden ausschließlich in digitalem Format geliefert. Das Pro-
gramm, die Dokumentation sowie alle einschlägigen Korrekturversionen sind von den Webseiten der 
PDFlib GmbH abzurufen. Dem Lizenznehmer werden von PDFlib GmbH weder digitale Speichermedi-
en noch eine gedruckte Dokumentation zur Verfügung gestellt.


5 Gewährleistung
5.1 Gewährleistung für Lizenznehmer mit Sitz in der Bundesrepublik Deutschland
Hat der Lizenznehmer seinen Sitz in der Bundesrepublik Deutschland, so gelten folgende Regelungen:
Vorbehaltlich Ziffer 8 gelten die gesetzlichen Bestimmungen für die Mängelgewährleistung mit der 
Maßgabe, dass die Gewährleistungsfrist für Sachmängel (Verjährung der Mängelansprüche, § 438 
Abs. 1 BGB) ein Jahr beträgt. Dies gilt jedoch nicht für mängelbedingte Schadensersatzansprüche, die 
(a) auf Ersatz eines Körper- oder Gesundheitsschadens wegen eines von PDFlib GmbH zu vertretenden 
Mangels gerichtet oder auf grobes Verschulden der PDFlib GmbH oder ihrer gesetzlichen Vertreter 
oder ihrer Erfüllungsgehilfen gestützt sind, sowie (b) nicht für sonstige Schäden, die auf einer grob 
fahrlässigen Pflichtverletzung der PDFlib GmbH oder auf einer vorsätzlichen oder grob fahrlässigen 
Pflichtverletzung eines gesetzlichen Vertreters oder Erfüllungsgehilfen der PDFlib GmbH beruhen; in 
diesen Fällen verbleibt es bei den gesetzlichen Regelungen. Ebenso verbleibt es bei der gesetzlichen 
Verjährungsregelung hinsichtlich Mängelansprüchen bei einem Bauwerk sowie bei einer Sache, die 
entsprechend ihrer üblichen Verwendungsweise für ein Bauwerk verwendet worden ist und dessen 
Mangelhaftigkeit verursacht hat.
5.2 Gewährleistung für Lizenznehmer mit Sitz außerhalb der Bundesrepublik Deutschland
Hat der Lizenznehmer seinen Sitz nicht in der Bundesrepublik Deutschland, so gelten folgende Rege-
lungen:
Sollte das nicht vom Lizenznehmer modifizierte Programm innerhalb einer Frist von 30 Tagen nach Ab-
schluss des Lizenzvertrages den geschuldeten Eigenschaften nicht genügen, so hat PDFlib GmbH un-
verzüglich auf eigene Kosten und nach eigenem Ermessen (a) eine Korrektur oder einen Workaround 
etwaiger vom Lizenznehmer gemeldeter reproduzierbarer Fehler vorzunehmen und eine aktualisierte 
Version des Programms zur Verfügung zu stellen oder (b) gemäß diesem Vertrag gezahlte Lizenzge-
bühren zurückzuerstatten. In diesem letztgenannten Fall hat der Lizenznehmer Anwendung und Ver-
teilung des Programms umgehend einzustellen und ihm von PDFlib GmbH zugeteilte Lizenzschlüssel 
zu vernichten. Eine weitergehende Haftung der PDFlib GmbH ist ausdrücklich ausgeschlossen.


6 Supportvertrag / Supportleistungen
Der Lizenznehmer kann neben dem Erwerb der Lizenz zusätzlich gegen Zahlung einer jährlichen Ver-
gütung Supportleistungen von PDFlib GmbH in Anspruch nehmen (Supportvertrag). Dies wird verein-
bart, indem der Lizenznehmer die Supportleistung zu den von ihm bezogenen Lizenzen hinzuwählt 
und dies von PDFlib GmbH angenommen wird. Die zu erbringenden Supportleistungen beziehen sich 
stets nur auf die jeweils aktuelle Korrekturversion der vom Lizenznehmer lizenzierten Hauptversion 
und sind im Übrigen auf die Lebensdauer der an den Lizenznehmer lizenzierten Hauptversion be-
schränkt. Nach Ablauf der Lebensdauer besteht im Rahmen des Supportvertrages nur der Anspruch 
des Lizenznehmers auf die (mit der Support-Gebühr abgegoltene) Überlassung der aktuellen Haupt-
version und Supportleistungen zu dieser Version.
Hat der Lizenznehmer in Bezug auf die Laufzeit des Supportvertrages die Option zur automatischen 
Vertragsverlängerung gewählt, so verlängert sich der Supportvertrag jeweils nach einer Laufzeit von 
einem Jahr um denselben Zeitraum, sofern er nicht durch den Lizenznehmer bis einen Monat vor Ende 
der jeweiligen Laufzeit durch Erklärung in Textform gekündigt wird.
Die Möglichkeit zur außerordentlichen Kündigung aus wichtigem Grund bleibt in jedem Fall unbe-
rührt.
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Im Rahmen des Supportvertrages erbringt PDFlib GmbH die in der Spalte »bei aktivem Support (gegen 
Gebühr)« der Tabelle in Anlage 1 aufgeführten Leistungen.
Die vereinbarte Jahresgebühr für den Supportvertrag ist jeweils im Voraus zu entrichten.


7 Zahlung der Vergütung
Rechnungen der PDFlib GmbH sind spätestens 30 Tage nach Erhalt zu zahlen. Die an PDFlib GmbH zu 
zahlenden Vergütungen (Lizenzgebühren, Supportgebühren) erhöhen sich, soweit anwendbar, um die 
gesetzliche Mehrwertsteuer.


8 Haftung
8.1 Haftungsregelung für Lizenznehmer mit Sitz in der Bundesrepublik Deutschland
Hat der Lizenznehmer seinen Sitz in der Bundesrepublik Deutschland, so gelten folgende Regelungen:
Die Haftung der PDFlib GmbH für einfach fahrlässige Verletzungen von vertragswesentlichen Pflich-
ten (das heißt Pflichten, deren Erfüllung die ordnungsgemäße Durchführung des Vertrages überhaupt 
erst ermöglicht und auf deren Einhaltung der Vertragspartner regelmäßig vertrauen darf) ist auf den 
typischen und bei Vertragsschluss vorhersehbaren Schaden beschränkt. Die Haftung der PDFlib GmbH 
für einfach fahrlässige Verletzungen von nicht vertragswesentlichen Pflichten ist ausgeschlossen.
8.2 Haftungsregelung für Lizenznehmer mit Sitz außerhalb der Bundesrepublik Deutschland
Hat der Lizenznehmer seinen Sitz nicht in der Bundesrepublik Deutschland, so gelten folgende Rege-
lungen:
Keine der Parteien haftet für sich durch die Anwendung eventuell ergebende Verluste, Betriebsunter-
brechungen oder indirekte, spezielle, nebensächliche Verluste oder Folgeschäden gleich welcher Art 
(einschließlich entgangenen Gewinns) unabhängig von der Art einer Maßnahme, sei sie vertraglicher 
Art, durch unerlaubte Handlungen (einschließlich Fahrlässigkeit), strenge Produkthaftung oder auf 
sonstige Weise bedingt. Die Haftung der PDFlib GmbH ist, gleich aus welchem Rechtsgrund, (a) aus 
und im Zusammenhang mit dem Lizenzvertrag auf das Fünffache der Lizenzgebühr und (b) aus und im 
Zusammenhang mit dem Supportvertrag auf die Jahresgebühr des Supports begrenzt.
Weiter bestätigt PDFlib GmbH, Eigentümerin des Programms und berechtigt zu sein, die hier beschrie-
bene Lizenz an den Lizenznehmer vergeben zu dürfen, sowie dass das Programm nach bestem Wissen 
der PDFlib GmbH keine Rechte Dritter verletzt. Wird der Lizenznehmer in dem Fall, dass die vorge-
nannte Bestätigung falsch ist, wegen entgegenstehender Rechte eines Dritten die Nutzung des 
Programms verboten, so wird PDFlib GmbH nach eigener Wahl (a) dem Lizenznehmer das Recht ver-
schaffen, das Programm weiter zu nutzen, oder (b) das Programm ohne erhebliche Nutzungsein-
schränkungen modifizieren bzw. austauschen, sodass es die Rechte des Dritten nicht verletzt. Weiter-
gehende Ansprüche gegen die PDFlib GmbH sind ausgeschlossen.


9 Datenschutz
PDFlib GmbH erhebt, verarbeitet, nutzt und übermittelt personenbezogene Daten ausschließlich, so-
weit dies zum Zweck der Abwicklung und Erfüllung der Vertragsbeziehung mit dem Lizenznehmer 
notwendig ist.


10 Geltendes Recht
Für diesen Vertrag gilt das Recht des Staates, in dem der Lizenznehmer seinen Sitz hat, jedoch unter 
Ausschluss des UN-Kaufrechts sowie unter Ausschluss der Kollisionsvorschriften des Internationalen 
Privatrechts.


11 Gerichtsstand
Ausschließlicher Gerichtsstand für sämtliche Streitigkeiten aus und im Zusammenhang mit dem 
Kauf-, Lizenz- und/oder Supportvertrag ist für Ansprüche des Lizenznehmers der Sitz der PDFlib GmbH, 
für Ansprüche der PDFlib GmbH nach ihrer Wahl der Sitz des Lizenznehmers oder der Sitz der PDFlib 
GmbH. Etwaige gesetzliche Regelungen zur Erhebung von Widerklagen der anderen Partei am Ort der 
ursprünglichen Klage bleiben jedoch unberührt.
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Anlage 1: Supportleistungen


Leistungsmerkmal Beispiel
Gewährleistung
(kostenlos)


bei aktivem Support
(gegen Gebühr)


Reaktionszeit bei einem Supportfall 
(die tatsächliche Fehlerbehebung kann 
länger dauern)


undefiniert 2 Arbeitstage


Zeitraum der Unterstützung für ein 
Produkt


Deutschland: 1 Jahr
sonst: 30 Tage


Lebensdauer des Pro-
dukts (jeweils nur aktu-
elle Version)


Korrektur1 oder Workaround für einen 
Fehler


1. Realisiert durch eine Korrekturversion für alle lizenzierten Plattformen und die jeweils benutzte Sprachbindung.


inbegriffen, soweit ge-
setzlich vorgeschrieben


inbegriffen


Anpassungen für eine neuere Version 
einer Betriebssystemplattform, die zur 
vorhergehenden nicht vollständig 
kompatibel ist1.


Windows 8 erfordert 
Anpassungen an Pro-
grammen, die unter 
Windows 7 liefen.


nicht inbegriffen inbegriffen


Anpassungen für eine neue Hauptver-
sion einer Sprachbindung, die zur vor-
hergehenden nicht vollständig 
kompatibel ist1.


PHP 7 erfordert die An-
passung der PDFlib-
Sprachbindung für 
PHP 5


nicht inbegriffen inbegriffen


Anpassungen für die Korrekturversion 
einer Sprachbindung, die nicht die ak-
tuelle Version ist, bisher aber unter-
stützt wurde und die Korrekturversion 
der Sprache nicht vollständig kompati-
bel zur vorhergehenden ist1.


PHP 5.4.1 erfordert die 
Anpassung der PDFlib-
Sprachbindung für 
PHP 5.4.0, obwohl be-
reits PHP 5.5 unterstützt 
wird.


nicht inbegriffen inbegriffen


Update auf die aktuelle Korrekturver-
sion des lizenzierten Produkts


Wechsel von PDFlib 
9.0.1 auf PDFlib 9.0.2


zum Listenpreis für Kor-
rekturversions-Updates


kostenlos


Update auf die aktuelle Hauptversion 
des lizenzierten Produkts


Wechsel von PDFlib 8 
auf PDFlib 9


zum Listenpreis für 
Hauptversions-Updates


kostenlos


Informationen zur Veröffentlichung 
neuer Haupt- oder Korrekturversionen


– per E-Mail


Upgrade zur aktuellen Korrekturver-
sion eines höherwertigen Produkts der 
gleichen Hauptversion zum Listenpreis 
für Upgrades


Wechsel von PDFlib 9 
auf PDFlib+PDI 9


binnen 1 Jahr nach Frei-
gabe der nächsten 
Hauptversion möglich


für die Lebensdauer des 
Produkts möglich


Nachkauf weiterer Lizenzen des lizen-
zierten Produkts zum Listenpreis


Lizenznehmer setzt 
PDFlib 8 ein und benö-
tigt weitere Lizenzen 
dieser Version, obwohl 
bereits PDFlib 9 verfüg-
bar ist.


binnen 1 Jahr nach Frei-
gabe der nächsten 
Hauptversion möglich


für die Lebensdauer des 
Produkts möglich
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Conditions générales de licence et d'assistance
PDFlib GmbH, Franziska-Bilek-Weg 9, D-80339 Munich, Allemagne
Téléphone : +49 • 89 • 452 33 84-0 Fax : +49 • 89 • 452 33 84-99


sales@pdflib.com, support@pdflib.com, www.pdflib.com


1 Généralités
1.1 Champ d’application
Les présentes conditions de licence et d'assistance sont valables pour la totalité des produits de 
PDFlib GmbH. PDFlib GmbH livre ses produits et fournit ses prestations exclusivement aux usagers 
professionnels et non aux consommateurs.
Les dispositions prévues ci-dessous aux paragraphes 2 à 5 concernent les licences du Programme 
achetées par le licencié ou le cas échéant mises à disposition à titre gratuit pour son usage, celles du 
paragraphe 6 se rapportent au contrat d'assistance du Programme (maintenance de logiciel) qui peut 
être éventuellement conclu en supplément et celles prévues aux paragraphes 7 à 11 concernent des 
conditions communes au contrat de licence et au contrat d'assistance.
1.2 Produits sous licence
Les contrats de licence conclus par PDFlib GmbH sur la base des présentes conditions de licence et 
d'assistance concernent exclusivement le code objet exécutable et ne confère aucun droit sur le code 
source des produits, sauf convention contraire explicite. Dans le présent contrat, le ou les produits sous 
licence accordés au licencié de PDFlib GmbH sont ci-après nommés « le Programme ». Le Programme 
est livré sous forme informatique avec un manuel dans lequel vous trouverez la description des 
caractéristiques du produit et le mode d’utilisation (« la Documentation »).
1.3 Configuration système requise
Avant l’acquisition d’un programme, le licencié doit s’assurer à l’aide de la documentation (librement 
consultable avant acquisition), que la plate-forme prévue pour l’utilisation du programme 
(cf. paragraphe 1.4) correspond à la configuration système spécifiée dans la documentation. 
Le programme satisfait uniquement aux caractéristiques et services de l'assistance technique 
spécifiés dans la documentation sous la forme de corrections, solutions de rechange ou d’adaptations 
qui ne peuvent être apportées que si le programme est installé sur la plate-forme indiquée dans la 
documentation.
1.4 Définitions
Les définitions suivantes s’appliquent dans le cadre des présentes conditions :


Une plate-forme est un ensemble formé par le système d’exploitation et le matériel informatique. 
Les versions entièrement compatibles du système d’exploitation et/ou du matériel informatique sont 
appréhendées comme une plate-forme. Néanmoins, les versions de bureau et les serveurs de 
Windows représentent des plates-formes différentes.
Exemples : Windows XP/Vista/7/8/10 (sans Windows Server) x86/x64 est une plate-forme. Solaris x86/x64/
sparc est une plate-forme.


Un produit est un logiciel de PDFlib GmbH pour une plate-forme définie.
Exemples : PDFlib pour Windows Server x86/x64 ; PDFlib+PDI pour Linux x86


Une version majeure (major release) signifie qu’il s’agit de la nouvelle version d’un produit dont les 
fonctionnalités ont été développées de manière significative.
Exemples : PDFlib 9 ; TET 5


Une version mineure (minor release ou version de maintenance) est la nouvelle version d’un produit 
dans laquelle les bogues ont été corrigés et qui adapte le produit à une nouvelle version du système 
d’exploitation ou à un binding de langage, etc. Les versions mineures ne présentent cependant pas de 
développement significatif des fonctionnalités. Une telle version est expressément mentionnée.
Exemple : PLOP 5.1 est la version mineure de PLOP 5.
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Une mise à jour d’une nouvelle version majeure (mise à jour majeure) convertit une licence du produit 
existant en une licence pour la nouvelle version majeure d’un produit identique destiné à une plate-
forme identique.
Exemple : Remplacement de PDFlib 8 pour Windows XP/Vista/7/8/10 par PDFlib 9 pour Windows XP/Vista/
7/8/10


Une mise à jour de la version actuelle mineure (mise à jour mineure) convertit une licence pour une 
ancienne version mineure en une licence pour la version mineure actuelle destinée à une plate-forme 
identique. Les codes d’accès pour la licence d’origine sont mis à jour en cas de version mineure.
Exemple : Remplacement de PDFlib 9.0.1 pour Linux par PDFlib 9.0.5 pour Linux


Un niveau supérieur convertit une licence existante pour un produit donné en une licence pour la 
version majeure correspondante d’un produit de meilleure qualité ce qui implique que les 
fonctionnalités du produit d’origine ont été développées.
Exemple : Remplacement de PDFlib 9 par PDFlib+PDI 9 ou de PDFlib+PDI 9 par PPS 9


Une erreur (bogue) est une anomalie du comportement, une sortie PDF que Adobe Acrobat refuse 
comme défectueuse ou le blocage du logiciel, sous réserve que des données d’entrée adéquates aient 
été utilisées et que toutes les conditions de compatibilité ont été respectées.
Exemple : PDFlib ne convertit pas correctement une image JPEG en PDF bien que selon la Documentation, 
cela soit possible.


Un binding de langage est une version d’un produit utilisée en rapport avec une version de plate-
forme spécifique d’un langage de programmation ou d’un environnement de développement intégré.
Exemples : PHP 7.0 sur Linux ; Java 1.7 sur Windows ;.NET 4.0 sur Windows


La durée de vie d’un produit définit la durée pour laquelle nous garantissons un support de ce produit 
(dans le cas d’un contrat d'assistance valable). La durée de vie est définie pour chaque version majeure 
d’un produit et est annoncée sur www.pdflib.com.
Exemple : La durée de vie de PDFlib 9 expire en 3/2018.


Un environnement professionnel désigne toute utilisation des produits sous licence par le licencié 
à l’exception de l’utilisation dans des environnements non professionnels.
Exemple : utilisation du produit pour générer des factures PDF qui sont envoyées au client du licencié.


Un environnement non professionnel désigne les types suivants d’utilisation des produits sous 
licence :
(a) l’utilisation du produit dans le cadre d’un environnement de développement ou de test du licencié 
en vue de la préparation de l’utilisation dans un environnement professionnel, pour lequel l’accès 
à l’environnement de développement ou de test ne doit être possible que par le biais d’un réseau 
réservé aux développeurs ou aux personnes effectuant les tests, travaillant avec les produits du 
licencié dans lesquels une copie sous licence du produit est et sera intégrée, et pour lequel 
l’environnement de développement ou de test doit être exploité sur la même plate-forme pour 
laquelle une licence a été acquise ;
(b) l’utilisation du produit pour assurer la qualité des prestations vis-à-vis des clients du licencié ;
(c) l’utilisation à des fins de représentations gratuites (démonstrations de produits) ;
(d) l’enregistrement du produit en tant que copie de sauvegarde ainsi que dans le cadre de systèmes 
d’archives ; ainsi que
(e) l’utilisation du produit dans un système de sauvegarde pour la plate-forme identique, qui 
appartiendra ensuite à l’environnement professionnel, si le système principal tombe en panne, de 
sorte que le système principal et le système de sauvegarde ne fassent jamais partie ensemble et 
simultanément de l’environnement professionnel.
Exemple : utilisation du produit sur le poste de travail d’un programmeur, sur lequel des produits du licencié 
sont installés.
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Un cloud désigne une interconnexion de plusieurs ordinateurs, dans laquelle le licencié peut utiliser 
simultanément une fraction de la capacité d’un ordinateur physique jusqu’à celle de plusieurs 
ordinateurs physiques dans le cadre d’un environnement virtualisé de plate-forme homogène, où 
peuvent constamment être modifiés l’identité et le nombre d’ordinateur(s) physique(s) sur le(s)quel(s) 
l’environnement virtualisé de plate-forme est installé.
Exemples : Amazon EC2, Windows Azure


Une machine virtuelle désigne un ou plusieurs environnement(s) virtualisé(s) de plate-forme et 
indépendant(s) les uns des autres (du même type ou de type différent que les plates-formes), qui grâce 
à la virtualisation ne sont pas directement lancés sur un ordinateur physique spécifique, mais mis en 
place sur cet ordinateur physique par le biais d’une couche intermédiaire de gestion des ressources 
(hyperviseur).
Exemple : VMware


2 Licences
2.1 Licences payantes
L’achat d’une licence confère au licencié le droit non exclusif pour une durée illimitée d’utiliser le 
Programme dans le cadre d’environnements professionnels et sur un nombre d’instances d’utilisation 
appartenant au licencié, nombre convenu entre les parties, et d’utiliser la plate-forme convenue entre 
les parties (licence) ; en ce qui concerne les licences à titre gratuit, les dispositions prévues aux 
paragraphes 2.4 et 2.5 sont applicables.


L’instance d’utilisation désigne
(a) lors de l’utilisation sur un ordinateur physique spécifique, la plate-forme convenue de cet 
ordinateur, même si plusieurs machines virtuelles du type de plate-forme convenue sont installées en 
parallèle sur cet ordinateur ;
(b) lors de l’utilisation dans un cloud, l’environnement virtualisé de plate-forme utilisé par le licencié 
en tant que tel (ce qu’on appelle « instance » dans des clouds typiquement commerciaux).
2.2 Transfert de contrat et transfert de licence
L’accord de licence acheté, avec l’éventuel contrat d’assistance correspondant (paragraphe 6) peut être 
cédé dans son ensemble à un tiers (transfert de contrat) dans la mesure où et dès que le formulaire de 
cession mis à disposition par PDFlib GmbH est dûment rempli et que PDFlib GmbH l’a réceptionné.
Indépendamment, le licencié est autorisé à transférer (transfert de licence) à un tiers (bénéficiaire) 
toute licence (partielle) qui lui a été concédée pour une ou plusieurs instance(s) d’utilisation, si le 
licencié (ou la personne détenant ses droits) a intégré le code objet du Programme dans son propre 
produit, dans la mesure où son but d’utilisation et sa fonction excèdent fondamentalement 
l’intégration du Programme de PDFlib GmbH et ne présentent pas essentiellement la même fonction 
que les autres produits de PDFlib GmbH distribués à la conclusion du contrat. Chaque licence 
(partielle) peut être transférée pour une ou plusieurs instances d’utilisation à différents bénéficiaires, 
dans la mesure où dans le cadre de cette division de licence le nombre total d’instances d’utilisation 
transmises (ou contenues) ne dépasse pas le nombre qui a été attribué à l’origine avec la licence.
2.3 Licence pour les environnements non professionnels
Les dispositions prévues ci-dessous du paragraphe 2.3 sont applicables au code objet des produits 
logiciels de PDFlib GmbH exécutable sur toutes les plates-formes à l’exception de IBM zSeries et des 
systèmes qui leur sont compatibles.
Chaque exemplaire du Programme sous licence peut être installé par le licencié, en plus de l’utilisation 
dans le cadre de l’environnement professionnel du licencié, découlant du paragraphe 2.1 quelle que 
soit l’étendue dans l’entreprise du licencié dans des environnements non professionnels. En cas de 
transfert de contrat au sens du paragraphe 2.2 ce droit est passé au tiers.
2.4 Produits à titre gratuit
Pour les PDFlib FontReporter Plugin, PDFlib TET Plugin et PDFlib TET PDF IFilter (uniquement en version 
de bureau et pour une utilisation dans des environnements non professionnels), il est conféré au 
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licencié une licence à titre gratuit non cessible et non exclusive pour une durée illimitée aux fins d’une 
utilisation du Programme sur un nombre illimité d’ordinateurs appartenant au licencié. Les 
dispositions prévues au paragraphe 5 (Garantie) et au paragraphe 8 (Responsabilité) ne sont pas 
applicables pour ces licences ; dans ce cas, les lois en vigueur sur la donation s’appliquent.
2.5 Utilisation à titre gratuit des versions d’évaluation d’un Programme
Pour chaque produit PDFlib GmbH met à disposition sur son site Internet des versions téléchargeables 
gratuites se basant sur les conditions de licence de ce paragraphe 2.5, pouvant être exploitées sans 
avoir besoin d’acquérir une clé de licence (versions d’évaluation). Les versions d’évaluation font 
apparaître des restrictions d’utilisation par rapport aux versions sous licence payantes (voir 
paragraphe 2.1) du même produit (fonctionnalités limitées), disponibles dans la documentation 
produit correspondante. Pour les versions d’évaluation, il est conféré au licencié une licence à titre 
gratuit, non cessible et non exclusive pour une durée illimitée aux fins d’une évaluation du 
Programme sur un nombre illimité d’ordinateurs appartenant au licencié. Évaluation signifie que le 
licencié peut essayer le Programme et déterminer s’il souhaite acquérir celui-ci pour une utilisation 
dans son environnement professionnel et qu’il peut développer des produits dans lesquels une copie 
sous licence du Programme (acquise ultérieurement) ou une version d’évaluation sont intégrées dont 
le but d’utilisation excède fondamentalement l’intégration du Programme de PDFlib GmbH. Si le 
licencié intègre la version d’évaluation dans l’un de ses propres produits aux qualités précitées, il est 
autorisé à céder la licence de la version d’évaluation intégrée lorsqu’il transmet son produit à une 
tierce personne.
2.6 PDFlib Block Plugin
Pour PDFlib Block Plugin qui est un composant de PDFlib Personalization Server, il est accordé au 
licencié du PDFlib Personalization Server, outre les droits de licence conférés par les dispositions 
prévues au paragraphe 2.1, le droit de transmettre le programme à un nombre illimité de tiers à qui il 
pourra conférer le droit d’utiliser le programme PDFlib Block Plugin pour leur propre usage, à condition 
que le licencié engage les tiers, lorsqu’il transmet les données, à utiliser PDFlib Block Plugin 
uniquement selon ce qui a été mentionné ci-dessus et à ne pas transmettre le programme à autrui. 
Ce droit passe au bénéficiaire dans le cas du transfert de licence concernant le serveur de 
personnalisation de PDFlib.


3 Limitations
3.1 Propriété intellectuelle
Le Programme et la Documentation sont protégés par les droits de la propriété intellectuelle de PDFlib 
GmbH.
Le licencié doit, dans la mesure où lors d’une modification d’un document PDF existant à l’aide du 
Programme il bloque complètement certaines fonctions (comme l’impression, la copie d’extraits du 
texte), se conformer aux règlementations concernant le droit d’auteur, particulièrement les 
paragraphes §§ 95a suiv. de la loi allemande sur le droit d’auteur (UrhG) ou à d’autres lois en vigueur 
sur le droit d’auteur pour la protection des mesures techniques. Le licencié doit notamment, dans la 
mesure où il utilise le Programme pour la modification de documents PDF de ce type, qui sont des 
œuvres protégées par le droit d’auteur, garantir qu’il possède l’accord du titulaire du droit pour le 
contournement des mesures techniques efficaces, tant que celui-ci est nécessaire pour la modification 
concrète.
3.2 Ingénierie inverse et confidentialité
Le licencié s’engage à n’effectuer ni traduction ni désassemblage et ni d’ingénierie inverse du 
programme sauf si les clauses du § 69e de la loi allemande sur le droit d’auteur (UrhG) ou d’autres lois 
en vigueur sur le droit d’auteur pour la décompilation l’y autorisent.
Le licencié s’engage à ne pas communiquer ni rendre accessible la clé de licence qui lui a été attribuée 
par PDFlib GmbH à l’exception des transferts de contrat ou de licences au sens du paragraphe 2.2.
3.3 Versions actualisées du programme (mise à jour) et développement des licences 
(niveau supérieur)
Si le licencié reçoit des mises à jour sur une nouvelle version majeure ou sur la version mineure 
actuelle ou des niveaux supérieurs, la nouvelle licence est accordée sous réserve de la réglementation 
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ci-dessous en échange de la licence antérieure. La licence pour la version antérieure se termine au 
moment de la livraison de la nouvelle version, majorée de 60 jours calendaires pendant lesquels la 
licence pour l’ancienne version et la licence pour la nouvelle version coexistent.


4 Livraison
Le Programme et la Documentation sont livrés exclusivement sous forme électronique. Le Programme, 
la Documentation et toutes les versions mineures s’y rapportant se téléchargent sur le site internet 
de PDFlib GmbH. PDFlib GmbH ne met à la disposition du licencié ni support d’enregistrement ni 
documentation sur papier.


5 Garantie
5.1 Garantie pour les licenciés domiciliés en République fédérale d’Allemagne
Si le licencié est domicilié en République fédérale d’Allemagne, les dispositions suivantes sont 
applicables :
Sous réserve de la clause au paragraphe 8, les dispositions légales sur la garantie des vices sont 
applicables (délai de prescription du droit pour défaut de la chose, § 438 Section 1 BGB, Code civil 
allemand) sous réserve d’un délai de garantie pour défauts d’un an. Néanmoins, ceci ne s’applique pas 
en cas de demandes de dommages-intérêts dues à des vices de la chose et qui impliquent un 
dédommagement suite à un préjudice corporel ou une atteinte à la santé causés par un défaut dont 
PDFlib GmbH est responsable, par une faute lourde de PDFlib GmbH ou de ses représentants légaux 
ou de ses auxiliaires d’exécution, ou dans le cas (b) d’autres dommages qui reposent sur le non respect 
intentionnel ou grave d’une obligation de la part de PDFlib GmbH ou sur le non respect intentionnel 
ou grave d’un représentant légal ou auxiliaire d’exécution de PDFlib GmbH ; dans ces cas, les lois en 
vigueur sont applicables. Le régime de prescription en vigueur s’applique également en cas de droits 
à garantie en ce qui concerne une construction ainsi qu’une chose qui a été utilisée pour une 
construction conformément à son mode d’utilisation habituelle et qui a causé sa défectuosité.
5.2 Garantie pour les clients domiciliés hors de République fédérale d’Allemagne
Si le licencié est domicilié hors de la République fédérale d’Allemagne, les dispositions suivantes sont 
applicables :
Dans le cas où, dans un délai de 30 jours à compter de la conclusion du contrat, le programme, sous 
réserve de non modification de la part du licencié, ne devait pas satisfaire les qualités exigées, PDFlib 
GmbH se doit, sans délai, à ses frais et à sa discrétion, (a) d’effectuer une correction ou de proposer une 
solution de rechange de toutes erreurs reproductibles signalées par le licencié et de mettre à 
disposition une version actualisée du programme ou (b) conformément au présent contrat, de 
rembourser le montant de la somme perçue pour la licence. Dans ce dernier cas, le client se doit sans 
délai de ne plus utiliser ni distribuer le Programme et de détruire le code d’accès attribué par PDFlib 
GmbH. PDFlib GmbH exclut expressément toute autre responsabilité.


6 Contrat d'assistance / Services de l'assistance technique
Outre l’acquisition de la licence, le licencié peut profiter des services de l'assistance technique de 
PDFlib GmbH contre paiement d’un abonnement annuel (contrat d'assistance). Lorsque le licencié 
aura opté pour le service d'assistance de la licence achetée et PDFlib GmbH aura accepté sa décision, le 
contrat est conclu. Les prestations d'assistance à apporter concernent toujours uniquement la version 
mineure actuelle de la version majeure pour laquelle la licence a été attribuée au licencié et sont au 
demeurant limitées à la durée de vie de la version majeure pour laquelle la licence a été accordée au 
licencié. Après expiration de la durée de vie, le licencié, dans le cadre du contrat d'assistance, n’a plus 
que le droit de mise à disposition de la version majeure actuelle (une fois le paiement acquitté au 
support) et des prestations d'assistance pour cette version.
Si, pour la durée du contrat d'assistance, le licencié choisit un renouvellement annuel automatique, 
le contrat d'assistance est renouvelé à chaque fois au terme d’un an pour une nouvelle durée d’un an, 
à moins que le licencié n’ait résilié son contrat par écrit au plus tard un mois avant l’expiration de la 
durée de validité.
La possibilité de résilier pour des motifs importants reste acquise.







Page FR-6 de 7Conditions générales de licence et de support de PDFlib GmbH, mise à jour juillet 2016


Dans le cadre du contrat d'assistance, PDFlib GmbH fournit les prestations figurant dans la colonne 
« en cas d'assistance activée (contre paiement) » du tableau de l’annexe 1.
L’abonnement annuel convenu pour le contrat d'assistance doit être versé au préalable.


7 Paiement de l’abonnement
Les factures de PDFlib GmbH sont payables au plus tard 30 jours après réception. Aux paiements 
à effectuer à l’attention de PDFlib GmbH (les coûts de licence, d'assistance), doit s’ajouter, le cas 
échéant, la taxe sur la valeur ajoutée en vigueur.


8 Responsabilité
8.1 Responsabilité des clients domiciliés en République fédérale d’Allemagne
Si le licencié est domicilié en République fédérale d’Allemagne, les dispositions suivantes sont 
applicables :
En qui concerne les manquements par simple négligence aux obligations contractuelles essentielles 
(à savoir, les obligations dont l’accomplissement est la condition préalable à la bonne exécution du 
contrat et en respect desquelles le client est en droit d’avoir confiance, la responsabilité de PDFlib 
GmbH est limitée aux dommages caractéristiques et prévisibles à la conclusion du contrat. PDFlib 
GmbH décline toute responsabilité pour les manquements par simple négligence aux obligations qui 
ne sont pas essentiellement contractuelles.
8.2 Responsabilité des clients domiciliés hors de la République fédérale d’Allemagne
Si le licencié est domicilié hors de la République fédérale d’Allemagne, les dispositions suivantes sont 
applicables :
Aucune des parties n’est responsable de pertes, d’interruptions du système ou de pertes accessoires, 
spécifiques ou indirectes ou de dommages indirects de toute sorte (y compris les pertes de gains) 
causés éventuellement par l’utilisation, indépendamment des mesures prises par rapport au contrat, 
qu’il s’agisse d’actes illicites (négligence inclue), de la responsabilité absolue du produit ou autres. 
La responsabilité de PDFlib GmbH est limitée, quel qu’en soit le fondement juridique, (a) 
conformément et en rapport avec le contrat de licence, à cinq fois le montant de la licence et (b) 
conformément et en rapport avec le contrat d'assistance au montant de l’abonnement annuel.
PDFlib GmbH confirme être propriétaire du Programme et autorisée à pouvoir accorder au licencié la 
licence décrite dans la présente et en toute bonne foi que le Programme ne porte pas atteinte aux 
droits de tiers. Si le licencié se trouvait être dans le cas où la confirmation susmentionnée est fausse, 
en raison de droits contraires d’un tiers d’interdire l’utilisation du programme, PDFlib GmbH selon ses 
propres choix (a) confèrerait au licencié le droit de continuer à utiliser le Programme, ou (b) modifierait 
ou remplacerait le Programme sans restriction d’utilisation importante, de sorte qu’aucun droit de 
tiers ne soit enfreint. D’autres exigences envers PDFlib GmbH sont exclues.


9 Protection des données
PDFlib GmbH collecte, traite, exploite et transmet les données à caractère personnel uniquement dans 
la mesure où cela s’avère nécessaire à l’exécution et à l’accomplissement du contrat.


10 Droit prévu par la législation en vigueur
En ce qui concerne ce contrat, le droit applicable est celui de l’État dans lequel le licencié est domicilié, 
néanmoins à l’exclusion de la Convention des Nations-Unies sur la vente internationale des 
marchandises et des conflits de lois du droit privé international.


11 Juridiction compétente
Pour tous litiges issus ou en rapport avec les contrats de vente, de licence et/ou d'assistance, seuls les 
tribunaux du domicile du licencié de PDFlib GmbH sont compétents en ce qui concerne les droits dudit 
licencié ; en ce qui concerne les droits de PDFlib GmbH seront compétents, selon le choix de ces 
derniers, les tribunaux du domicile du licencié ou de celui de PDFlib GmbH. Toutes dispositions légales 
concernant l’introduction d’une demande reconventionnelle de la partie adverse à la juridiction 
compétente où a été déposée la requête d’origine persistent.
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Annexe 1 : Services d'assistance


Services Exemple
Garantie
(gratuite)


En cas d'assistance 
activée (contre 
paiement)


Réponse dans le cas d’une 
maintenance (le temps réel imparti à 
la correction peut être plus long)


illimité deux jours ouvrés


Durée de maintenance pour un 
produit


Allemagne : 1 an
Autres : 30 jours


Durée de vie du produit 
(respectivement la 
version actuelle)


Correction1 ou solution de rechange en 
cas d’erreur


1. Réalisée au moyen d’une version mineure pour toutes les plates-formes sous licence et pour chaque binding de
langage utilisé.


inclus, selon les 
dispositions légales


inclus


Mise à jour de la nouvelle version 
d’une plate-forme de système 
d’exploitation qui n’est pas 
entièrement compatible avec la 
version antérieure1.


Windows 8 nécessite 
une mise à jour des 
programmes utilisés sur 
Windows 7.


non inclus inclus


Mise à jour du binding de langage 
d’une version majeure qui n’est pas 
entièrement compatible avec la 
version antérieure1.


PHP 7 nécessite une 
mise à jour du binding 
de langage de PHP 5


non inclus inclus


Mise à jour de la version mineure d’un 
binding de langage, qui n’est pas la 
version actuelle mais jusqu’à présent a 
été supportée et qui n’est pas 
entièrement compatible avec la 
version antérieure1.


PHP 5.4.1 nécessite une 
mise à jour du binding 
de langage PDFlib de 
PHP 5.4.0, alors que 
PHP 5.5 est déjà 
supporté.


non inclus inclus


Mise à jour de l’actuelle version 
mineure du produit sous licence


Remplacement de 
PDFlib 9.0.1 par 
PDFlib 9.0.2


au prix catalogue des 
mises à jour des 
versions mineures


gratuit


Mise à jour de l’actuelle version 
majeure du produit sous licence


Remplacement de 
PDFlib 8 par PDFlib 9


au prix catalogue des 
mises à jour des 
versions majeures


gratuit


Informations sur la sortie de nouvelles 
versions majeures et mineures


– par E-Mail


Niveau supérieur de l’actuelle version 
mineure d’un produit de qualité 
supérieure d’une version majeure 
identique au prix catalogue des 
niveaux supérieurs


Remplacement de 
PDFlib 9 par 
PDFlib+PDI 9


possible dans le délai d’1 
an après la mise à 
disposition de la 
nouvelle version 
majeure


possible pour la durée 
de vie du produit


Achat ultérieur de licences 
supplémentaires d’un produit sous 
licence au prix catalogue


Le licencié utilise PDFlib 
8 et a besoin de licences 
supplémentaires bien 
que PDFlib est 
disponible.


possible dans l’espace 
d’1 an après la mise à 
disposition de la 
nouvelle version 
majeure


possible pour la durée 
de vie du produit







Pagina IT-1 di 7PDFlib GmbH - Condizioni generali di licenza e di assistenza, Edizione luglio 2016


Condizioni generali di licenza e di assistenza
PDFlib GmbH, Franziska-Bilek-Weg 9, D-80339 Monaco, Germania


Telefono +49 • 89 • 452 33 84-0 Fax +49 • 89 • 452 33 84-99
sales@pdflib.com, support@pdflib.com, www.pdflib.com


1 Generalità
1.1 Campo di validità
Le presenti Condizioni di licenza e di assistenza si applicano a tutti i prodotti della società PDFlib 
GmbH. PDFlib GmbH fornisce le proprie forniture e prestazioni esclusivamente ad altre società e non 
ai consumatori.
Le seguenti disposizioni di cui ai punti da 2 a 5 si riferiscono a licenze relative al programma acquistate 
dal licenziatario stesso o messe a sua disposizione a titolo gratuito, quelle di cui al punto 6 ad un 
eventuale rapporto di assistenza (manutenzione del software) relativo al programma, i punti da 7 a 11 
si riferiscono unitariamente a entrambi i rapporti.
1.2 Prodotti con licenza
I contratti di licenza stipulati dalla società PDFlib GmbH sulla base delle Condizioni generali di licenza 
e di assistenza si riferiscono esclusivamente a codici oggetto eseguibili e non contemplano alcun 
diritto sul codice sorgente dei prodotti, a meno che ciò non sia stato espressamente concordato. 
Ai prodotti oggettivamente concessi in licenza al licenziatario della società PDFlib GmbH viene fatto 
riferimento nel presente contratto con la denominazione generica di «il programma». Il programma 
viene fornito con un manuale in formato elettronico in cui sono descritte le caratteristiche del 
programma e le modalità d'uso («la documentazione»).
1.3 Requisiti di sistema
Prima dell'acquisto di un programma il licenziatario è tenuto a verificare sulla base della 
documentazione disponibile (anche quella liberamente accessibile prima dell'acquisto) che la 
piattaforma prevista per l'utilizzo del programma (cfr. punto 1.4) sia conforme ai requisiti di sistema 
specificati nella documentazione stessa. Il programma soddisfa i requisiti descritti nella 
documentazione, e i servizi di assistenza sotto forma di correzioni, workaround e adattamenti 
possono essere forniti, solo se il programma viene utilizzato sulla piattaforma specificata nella 
documentazione.
1.4 Definizioni
Nel contesto di queste condizioni valgono le seguenti definizioni:


Una piattaforma è una combinazione tra un sistema operativo e una o più architetture hardware. 
Le versioni completamente compatibili di sistema operativo e/o hardware vengono considerate come 
un'unica piattaforma, tuttavia nel caso di Windows le versioni server e le versioni desktop sono 
piattaforme differenti.
Esempi: Windows XP/Vista/7/8/10 (senza Windows Server) x86/x64 è una piattaforma. Solaris x86/x64/
sparc è una piattaforma.


Un prodotto è un software offerto della società PDFlib GmbH per una determinata piattaforma.
Esempi: PDFlib 9 per Windows Server x86/x64; PDFlib+PDI 9 per Linux x86


Una versione principale (major release) è una versione nuova di un prodotto con estensione 
significativa delle funzionalità.
Esempi: PDFlib 9; TET 5


Una versione corretta (minor release o maintenance release) è una nuova versione di un prodotto che 
elimina gli errori, rende il prodotto compatibile con nuove versioni di un sistema operativo o di un 
language binding e così via. Le versioni corrette tuttavia non contengono alcuna estensione 
significativa delle funzionalità. Una versione corretta è esplicitamente contrassegnata come tale.
Esempio: PLOP 5.1 è una versione corretta di PLOP 5.
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Un update ad una nuova versione principale (major update) converte una licenza in essere in una 
licenza per una versione principale più recente dello stesso prodotto destinato alla stessa piattaforma.
Esempio: Passaggio da PDFlib 8 per Windows XP/Vista/7/8/10 a PDFlib 9 per Windows XP/Vista/7/8/10


Un update alla versione corretta corrente (minor update) trasforma la licenza di una versione corretta 
meno recente in una licenza per la versione corretta corrente destinata alla stessa piattaforma. 
Nella versione corretta vengono aggiornate le chiavi di licenza della licenza originale.
Esempio: Passaggio da PDFlib 9.0.1 per Linux a PDFlib 9.0.5 per Linux


Un upgrade trasforma una licenza già in essere per un prodotto in una licenza concessa per la stessa 
versione principale di un prodotto di valore superiore, il quale dal punto di vista funzionale 
rappresenta un'estensione del primo prodotto.
Esempio: Passaggio da PDFlib 9 a PDFlib+PDI 9 o da PDFlib+PDI 9 a PPS 9


Un errore (bug) è uno scostamento rispetto al comportamento documentato, un'edizione PDF che 
viene rifiutata da Adobe Acrobat in quanto difettosa o un crash del software, a condizione che siano 
stati utilizzati dati di immissione appropriati e che siano state rispettate tutte le condizioni di 
contorno documentate.
Esempio: PDFlib non converte correttamente un'immagine JPEG nel formato PDF, anche se secondo la 
documentazione ciò dovrebbe essere possibile.


Un language binding è la versione eseguibile di un prodotto che consente l'utilizzo di una versione 
specifica di linguaggio di programmazione o di un ambiente di programmazione per una determinata 
piattaforma.
Esempi: PHP 7.0 su Linux; Java 1.7 su Windows; .NET 4.0 su Windows


La vita di un prodotto definisce il periodo per il quale vengono forniti interventi di assistenza per il 
prodotto interessato (a fronte di un contratto di assistenza valido). La vita di un prodotto viene definita 
per ogni versione principale di un prodotto e viene pubblicata su www.pdflib.com.
Esempio: La vita del prodotto PDFlib 9 terminerà il 3/2018.


L'ambiente produttivo definisce qualsiasi utilizzo dei prodotti con licenza da parte del licenziatario, ad 
eccezione dell'utilizzo in ambienti non produttivi.
Esempio: Uso del prodotto per la generazione di fatture PDF che vengono trasmesse al cliente del 
licenziatario.


Un ambiente non produttivo definisce i seguenti tipi di utilizzo dei prodotti con licenza:
(a) impiego del prodotto in ambienti di sviluppo o di test del licenziatario come preparazione 
all'impiego in un ambiente produttivo, l'accesso ai quali tramite una rete deve essere consentito 
esclusivamente ai programmatori e agli addetti ai test che lavorano sui prodotti del licenziatario, nei 
quali è o sarà integrata una copia con licenza del prodotto; l'ambiente di sviluppo o di test deve essere 
eseguito sulla stessa piattaforma per la quale è stata acquistata la licenza;
(b) impiego del prodotto per il controllo della qualità delle prestazioni fornite ai clienti e agli acquirenti 
del licenziatario;
(c) impiego per presentazioni a titolo gratuito (dimostrazioni del prodotto);
(d) salvataggio del prodotto come copia di backup e all'interno di sistemi di archiviazione; nonché
(e) impiego del prodotto in un sistema di backup (riserva) sulla stessa piattaforma, il quale diventa 
parte integrante dell'ambiente produttivo in caso di guasto del sistema principale, cosicché il sistema 
principale e il sistema di backup non sono mai contemporaneamente parte dell'ambiente produttivo.
Esempio: Impiego del prodotto su una postazione di programmazione nella quale vengono sviluppati i 
prodotti del licenziatario.


Un cloud è un gruppo di computer, sui quali il licenziatario può utilizzare una frazione di un computer 
fisico o la capacità di più computer fisici simultaneamente nel contesto di una piattaforma virtuale 
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unitaria, nella quale l'identità e il numero del o dei computer fisici sul/sui quali viene eseguita la 
piattaforma virtuale può variare costantemente.
Esempi: Amazon EC2, Windows Azure


Una macchina virtuale definisce una o più piattaforme virtuali e indipendenti tra loro (dello stesso 
tipo o di tipi differenti), le quali grazie all'ambiente virtuale non vengono eseguite direttamente 
sull'hardware di un computer fisico dedicato, bensì vengono messe a disposizione su questo computer 
fisico grazie ad un livello intermedio di gestione delle risorse (hypervisor).
Esempio: VMware


2 Tipi di licenza
2.1 Licenze a titolo oneroso
Attraverso l'acquisizione di una licenza a titolo oneroso della società PDFlib GmbH, al licenziatario 
viene concesso a tempo determinato il diritto non esclusivo all'uso del programma negli ambienti 
produttivi e sul numero concordato di istanze di rete del licenziatario utilizzate sulla piattaforma 
concordata (licenza); alle licenze a titolo gratuito si applicano le disposizioni di cui al punto 2.4 e al 
punto 2.5.


Un'istanza di rete è
(a) in caso di impiego su un computer fisico dedicato della piattaforma concordata, il computer stesso, 
anche se su questo computer vengono eseguite in parallelo più macchine virtuali del tipo di 
piattaforma concordato;
(b) in caso di impiego in un cloud, la piattaforma virtuale utilizzata dal licenziatario come tale (nelle 
offerte commerciali tipiche di cloud, una cosiddetta «istanza»).
2.2 Cessione del contratto o della licenza a terzi
Il contratto di licenza a titolo oneroso, incluso l'eventuale relativo contratto di assistenza (punto 6), 
può essere ceduto in toto a terzi (cessione della licenza), a condizione che il licenziatario e il 
beneficiario compilino correttamente il modulo di cessione della licenza fornito dalla società PDFlib 
GmbH e lo facciano pervenire alla società PDFlib GmbH stessa.
Indipendentemente da questo, il licenziatario ha la facoltà di cedere separatamente qualsiasi licenza 
(o sottolicenza) ad una terza parte (beneficiario della licenza), se il licenziatario (o il suo 
rappresentante legale) ha integrato il codice oggetto del programma in un proprio prodotto, a patto 
che la destinazione d'uso e la funzionalità del prodotto stesso vada sostanzialmente oltre 
l'integrazione del programma della società PDFlib GmbH e non presenti sostanzialmente la stessa 
funzionalità di altri prodotti della società PDFlib GmbH commercializzati alla stipula del contratto. 
Ogni licenza (o sottolicenza) per una o più istanze d'utilizzo può anche essere ceduta a beneficiari 
diversi, a patto che il numero delle licenze cedute a terzi non superi il numero di istanze d'utilizzo 
originariamente coperte da licenza.
2.3 Licenza per ambienti non produttivi
Le seguenti disposizioni al punto 2.3 si applicano ai codici oggetto eseguibili dei prodotti software 
della società PDFlib GmbH su tutte le piattaforme, ad eccezione delle piattaforma IBM zSeries nonché 
dei sistemi compatibili con queste piattaforme.
Ciascuna copia del programma regolarmente coperta da licenza a titolo oneroso può essere utilizzata 
dal licenziatario, oltre che negli ambienti produttivi del licenziatario di cui al punto 2.1, anche in 
qualsiasi ambiente non produttivo della società del licenziatario. In caso di cessione del contratto ai 
sensi del punto 2.2 tale diritto si estende alla terza parte.
2.4 Prodotti gratuiti
Per i prodotti PDFlib FontReporter Plugin, PDFlib TET Plugin e PDFlib TET PDF IFilter (solo in versione 
Desktop e solo per uso in ambienti non produttivi) viene concessa al licenziatario una licenza a tempo 
determinato non esclusiva, gratuita e non cedibile per la durata di utilizzo del programma su un 
numero qualsiasi di computer del licenziatario. A tali licenze non si applicano le disposizioni di cui al 
punto 5 (Garanzia) e 8 (Responsabilità), bensì le norme di legge che disciplinano le donazioni.
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2.5 Utilizzo gratuito di versioni di valutazione del programma
Per determinati prodotti la società PDFlib GmbH offre versioni gratuite scaricabili sul proprio sito web 
sulla base delle condizioni di licenza riportate al punto 2.5, le quali possono essere utilizzate senza 
l'acquisizione di una chiave di licenza (versioni di valutazione). Le versioni di valutazione presentano, 
rispetto alla versione acquisita a titolo oneroso (vedi punto 2.1) dello stesso prodotto alcune restrizioni 
di utilizzo (limitazione delle funzioni), che possono essere desunte dalla documentazione del prodotto 
interessato. Per le versioni di valutazione viene concessa al licenziatario una licenza a tempo 
determinato non esclusiva, gratuita e non cedibile per la valutazione del programma su un numero 
a piacere di computer del licenziatario. Per valutazione si intende la verifica da parte del licenziatario 
della sua intenzione di acquistare il programma per uso produttivo, nonché per lo sviluppo di prodotti 
da parte del licenziatario nei quali sia o venga integrata una copia del programma a titolo oneroso 
(acquisita in un secondo tempo) o una versione di valutazione, e la cui destinazione d'uso vada 
sostanzialmente oltre l'integrazione del programma della società PDFlib GmbH. Se il licenziatario 
integra la versione di valutazione in un proprio prodotto della natura succitata, è autorizzato, in caso 
di cessione del suo prodotto a un terzo, a cedere anche la licenza della versione di valutazione in esso 
integrata.
2.6 PDFlib Block Plugin
Per il PDFlib Block Plugin, il quale è parte integrante del PDFlib Personalization Server, al licenziatario 
del PDFlib Personalization Server viene concesso, oltre alla licenza di cui al punto 2.1, il diritto di cedere 
tale prodotto a terzi senza limitazioni di numero e di riconoscere a questi ultimi il diritto di utilizzare il 
PDFlib Block Plugin esclusivamente a scopo personale, a condizione che all'atto della cessione a terzi 
questi si impegnino nei confronti del licenziatario a utilizzare il PDFlib Block Plugin esclusivamente 
come prescritto e a non cederlo a loro volta ad altre persone. In caso di cessione della licenza del PDFlib 
Personalization Servers, tale diritto viene trasferito al beneficiario della licenza.


3 Limitazioni
3.1 Proprietà intellettuale
Il programma e la documentazione sono proprietà intellettuale protetta da copyright della 
PDFlib GmbH.
Se l'elaborazione con il programma di un documento PDF esistente con l'aiuto del programma il 
licenziatario disabilita le limitazioni di determinate operazioni (quali la stampa o la copia di un testo), 
egli è tenuto a osservare le disposizioni stabilite dalla legge tedesca sui diritti d'autore, in particolare 
l'art. §§ 95a ss. UrhG oltre a tutte le disposizioni sui diritti d'autore applicabili a protezione degli 
strumenti tecnici. In particolare il licenziatario, qualora utilizzi il programma per l'elaborazione di 
documenti PDF protetti da copyright, è tenuto a chiedere l'approvazione dell'autore per l'esclusione di 
strumenti tecnici efficaci se tale misura si rende necessaria per l'elaborazione concreta.
3.2 Reverse Engineering e segretezza
Il licenziatario si impegna, relativamente al programma, a non eseguire alcuna traduzione, alcun 
disassemblaggio né alcuna operazione di Reverse Engineering se tali azioni non sono consentite 
dall'art. § 69e UrhG (legge tedesca sui diritti d'autore) o da altre disposizioni di legge sui diritti 
d'autore applicabili relative alla decompilazione.
Il licenziatario si impegna a non cedere a terzi o a rendere in generale accessibili le chiavi di licenza 
a lui assegnate dalla società PDFlib GmbH, fatta eccezione per la cessione del contratto o della licenza 
di cui al punto 2.2.
3.3 Versioni aggiornate del programma (update) ed estensioni della licenza (upgrade)
Qualora il licenziatario riceva una nuova versione principale del programma o una versione corretta 
attuale o un upgrade, la nuova licenza verrà concessa a titolo sostitutivo della precedente 
conformemente alle disposizioni seguenti. A partire dalla data di fornitura della nuova versione, per 
60 giorni la vecchia licenza e la licenza per la versione più recente funzionano in parallelo; trascorso 
tale periodo la licenza della vecchia versione decade.
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4 Fornitura
Il programma e la documentazione vengono forniti esclusivamente in formato digitale. Il programma, 
la documentazione e tutte le versioni corrette pertinenti devono essere scaricati dalle pagine web 
della società PDFlib GmbH. PDFlib GmbH non mette a disposizione del licenziatario né supporti di 
memoria digitali né una documentazione in formato cartaceo.


5 Garanzia
5.1 Garanzia per i licenziatari con sede nella Repubblica federale tedesca
Per i licenziatari con sede nella Repubblica federale tedesca valgono le seguenti disposizioni:
Fatto salvo il punto 8, si applicano le norme di legge che regolamentano la garanzia per i vizi della cosa 
con un periodo di garanzia (prescrizione dei diritti di garanzia, § 438 comma 1 BGB) (c. c. tedesco) della 
durata di un anno. Quanto sopra non vale tuttavia per i diritti al risarcimento di danni per vizi della 
cosa esercitati (a) a seguito di un danno corporale o alla salute subito a causa di un vizio di cui sia 
responsabile la società PDFlib GmbH o in forza di colpa grave della PDFlib GmbH o dei suoi 
collaboratori, nonché (b) a seguito di danni di altra natura riconducibili ad una grave negligenza della 
PDFlib GmbH o a malafede o grave negligenza di un rappresentante legale o collaboratore della PDFlib 
GmbH; in tal caso si applicano le disposizioni di legge. La prescrizione di legge per le richieste di 
risarcimento si applica anche per danni a strutture o per oggetti che pur essendo stati utilizzati nel 
modo consueto hanno causato un danno alla struttura.
5.2 Garanzia per i licenziatari con sede al di fuori della Repubblica federale tedesca
Per i licenziatari che non hanno sede nella Repubblica federale tedesca valgono le seguenti 
disposizioni:
Qualora entro il termine di 30 giorni dalla stipula del contratto di licenza risulti che il programma, non 
sottoposto a modifiche da parte del licenziatario, non soddisfa le dovute caratteristiche, la società 
PDFlib GmbH è tenuta a eseguire tempestivamente, a proprie spese e a propria discrezione (a) una 
correzione o un workaround degli errori riproducibili segnalati dal licenziatario e a mettere 
a disposizione di quest'ultimo una versione aggiornata del programma oppure (b) a risarcire i diritti di 
licenza corrisposti secondo quanto è previsto dal presente contratto. In quest'ultimo caso il 
licenziatario è tenuto a sospendere immediatamente l'uso e la distribuzione del programma 
e a distruggere le chiavi di licenza a lui assegnate da PDFlib GmbH. Si esclude espressamente qualsiasi 
altra responsabilità di PDFlib GmbH.


6 Contratto di assistenza / servizi di assistenza
Oltre ad acquisire la licenza, il licenziatario può avvalersi, dietro pagamento di un canone annuo, dei 
servizi di assistenza della società PDFlib GmbH (contratto di assistenza). A tale accordo si perviene se il 
licenziatario opta anche per il servizio di assistenza relativo alle licenze da lui acquisite e se tale scelta 
viene accettata dalla società PDFlib GmbH. I servizi di assistenza si riferiscono sempre esclusivamente 
alla versione corretta attuale della versione principale per la quale il licenziatario ha acquisito una 
licenza; la loro durata è limitata alla vita della versione principale coperta da licenza. Alla fine della vita 
del prodotto, il contratto di assistenza prevede per il licenziatario unicamente la possibilità di 
pretendere la cessione della versione principale attuale e i servizi di assistenza a tale versione 
(già pagati con il canone di assistenza).
Se, in relazione alla durata del contratto di assistenza, il licenziatario ha selezionato l'opzione per il 
rinnovo
automatico del contratto, allo scadere del periodo di validità di un anno il contratto di assistenza viene
rinnovato per lo stesso periodo di tempo, a condizione che esso non sia stato rescisso dal licenziatario 
entro
un mese dalla fine del periodo di validità mediante dichiarazione scritta.
È fatta salva in ogni caso la possibilità di rescissione straordinaria per giusta causa.
Nel contesto del contratto di assistenza, la società PDFlib GmbH fornisce le prestazioni elencate nella 
colonna «Assistenza attiva (canone)» della tabella nell'allegato 1.
Il canone annuo concordato per il contratto di assistenza deve essere sempre pagato anticipatamente.







Pagina IT-6 di 7PDFlib GmbH - Condizioni generali di licenza e di assistenza, Edizione luglio 2016


7 Pagamento del canone
Le fatture della società PDFlib GmbH devono entro 30 giorni dal ricevimento. Ai prezzi applicati dalla 
società PDFlib GmbH (canoni di licenza, canoni di assistenza) va aggiunta l'IVA di legge, laddove 
applicabile.


8 Responsabilità
8.1 Regime di responsabilità per i licenziatari con sede nella Repubblica federale tedesca
Per i licenziatari con sede nella Repubblica federale tedesca valgono le seguenti disposizioni:
La responsabilità di PDFlib GmbH per violazioni colpose di obblighi contrattuali essenziali (vale a dire 
di obblighi il cui adempimento è indispensabile ai fini della regolare esecuzione del contratto e sulla 
cui osservanza la parte contraente può fare regolarmente affidamento) è limitata ai danni tipici e 
prevedibili all'atto della stipula del contratto. Si esclude ogni responsabilità di PDFlib GmbH per 
violazioni colpose di obblighi contrattuali non essenziali.
8.2 Regime di responsabilità per i licenziatari con sede al di fuori della Repubblica federale tedesca
Per i licenziatari che non hanno sede nella Repubblica federale tedesca valgono le seguenti 
disposizioni:
Nessuna parte contraente risponde delle perdite che dovessero eventualmente risultare dall'utilizzo, 
né di interruzioni dell'esercizio o di perdite indirette, specifiche, accessorie o di danni indiretti di 
qualsivoglia natura (incluso il lucro cessante) indipendentemente dal tipo di provvedimento, sia esso 
di natura contrattuale o determinato da atti illeciti (inclusa la colpa), severa responsabilità civile o in 
altro modo. La responsabilità di PDFlib GmbH è limitata, indipendentemente dal motivo giuridico, (a) 
per e in relazione al contratto di licenza al quintuplo dei diritti di licenza e (b) per e in relazione al 
contratto di assistenza al canone annuale del servizio di assistenza.
Inoltre la società PDFlib GmbH conferma di essere proprietaria del programma e di essere autorizzata 
a cedere la licenza qui descritta al licenziatario, nonché che il programma conformemente alle 
conoscenze della PDFlib GmbH non lede i diritti di terzi. Qualora la detta dichiarazione fosse falsa e al 
licenziatario venisse proibito l'utilizzo del programma a causa dei diritti di terzi, la società PDFlib 
GmbH può, a propria discrezione, (a) acquisire a nome del licenziatario il diritto all'utilizzo del 
programma, oppure (b) modificare o sostituire il programma senza sensibili limitazioni di utilizzo, in 
modo che non vengano lesi i diritti di terzi. Sono escluse altre pretese nei confronti della società PDFlib 
GmbH.


9 Protezione dei dati
PDFlib GmbH raccoglie, elabora, utilizza e trasmette dati personali esclusivamente nella misura in cui
tali attività risultano necessarie ai fini dello svolgimento e dell'adempimento del rapporto 
contrattuale con il licenziatario.


10 Diritto vigente
Il presente contratto è sottoposto al diritto dello Stato in cui ha sede il licenziatario, con esclusione 
tuttavia
della Convenzione delle Nazioni Unite sui contratti di compravendita internazionale di merci e delle
norme sui conflitti di legge del diritto privato internazionale.


11 Foro competente
Il foro competente per qualsiasi controversia derivante da e connessa con il contratto di 
compravendita,
di licenza e/o di assistenza è la sede della società PDFlib GmbH per le rivendicazioni del licenziatario, 
oppure a scelta la sede del licenziatario o la sede della PDFlib GmbH per le rivendicazioni della società 
PDFlib GmbH. Sono fatte salve le norme di legge che disciplinano il promovimento di domande 
riconvenzionali dell'altra parte contraente nel luogo in cui è stata presentata la domanda giudiziale 
originaria.
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Allegato 1: Servizi di assistenza


Prestazione Esempio
Garanzia
(gratis)


Assistenza attiva
(canone)


Tempo di reazione al verificarsi di un 
caso di assistenza (la rimozione vera e 
propria dell'errore può richiedere più 
tempo)


non definito 2 giorni lavorativi


Periodo di assistenza per un prodotto Germania: 1 anno
altri Paesi: 30 giorni


Vita del prodotto 
(sempre solo la versione 
corrente)


Correzione1 o workaround di un errore


1. Realizzato mediante una versione corretta per tutte le piattaforme coperte da licenza e per il language binding in
uso.


incluso, se previsto dalla 
legge


incluso


Adeguamento a una nuova versione 
della piattaforma di un sistema 
operativo non completamente 
compatibile con la versione 
precedente1.


Windows 8 richiede 
l'adeguamento dei 
programmi che 
giravano sotto 
Windows 7.


non incluso incluso


Adeguamento a una nuova versione 
principale di un language binding non 
completamente compatibile con la 
versione precedente1.


PHP 7 richiede 
l'adeguamento del 
PDFlib language 
binding per PHP 5


non incluso incluso


Adeguamenti per la versione corretta 
di un language binding che non 
costituisce la versione corrente, ma che 
finora veniva supportata, mentre la 
versione corretta del linguaggio non è 
completamente compatibile con la 
precedente1.


PHP 5.4.1 richiede 
l'adeguamento del 
PDFlib language 
binding per PHP 5.4.0, 
sebbene supporti già 
PHP 5.5.


non incluso incluso


Update alla versione corretta attuale 
del prodotto concesso in licenza


Passaggio da PDFlib 
9.0.1 a PDFlib 9.0.2


al prezzo di listino 
dell'update della 
versione corretta


gratis


Update alla versione principale 
corrente del prodotto concesso in 
licenza


Passaggio da PDFlib 8 a 
PDFlib 9


al prezzo di listino 
dell'update della 
versione principale


gratis


Informazioni sulla pubblicazione di 
nuove versioni principali o corrette


– via e-mail


Upgrade alla versione corretta 
corrente di un prodotto di valore 
superiore della stessa ?versione 
principale al prezzo di listino fissato 
per gli upgrade


Passaggio da PDFlib 9 a 
PDFlib+PDI 9


possibile fino a 1 anno 
dopo il rilascio della 
versione principale 
successiva


possibile per tutta la 
vita del prodotto


Acquisto al prezzo di listino di altre 
licenze per il prodotto concesso in 
licenza


Il licenziatario utilizza 
PDFlib 8 e necessita di 
altre licenze di questa 
versione, sebbene sia 
già disponibile PDFlib 9.


possibile fino a 1 anno 
dopo il rilascio della 
versione principale 
successiva


possibile per tutta la 
vita del prodotto
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Condiciones generales de licencia y soporte
PDFlib GmbH, Franziska-Bilek-Weg 9, D-80339 Múnich, Alemania


Teléfono: +49 • 89 • 452 33 84-0 Fax: +49 • 89 • 452 33 84-99
sales@pdflib.com, support@pdflib.com, www.pdflib.com


1 Generalidades
1.1 Ámbito de aplicación
Estas condiciones de licencia y soporte son válidas para todos los productos de PDFlib GmbH. 
PDFlib GmbH realiza sus suministros y prestaciones exclusivamente a empresas y no a consumidores.
Las siguientes regulaciones de los puntos 2 a 5 hacen referencia a las licencias relativas al programa 
adquiridas mediante compra por el licenciatario o, dado el caso, puestas a su disposición de forma 
gratuita, el punto 6 se refiere a una posible relación adicional de soporte (mantenimiento de software) 
relativa al programa, y los puntos 7 a 11 hacen referencia conjunta a ambas relaciones.
1.2 Productos licenciados
Los contratos de concesión de licencia firmados por PDFlib GmbH en base a estas condiciones 
generales de licencia y soporte hacen referencia exclusivamente al código objeto ejecutable y no 
abarcan en ningún caso derecho alguno sobre el código fuente de los productos, siempre y cuando 
esto no haya sido acordado expresamente en otra parte. Dentro del marco de este contrato, al referirse 
a los productos licenciados concretamente por el licenciatario de PDFlib GmbH se emplea de forma 
genérica el término "programa". El programa se suministra junto con un manual en formato 
electrónico en el que se describen las características del programa, así como su aplicación 
("la documentación").
1.3 Requisitos del sistema
Antes de adquirir un programa, el licenciatario debe asegurarse con ayuda de la documentación 
(también de la documentación a la que se puede acceder libremente antes de la adquisición) de que la 
plataforma que ha previsto para el uso del programa (véase el punto 1.4) es compatible con los 
requisitos del sistema especificados en la documentación. Solo así el programa cumplirá las 
características descritas en la documentación, y las prestaciones de soporte en forma de correcciones, 
paliativos o adaptaciones solo se podrán proporcionar si el programa se utiliza en la plataforma 
especificada en la documentación.
1.4 Definiciones
En el marco de estas condiciones son aplicables las siguientes definiciones:


Una plataforma es una combinación de un sistema operativo y de una o más arquitecturas de 
hardware. Las versiones totalmente compatibles del sistema operativo y/o hardware se consideran 
una plataforma. No obstante, en el caso de Windows, las versiones de servidor y escritorio constituyen 
diferentes plataformas.
Ejemplo: Windows XP/Vista/7/8/10 (sin Windows Server) x86/x64 es una plataforma. Solaris x86/x64/
sparc es una plataforma.


Un producto es una oferta de software de PDFlib GmbH para una determinada plataforma.
Ejemplos: PDFlib 9 para Windows Server x86/x64; PDFlib+PDI 9 para Linux x86


Una versión superior (major release) es una nueva versión de un producto con una funcionalidad 
considerablemente aumentada.
Ejemplos: PDFlib 9; TET 5


Una versión de mantenimiento (minor release o maintenance release) es una nueva versión de un 
producto que soluciona errores, adapta el producto a nuevas versiones de un sistema operativo o a 
una dependencia de lenguaje, etc. Sin embargo, las versiones de mantenimiento no incluyen 
ampliaciones de relevancia de la funcionalidad. Una versión de mantenimiento se designa 
explícitamente como tal.
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Ejemplo: PLOP 5.1 es una versión de mantenimiento de PLOP 5.


Una actualización a una nueva versión superior (major update) sustituye una licencia existente para 
un producto por una licencia para una versión superior más actual del mismo producto para la misma 
plataforma.
Ejemplo: cambio de PDFlib 8 para Windows XP/Vista/7/8/10 a PDFlib 9 para Windows XP/Vista/7/8/10


Una actualización a la versión de mantenimiento actual (minor update) sustituye una licencia para 
una versión de mantenimiento antigua por una licencia para la versión de mantenimiento actual para 
la misma plataforma. En una versión de mantenimiento se actualizan las claves de para la licencia 
original.
Ejemplo: cambio de PDFlib 9.0.1 para Linux a PDFlib 9.0.5 para Linux


Un cambio de versión sustituye una licencia existente para un producto por una licencia para la misma 
versión superior de un producto de mayor valor que constituye una ampliación funcional del primer 
producto.
Ejemplo: cambio de PDFlib 9 a PDFlib+PDI 9 o de PDFlib+PDI 9 a PPS 9


Un error (bug) es cualquier desviación del comportamiento documentado, salida a PDF rechazada 
como errónea por Adobe Acrobat o el colapso del software presuponiendo que se han utilizado los 
datos de entrada adecuados y que se han respetado todas las condiciones marco documentadas.
Ejemplo: PDFlib no convierte correctamente a PDF una imagen JPEG, pese a que debería ser posible según 
la documentación.


Una dependencia de lenguaje es una versión ejecutable de un producto para su uso en una versión 
específica de plataforma de un lenguaje de programación o en un entorno de programación.
Ejemplos: PHP 7.0 a Linux; Java 1.7 a Windows; .NET 4.0 a Windows


La vigencia de un producto determina durante cuánto tiempo se aceptarán casos de soporte para el 
producto (con el contrato de soporte vigente). La vigencia se establece para cada versión superior de 
un producto y se publica en www.pdflib.com.
Ejemplo: La vigencia de PDFlib 9 finaliza en 03.2018.


El entorno productivo hace referencia a todo uso de productos licenciados por parte del licenciatario 
con excepción del uso en el marco de entornos no productivos.
Ejemplo: Uso del producto para generar facturas en PDF que se envían al cliente del licenciatario.


El entorno no productivo hace referencia a los siguientes tipos de uso de productos licenciados:
(a) el uso del producto en el marco de entornos de desarrollo o de prueba del licenciatario para 
preparar la utilización en un entorno productivo, siendo el acceso al entorno de desarrollo o de prueba 
a través de una red únicamente posible para desarrolladores o probadores que trabajan en productos 
del licenciatario que integran o en los que se integrará una copia licenciada del producto, y teniendo 
en cuenta que el entorno de desarrollo o prueba debe encontrarse en la misma plataforma para la que 
se adquirió la licencia;
(b) el uso del producto para garantizar la calidad de los servicios prestados a clientes y compradores 
del licenciatario;
(c) el uso para exhibiciones gratuitas (demostraciones del producto);
(d) el almacenamiento del producto como copia de seguridad, así como en el marco de sistemas de 
archivos; y
(e) el uso del producto en un sistema de copia de seguridad (reserva) de la misma plataforma que se 
convierte entonces en parte del entorno productivo si el sistema superior falla, de tal modo que el 
sistema superior y de copia de seguridad nunca forman parte simultáneamente del entorno 
productivo.
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Ejemplo: Uso del producto en un puesto de trabajo de programador en el que se elaboren los productos 
del licenciatario.


Una nube es una interconexión de ordenadores en la que el licenciatario puede utilizar 
simultáneamente la fracción de capacidad de un ordenador físico hasta la capacidad de varios 
ordenadores físicos en el marco de un entorno de plataforma de visualización homogénea, pudiendo 
cambiar permanentemente la identidad y el número de ordenadores físicos en los que se desarrolla el 
entorno de plataforma visualizado.
Ejemplos: Amazon EC2, Windows Azure


Una máquina virtual hace referencia a uno o varios entornos de plataforma visualizados e 
independientes entre sí (el mismo tipo de plataforma o diferentes tipos de plataforma) que mediante 
visualización no se ejecutan directamente en el hardware de un ordenador físico dedicado, sino que se 
ponen a disposición en ese ordenador físico a través de una capa intermedia gestionada mediante 
recursos (hipervisor).
Ejemplo: VMware


2 Envergadura de las licencias
2.1 Licencias de pago
Mediante la adquisición de una licencia de pago de PDFlib GmbH se otorga al licenciatario el derecho 
no exclusivo y limitado temporalmente a usar el programa en entornos productivos y en el número 
acordado de instancias de uso del licenciatario que funcionan en la plataforma consensuada (licencia). 
En el caso de licencias gratuitas son de aplicación las disposiciones del punto 2.4 y el punto 2.5.


Instancia de uso es
(a) en caso de uso en un ordenador físico dedicado, la plataforma acordada de este ordenador, incluso 
si en este ordenador se utilizan varias máquinas virtuales del tipo de plataforma acordado;
(b) en caso de uso de una nube, el entorno de plataforma visualizado como tal que utiliza el 
licenciatario (lo que en las típicas ofertas comerciales de nubesí se denomina »instancia«).
2.2 Transferencia de contrato y de licencia
El acuerdo de licencia de pago, incluido el posible contrato de soporte correspondiente (punto 6), 
puede transferirse en su totalidad a terceros (transferencia de contrato) siempre y cuando tanto el 
licenciatario como la tercera persona hayan cumplimentado debidamente el formulario de 
transferencia de licencia recibido de PDFlib GmbH y este haya sido remitido a PDFlib.
Independientemente de ello, el licenciatario tiene derecho a transferir (transferencia de licencia) de 
forma aislada a una tercera persona (receptor de licencia) toda licencia (parcial) que le haya sido 
concedida para una o varias instancias de uso, si el licenciatario (o su causante) ha integrado el código 
objeto del programa en un producto propio, siempre y cuando este, según su aplicación y su 
funcionalidad, rebase en lo esencial la integración del programa de PDFlib GmbH y en esencia no 
tenga la misma funcionalidad que otros productos de PDFlib GmbH vendidos con la firma del contrato. 
Al mismo tiempo, cada licencia (parcial) para una o varias instancias de uso puede transferirse 
también a distintos receptores de licencia siempre y cuando con esta división de licencias no se 
transfieran (o se retengan) en total más instancias de uso que las licenciadas originalmente.
2.3 Licencia para entornos no productivos
Las siguientes regulaciones de este punto 2.3 son aplicables al código objeto ejecutable de los 
productos de software de PDFlib GmbH en todas las plataformas exceptuando la plataforma IBM 
zSeries, así como sistemas compatibles con ella.
Además del uso en el marco del entorno productivo del licenciatario en el alcance que se desprende 
del punto 2.1, el licenciatario puede utilizar cada ejemplar del programa de pago licenciado 
correctamente en cualquier alcance en la empresa del licenciatario en entornos no productivos. En el 
caso de una transferencia del contrato conforme a lo estipulado en el punto 2.2, este derecho pasa a la 
tercera persona.
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2.4 Productos gratuitos
Para los productos PDFlib FontReporter Plugin, PDFlib TET Plugin y PDFlib TET PDF IFilter (en este caso 
sólo la versión de escritorio y sólo el uso en entornos no productivos), se concede al licenciatario una 
licencia no exclusiva, gratuita y no transferible permanente para el uso del programa en un número 
ilimitado de equipos informáticos de su propiedad. En el caso de estas licencias no son de aplicación 
las regulaciones del punto 5 (Garantía) y 8 (Responsabilidad), sino que se aplican las normativas 
legales sobre obsequios.
2.5 Uso gratuito de versiones de evaluación del programa
Para determinados productos, PDFlib GmbH ofrece versiones gratuitas que pueden descargarse en su 
página web basadas en las condiciones de licencia de este punto 2.5, que pueden utilizarse sin la 
necesidad de adquirir una clave de licencia (versiones de evaluación). Las versiones de evaluación 
presentan restricciones en sus posibilidades de aplicación con respecto a la versión de pago licenciada 
(véase el punto 2.1) del mismo producto (limitaciones de funcionamiento), que pueden consultarse en 
la documentación del producto correspondiente. Para las versiones de evaluación, se otorga al 
licenciatario una licencia no exclusiva, gratuita, no transferible y permanente para la evaluación del 
programa en un número ilimitado de equipos informáticos de su propiedad. Una evaluación en este 
contexto significa una comprobación del producto por parte del licenciatario para determinar si desea 
adquirir el programa para su uso en el marco de su entorno productivo, así como el desarrollo de 
productos por el licenciatario en los que esté integrada o vaya a integrarse una copia del programa de 
pago licenciada (adquirida posteriormente) o una versión de evaluación y cuyo fin de uso exceda la 
mera integración del programa PDFlib GmbH. Si el licenciatario integrara la versión de evaluación en 
un producto propio del tipo descrito previamente, estará autorizado a transferir la licencia de la 
versión de evaluación integrada en caso de transferir su producto a terceros.
2.6 PDFlib Block Plugin
Para el PDFlib Block Plugin, parte integrante del PDFlib Personalization Server, se otorga al licenciatario 
del PDFlib Personalization Server, además de la licencia concedida según el punto 2.1, el derecho 
a transferirlo a un número ilimitado de terceras personas, otorgándoles a su vez el derecho a utilizar el 
PDFlib Block Plugin exclusivamente para fines propios, presuponiendo en todo caso que, en esta 
transferencia, las terceras personas implicadas estén obligadas por el licenciatario a utilizar el PDFlib 
Block Plugin exclusivamente en la forma descrita y que, por su parte, no lo transfieran a otras 
personas. En caso de una transferencia de licencia relacionada con el PDFlib Personalization Server, 
este derecho pasa al receptor de la licencia.


3 Limitaciones
3.1 Propiedad intelectual
El programa y la documentación son propiedad intelectual protegida de PDFlib GmbH.
Si al editar uno de los documentos PDF disponibles el licenciatario desactiva con ayuda del programa 
limitaciones para determinadas operaciones (como imprimir o copiar texto), deberá observar las 
regulaciones de la ley de propiedad intelectual, en particular el artículo 95a ss. de la Ley alemana de 
propiedad intelectual, o las normativas de otras leyes de propiedad intelectual aplicables para la 
protección de las medidas técnicas. En particular, si el licenciatario utiliza el programa para procesar 
este tipo de documentos PDF, que son obras protegidas por derechos de autor, deberá asegurarse de 
que dispone del consentimiento del derechohabiente para eludir medidas técnicas efectivas, siempre 
y cuando esto sea necesario para llevar a cabo el procesamiento en cuestión.
3.2 Ingeniería inversa y confidencialidad
El licenciatario se compromete a no realizar traducción, descomposición o ingeniería inversa alguna 
del programa, siempre que esto no esté amparado por el artículo 69e de la Ley alemana de propiedad 
intelectual o por normativas de otras leyes de propiedad intelectual aplicables a la descompilación.
A su vez, el licenciatario se compromete a no transferir la clave de licencia concedida por PDFlib GmbH, 
con la excepción de transferencias de contrato o de licencia conforme al punto 2.2, y a no hacerla 
accesible de forma general.







Página ES-5 de 8PDFlib GmbH Condiciones generales de licencia y soporte, versión julio 2016


3.3 Versiones actualizadas del programa (updates) y ampliaciones de licencia (upgrades)
Si el licenciatario recibe actualizaciones a una nueva versión superior o a la versión de mantenimiento 
actual o ampliaciones, se otorgará la licencia nueva que sustituye a la licencia anterior exceptuando 
las siguientes regulaciones. La licencia de la versión antigua expira en el momento del suministro de la 
nueva versión más 60 días naturales, plazo durante el cual coexisten tanto la licencia para la versión 
antigua como la licencia para la versión nueva.


4 Suministro
Tanto el programa como la documentación se suministran exclusivamente en formato digital. 
El programa, la documentación y todas las versiones de mantenimiento pertinentes deberán 
descargarse de las páginas web de PDFlib GmbH. PDFlib GmbH no pondrá a disposición del 
licenciatario soportes de almacenamiento digitales ni documentación impresa.


5 Garantía
5.1 Garantía para licenciatarios con sede social en la República Federal de Alemania
Si la sede social del licenciatario estuviera en la República Federal de Alemania, se aplicarán las 
siguientes regulaciones:
Con reserva del punto 8, son aplicables las disposiciones legales para los casos de garantía teniendo en 
cuenta que el período de vigencia de la garantía por vicios materiales (prescripción de los derechos por 
deficiencias, art. 438 apart. 1 del Código Civil alemán) es de un año. No obstante, esto no es aplicable 
para reclamaciones por daños y perjuicios provocados por deficiencias, que (a) se basen en 
compensación por lesiones corporales o para la salud que aleguen una deficiencia originada por 
PDFlib GmbH o fundamentados en una negligencia grave por parte de PDFlib GmbH o de sus 
representantes legales o de sus empleados, así como (b) tampoco por otro tipo de daños originados 
por incumplimiento gravemente negligente del deber por parte de PDFlib GmbH o por 
incumplimiento premeditado o gravemente negligente de un representante legal o empleado de 
PDFlib GmbH; en estos casos continúan vigentes las disposiciones legales. También continúan 
vigentes en el caso de la norma de prescripción vigente en cuanto a derechos de reclamación por vicios 
en un edificio u objeto que haya sido utilizado conforme al uso habitual de un edificio y que esto haya 
provocado la deficiencia.
5.2 Garantía para licenciatarios con sede social fuera de la República Federal de Alemania
Si la sede social del licenciatario no estuviera en la República Federal de Alemania, se aplicarán las 
siguientes regulaciones:
Si el programa, no modificado por el cliente, no cumpliera las características aseguradas antes de un 
plazo de 30 días tras la celebración del contrato de licencia, PDFlib GmbH deberá llevar a cabo de 
inmediato, por cuenta propia y según arbitrio propio, (a) una corrección o solución alternativa a todos 
los fallos reproducibles y notificados por el licenciatario, así como poner a disposición un versión 
actualizada del programa o (b) reembolsar las cuotas de licencia abonadas según el presente contrato. 
En el último caso mencionado, el licenciatario deberá cesar de inmediato el uso y distribución del 
programa y destruir la clave de licencia otorgada por PDFlib GmbH. Queda excluida expresamente una 
responsabilidad más amplia por parte de PDFlib.


6 Contrato de soporte / Servicios de soporte
Además de la adquisición de la licencia, el licenciatario puede disfrutar, previo pago, de servicios de 
soporte anuales por parte de PDFlib GmbH (contrato de soporte). Para acordar este tipo de 
prestaciones, el licenciatario puede añadir a las licencias por él adquiridas los servicios de soporte, lo 
que PDFlib GmbH deberá aceptar. Los servicios de soporte que se prestan hacen referencia 
exclusivamente a la correspondiente versión de mantenimiento actual de la versión superior 
licenciada para el licenciatario, y en general están limitados a la vigencia de la versión superior 
licenciada para el licenciatario. Una vez expirada la vigencia, en el marco del contrato de soporte sólo 
permanece el derecho del licenciatario a la cesión (compensada con la tarifa de soporte) de la versión 
superior actual y servicios de soporte para esta versión.
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Si el licenciatario se hubiera decantado por una prolongación automática del contrato de soporte en 
relación a la duración del mismo, dicho contrato de soporte se prolongará tras un período de un año 
otro año más, siempre y cuando el cliente no lo rescinda por carta o fax un mes antes de su expiración.
En todo caso permanece inalterable la posibilidad de rescisión extraordinaria por motivos de 
relevancia.
Dentro del marco del contrato de soporte, PDFlib GmbH presta los servicios indicados en la columna 
»con soporte activo (de pago)« de la tabla en el Anexo 1.
La tarifa anual acordada para el contrato de soporte se debe abonar siempre por adelantado.


7 Pago de la retribución
Las facturas de PDFlib GmbH se han de pagar a más tardar 30 días después de ser recibidas. A las 
retribuciones que se han de pagar a PDFlib GmbH (cuotas de licencia, cuotas de soporte) se les suma, 
siempre que sea aplicable, los correspondientes impuestos legales.


8 Responsabilidad
8.1 Regulaciones relativas a la responsabilidad para licenciatarios con sede social en la República 
Federal de Alemania
Si la sede social del licenciatario estuviera en la República Federal de Alemania, se aplicarán las 
siguientes regulaciones:
La responsabilidad de PDFlib GmbH en caso de violaciones negligentes leves de las obligaciones 
contractuales fundamentales (esto es, obligaciones cuyo cumplimiento permiten la ejecución correcta 
del contrato y en cuyo cumplimiento puede confiar la parte contratante de forma regular) está 
limitada a los daños comunes previsibles en la celebración del contrato. Queda excluida la 
responsabilidad de PDFlib GmbH en caso de violaciones negligentes leves de obligaciones no 
estipuladas en el contrato.
8.2 Regulaciones relativas a la responsabilidad para licenciatarios con sede social fuera de la 
República Federal de Alemania
Si la sede social del licenciatario no estuviera en la República Federal de Alemania, se aplicarán las 
siguientes regulaciones:
Ninguna de la partes se responsabilizará de posibles pérdidas derivadas del uso, paradas de 
producción o pérdidas indirectas, especiales o secundarias, así como de daños consecuentes de 
cualquier naturaleza (incluyendo beneficios no obtenidos) independientemente del tipo de medida, 
sea de carácter contractual condicionada por actualizaciones no autorizadas (incluyendo negligencia), 
responsabilidad por productos defectuosos o de cualquier otro tipo. La responsabilidad de PDFlib 
GmbH se limita, independientemente del fundamento jurídico, (a) al quíntuplo de la cuota de licencia 
en lo relativo al contrato de licencia y (b) a la tarifa anual de soporte en lo relativo al contrato de 
soporte.
Además, PDFlib GmbH confirma ser la propietaria del programa y estar autorizada para conceder la 
licencia aquí descrita al licenciatario, así como que el programa, a su saber y entender, no vulnera los 
derechos de terceras partes. Si como consecuencia de que la afirmación arriba hecha fuera incorrecta 
al licenciatario se le prohibiera el uso del programa por derechos contrarios de una tercera parte, 
PDFlib GmbH se compromete, según su criterio, (a) a otorgar al licenciatario el derecho a seguir 
utilizando el programa, o (b) a modificar o cambiar el programa sin limitaciones de uso considerables, 
de modo que no se vulnere el derecho de la tercera parte. Queda descartada cualquier otra 
reclamación a PDFlib GmbH que vaya más allá de lo indicado.


9 Protección de datos
PDFlib GmbH guarda, procesa, utiliza y transfiere datos personales exclusivamente si esto fuera 
necesario para el desarrollo y cumplimiento de la relación contractual existente con el licenciatario.
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10 Legislación aplicable
Para este contrato se aplica la legislación del país en el que el licenciatario tiene su sede social, 
excluyendo la Convención de las Naciones Unidas sobre los Contratos de Compraventa Internacional 
de Mercaderías y las normas de conflicto del Derecho Internacional Privado.


11 Jurisdicción
La jurisdicción exclusiva para todo tipo de litigios relativos al contrato de compraventa, de licencia y/o 
soporte corresponde a la sede social de PDFlib GmbH para las reclamaciones del licenciatario y a la 
sede social de PDFlib GmbH o del cliente para las reclamaciones de PDFlib GmbH. No obstante 
permanece inalterable toda regulación legal para la contrademanda de la parte contraria en el lugar 
de la demanda original.
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Anexo 1: Servicios de soporte


Características del servicio Ejemplo
Garantía
(gratuita)


con soporte activo
(de pago)


Tiempo de respuesta en caso de 
solicitud de soporte (la propia 
subsanación del error puede tomar 
más tiempo)


sin definir 2 días hábiles


Periodo de tiempo del soporte para un 
producto


Alemania: 1 año
resto: 30 días


vigencia del producto 
(en cada caso sólo la 
versión actual)


Corrección 1 o solución alternativa 
para un fallo


1. Mediante una versión de mantenimiento para todas las plataformas licenciadas y la dependencia de lenguaje
correspondiente utilizada.


incluido, siempre que 
esté prescrito por ley


incluido


Adaptaciones para una versión más 
actual de una plataforma de sistema 
operativo que no sea totalmente 
compatible con la versión previa1.


Windows 8 requiere 
adaptaciones de 
programas que 
funcionaban con 
Windows 7.


no incluido incluido


Adaptaciones para una nueva versión 
superior de una dependencia de 
lenguaje que no sea totalmente 
compatible con la versión previa1.


PHP 7 requiere la 
adaptación de la 
dependencia de 
lenguaje PDFlib para 
PHP 5


no incluido incluido


Adaptaciones para la versión de 
mantenimiento de una dependencia 
de lenguaje que no corresponde con la 
versión actual pero que hasta la fecha 
era compatible y cuando la versión de 
mantenimiento del lenguaje no es 
totalmente compatible con la versión 
previa1.


PHP 5.4.1 requiere la 
adaptación de la 
dependencia de 
lenguaje PDFlib para 
PHP 5.4.0 a pesar de 
que PHP 5.5 es 
compatible.


no incluido incluido


Actualización a la versión de 
mantenimiento actual del producto 
licenciado


Cambio de PDFlib 9.0.1 
a PDFlib 9.0.2


al precio de lista para 
actualizaciones de 
versiones de 
mantenimiento


gratuito


Actualización a la versión superior 
actual del producto licenciado


Cambio de PDFlib 8 a 
PDFlib 9


al precio de lista para 
actualizaciones de 
versiones superiores


gratuito


Información sobre la publicación de 
nuevas versiones superiores o de 
mantenimiento


– por correo electrónico


Cambio a la versión de 
mantenimiento actual de un producto 
de mayor valor de la misma versión 
superior al precio de lista para 
ampliaciones de versión


Cambio de PDFlib 9 a 
PDFlib+PDI 9


en un plazo de 1 año 
tras la habilitación de la 
próxima versión 
superior


durante la vigencia del 
producto


Compra posterior de otras licencias 
para el producto licenciado al precio 
de lista


El licenciatario utiliza 
PDFlib 8 y precisa de 
más licencias de esta 
versión a pesar de que 
PDFlib 9 ya está 
disponible.


en un plazo de 1 año 
tras la habilitación de la 
próxima versión 
superior


durante la vigencia del 
producto
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一般ラ イセンス及びサポー ト 条件
PDFlib GmbH, Franziska-Bilek-Weg 9, D-80339 München, Germany


Tel +49 • 89 • 452 33 84-0 Fax +49 • 89 • 452 33 84-99
sales@pdflib.com, support@pdflib.com, www.pdflib.com


1 一般事項


1.1 適用範囲


このラ イセンス及びサポー ト 条件は PDFlib GmbH の製品すべてに適用されます。 PDFlib GmbH は、
納品とサービスを企業に対し てのみ行い、 消費者に対し ては行いません。


以下 2 項から 5 項までの規定は、 ラ イセンス取得者によ り購入された、 あるいは場合によ っては
無償で提供された当該プログラムに関する ラ イセンスに適用され、 6 項は当該プログラムに関し て
場合によ って起こ り得る追加のサポー ト 状況 （ソ フ ト ウ ェ ア保守） に関わる ものであ り、 7 項から
11 項は両方の状況で同様に総合的に関わる ものです。


1.2 ラ イセンス製品


本一般ラ イセンス及びサポー ト 条件を も とに PDFlib GmbH によ り締結されたラ イセンス契約は、
実行可能なオブジ ェ ク ト コー ドのみが含まれてお り、 製品のソースコー ド に対する権限は明示的
に別段の合意がな されていない限り含まれません。 PDFlib GmbH のラ イセンス取得者に具体的にラ
イセンス供与される製品は、 本契約の範囲ではすべてを
合わせて 「当該プログラム」 と呼んでいます。 当該プログラムは、 プログラム特性と その使用に
ついて記載された電子形式のハン ド ブ ッ ク と共に納品されます （「当該文書」）。


1.3 システム要件


ラ イセンス取得者は、 プログラム購入前に （購入前にも入手可能な） 文書を基に、 プログラムの
使用に予定されているプ ラ ッ ト フ ォーム （1.4 項参照） が、 文書で指定されているシステム要件に
対応し ているかど うか確認し てお く 必要があ り ます。 当該プログラムは文書に記載された特性の
みを満た し、 修正 ・ 回避策 ・ 調整の形式によるサポー ト サービスは、 当該プログラムが文書で指
定されているプ ラ ッ ト フ ォームで使用されている場合に限り提供可能と な り ます。


1.4 定義


これらの条件の範囲内で以下の定義が適用されます ：


プ ラ ッ ト フ ォームとは、 オペレーテ ィ ングシステムと 1 つまたは複数のハー ド ウ ェ アアーキテ ク
チャのコ ンビネーシ ョ ンです。 オペレーテ ィ ングシステムおよび / またはハー ド ウ ェ アの完全に
互換性のあるバージ ョ ンは、 1 つのプ ラ ッ ト フ ォームと し て理解されますが、 Windows では、 サー
バーバージ ョ ンおよびデスク ト ッ プバージ ョ ンは異なるプ ラ ッ ト フ ォームを意味し ます。


例 ： x86/x64 上の Windows XP/Vista/7/8/10 （Windows Server を除 く ） は 1 つのプ ラ ッ ト フ ォーム。
x86/x64/sparc 上の Solaris は 1 つのプ ラ ッ ト フ ォーム。


製品とは、 特定のプ ラ ッ ト フ ォームのために PDFlib GmbH が提供する ソ フ ト ウ ェ アです。


例 ： x86/x64 上の Windows Server 用 PDFlib 9 ； x86 上の Linux 用 PDFlib+PDI 9


メ イ ンバージ ョ ン （メ ジャーリ リース） とは、 機能性が大き く 向上し た、 製品の新バージ ョ ンで
す。


例 ： PDFlib 9 ； TET 5


修正バージ ョ ン （マイナーリ リースまたはメ ンテナンス リ リース） とは、 ある製品の新バージ ョ
ンで、 エラー除去が施されてお り、 製品にはオペレーシ ョ ンシステムまたは対応言語の新バー
ジ ョ ンへの適合がな されています。 しかし修正バージ ョ ンでは機能性の大幅な向上はあ り ません。
修正バージ ョ ンは明確にはそのよ う に特徴づけられる。


例 ： PLOP 5.1 は PLOP 5 の修正バージ ョ ン。


新しい メ イ ンバージ ョ ンへのア ッ プデー ト （メ ジャーア ッ プデー ト ） は、 既存の製品ラ イセンス
を、 同プ ラ ッ ト フ ォームの同じ製品の新しい メ イ ンバージ ョ ンのラ イセンスへ変換する こ と です。


例 ： Windows XP/Vista/7/8/10 用 PDFlib 8 から Windows XP/Vista/7/8/10 用 PDFlib 9 への変更
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最新修正バージ ョ ンへのア ッ プデー ト （マイナーア ッ プデー ト ） は、 旧修正バージ ョ ンのラ イセ
ンスを同プ ラ ッ ト フ ォームの最新の修正バージ ョ ンに変換し ます。 修正バージ ョ ンでは、 元のラ
イセンス用のラ イセンスキーが更新されます。


例 ： Linux 用 PDFlib 9.0.1 から Linux 用 PDFlib 9.0.5 への変更


ア ッ プグレー ドは、 既存の製品ラ イセンスを同じ メ イ ンバージ ョ ンのよ りハイグレー ドの製品の
ラ イセンスに変える こ と。 機能的には最初の製品よ り拡張される。


例 ： PDFlib 9 から PDFlib+PDI 9 へ、 または PDFlib+PDI 9 から PPS 9 へ


エラー （バグ） は、 文書に記述された挙動からの逸脱で、 Adobe Acrobat によ ってエラーがある と
し て拒否された PDF 版か又はソ フ ト ウ ェ アのク ラ ッ シュであ り、 適切な入力データの使用及び文
書に記述されたすべての周辺条件が考慮される こ とが前提条件と される。


例 ： 文書には可能とあるにかかわらず、 PDFlib が JPEG 画像を PDF に正し く 変換し ない。


対応言語は、 プログラ ミ ング言語またはプログラ ミ ング環境のプ ラ ッ ト フ ォーム固有のバージ ョ
ンを使用するための、 製品の実行可能なバージ ョ ン。


例 ： Linux 上の PHP 7.0 ； Windows 上の Java 1.7 ； Windows 上の .NET 4.0


製品のラ イ フサイ クルは （有効なサポー ト 契約がある状態で） 何年間この製品のサポー ト イ ンシ
デン ト が受け入れられるかを設定し たものです。 ラ イ フサイ クルは、 製品の各メ イ ンバージ ョ ン
ご とに定められ、 www.pdflib.com で公開されています。


例 ： PDFlib 9 のラ イ フサイ クルは 2018 年 3 月で終了。


本番環境は、 ラ イセンス供与された製品のラ イセンス取得者によるあらゆる使用のこ と を意味し、
非本番環境での使用は除外されます。


例 ： ラ イセンス取得者の顧客に送信する PDF 請求書を作成するための製品使用。


非本番環境とは、 ラ イセンス供与された製品を以下のよ う に使用する こ と です ：


(a) 本番環境における使用準備を行う ための、 ラ イセンス取得者の開発環境またはテス ト 環境の範
囲内における製品の使用。 その際、 ネ ッ ト ワーク を介し た開発環境またはテス ト 環境へのアクセ
スは、 ラ イセンス供与された製品の複製が統合されている、 または統合される こ とになる ラ イセ
ンス取得者の製品に取り組んでいる開発者、 またはテス ト 担当者のみに許可されていなければな
らず、 さ らに開発環境またはテス ト 環境はラ イセンスを購入し た同一のプ ラ ッ ト フ ォームで動作
し なければな り ません。


(b) ラ イセンス取得者の顧客および購買者に対し てサービスの品質保証をするための製品使用 ；


(c) 無償の実演のための使用 （製品のデモンス ト レーシ ョ ン） ；


(d) バッ クア ッ プ コ ピーと し ての、 ならびにアーカ イブシステムの枠内での製品の保存 ； ならびに


(e) 同一のプ ラ ッ ト ホームのバッ クア ッ プ （リザーブ） システムにおける製品の使用。 バッ クア ッ
プシステムはメ イ ンシステムに障害が発生し た場合に本番環境の一部と なるため、 メ イ ンシステ
ムとバッ クア ッ プシステムが同時に本番環境の一部と なる こ とは決し てあ り ません。


例 ： ラ イセンス取得者の製品を作成し ているプログラマーの作業場における製品の使用。


ク ラウ ド とはコ ンピ ューターのネ ッ ト ワークであ り、 そこ でラ イセンス取得者は 1 つの物理的コ
ンピ ューターの容量から複数の物理的コ ンピ ューターの容量の一部を、 同時に単一の仮想化され
たプ ラ ッ ト ホーム環境で使用する こ とができます。 その際、 仮想化されたプ ラ ッ ト ホーム環境が
動作する 1 つまたは複数の物理的コ ンピ ューターのアイデンテ ィ テ ィ と個数は、 絶えず変化する
可能性があ り ます。


例 ： Amazon EC2、 Windows Azure


仮想マシンは、 仮想化され独立し た 1 つまたは複数のプ ラ ッ ト フ ォーム環境です （1 つのプ ラ ッ ト
フ ォームの同タ イプ、 または複数のプ ラ ッ ト フ ォームの異なる タ イプ）。 これは仮想化される こ と
で、 専用の物理ハー ド ウ ェ ア上で直接実行されるのではな く 、 リ ソースを管理する中間層 （ハイ
パーバイザー） によ って物理コ ンピ ューター上に提供されます。


例 ： VMware
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2 ラ イセンスの範囲


2.1 有償ラ イセンス


ラ イセンス取得者には、 PDFlib GmbH の有償ラ イセンスを購入する こ と で、 本番環境における、 お
よび合意のプ ラ ッ ト フ ォーム上で動作するのラ イセンス取得者の合意のイ ンス タ ンス個数におけ
る当該プログラムの使用に対し て、 非独占的で永続的な権利が保証されます （ラ イセンス） ； 無償
ラ イセンスに関し ては 2.4 項および 2.5 項の規定が適用されます。


イ ンス タ ンス とは


(a) 合意されたプ ラ ッ ト フ ォーム専用の物理的コ ンピ ューター上で使用される場合は、 そのコ ン
ピ ューターのこ と であ り、 またこのコ ンピ ューター上で合意されたプ ラ ッ ト フ ォームタ イプの仮
想マシンが複数並列に動作する場合も含まれます ；


(b) ク ラウ ド で使用される場合は、 ラ イセンス取得者によ り使用される仮想化プ ラ ッ ト フ ォーム環
境 （通常の商用ク ラウ ドサービスにおいてこれは 「イ ンス タ ンス」 と呼ばれます） のこ と です。


2.2 契約およびラ イセンスの譲渡


関連するサポー ト 契約を含む有償ラ イセンス契約 （6 項） は、 PDFlib GmbH から入手できる ラ イセ
ンス譲渡フ ォームが、 ラ イセンス取得者および第三者によ り正し く 記入された上で PDFlib GmbH
に提出されている限り において、 その全体を第三者に譲渡する こ とができます （契約譲渡）。


またそれとは無関係に、 ラ イセンス取得者 （あるいは権利の前主） が当該プログラムのオブジ ェ
ク ト コー ド を独自の製品に組み込んだ場合、 その導入目的および機能性において実質的に
PDFlib GmbH のプログラムの統合を超え、 契約締結を も って販売された PDFlib GmbH 製品と同様
の機能を実質的に提供し ない限り において、 ラ イセンス取得者には 1 つまたは複数のイ ンス タ ン
スのために付与されたすべての （部分的な） ラ イセンスを分離し て、 第三者 （ラ イセンス譲受人）
に譲渡する権利があ り ます （契約譲渡）。 その際、 ラ イセンス分割にあた り イ ンス タ ンスが、 元々
ラ イセンス供与されていた合計数を超えずに譲渡 （または保持） されていない限り、 1 つあるいは
複数のイ ンス タ ンスの各 （部分的な） ラ イセンスをそれぞれ異なる ラ イセンス譲受人に譲渡する
こ と も許可されています。


2.3 非本番環境のラ イセンス


本 2.3 項の以下の規定は、 すべてのプ ラ ッ ト フ ォーム （プ ラ ッ ト フ ォーム IBM zSeries よびその互
換システムは除 く ） 上の PDFlib GmbH のソ フ ト ウ ェ ア製品における実行可能なオブジ ェ ク ト コー
ド に適用されます。


有償で正規にラ イセンス供与された各プログラム単位はすべて、 ラ イセンス取得者の本番環境で
の使用以外にも、 2.1 項にある範囲そ し てラ イセンス取得者の企業内の任意の範囲で、 ラ イセンス
取得者による非本番環境での使用が許可されています。 2.2 項で意味する と こ ろの契約譲渡では、
この権利は第三者に譲渡されます。


2.4 無償製品


PDFlib FontReporter プ ラグイ ン、 PDFlib TET プ ラグイ ン、 PDFlib TET PDF IFilter （デスク ト ッ プ
バージ ョ ンのみ、 かつ非本番環境での使用のみ） らの製品では、 ラ イセンス取得者の持つ任意の
数のコ ンピ ューター上における当該プログラム適用のために、 ラ イセンス取得者に対し非独占的、
無償、 譲渡不可なラ イセンスが永続的に付与されます。 これらのラ イセンスには 5 項 （保証） お
よび 8 項 （法的責任） の規定は適用されず、 贈与に関する法的規則が適用されます。


2.5 当該プログラムの評価版の無償使用


PDFlib GmbH では特定の製品向けに、 ラ イセンスキーを購入する こ と な く 動作させる こ とができ、
同社ウ ェ ブサイ ト 上で無料でダウンロー ド可能なバージ ョ ンを、 本 2.5 項のラ イセンス条項に基づ
き提供し ています （評価版）。 評価版は、 同製品の有償でラ イセンス供与された （2.1 項を参照）
バージ ョ ン とは対照的に、 適用可能性に制約があ り ます （機能制限）。 この制約については付属の
製品文書にそれぞれ明記されています。 評価版については、 ラ イセンス取得者に対し て、 ラ イセ
ンス取得者の任意の台数のコ ンピ ューターにおける当該プログラム評価のための非独占的、 無償、
譲渡不可のラ イセンスが、 恒久的に認められます。 こ こにおける評価とは、 本番環境で使用する
ために当該プログラムを購入するかど うかを決める ラ イセンス取得者による検討、 ならびに （の
ちに購入する） 有償でラ イセンス供与されたプログラム複製または評価版が統合され、 その製品
の導入目的が PDFlib GmbH の当該プログラムの統合を本質的に超えるよ う な、 ラ イセンス取得者
による製品開発を意味し ます。 ラ イセンス取得者は、 評価版を所定の種類の自社製品に統合し た
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場合、 その製品を第三者に譲渡する際に、 統合された評価版にラ イセンスを移譲する権利を有し
ます。


2.6 PDFlib Block プ ラグイ ン


PDFlib Personalization Server の構成要素である PDFlib Block プ ラグイ ンでは、PDFlib Personalization 
Server のラ イセンス取得者に対し、 2.1 項で付与されたラ イセンスを超えて、 これを任意の数の第
三者に譲渡し、 またその際にその第三者に PDFlib Block プ ラグイ ンを自身の目的のために使用す
る権利を付与するための権利が付与されますが、 これには第三者がラ イセンス取得者からの譲渡
に際し、 PDFlib Block プ ラグイ ンを上述の方法でのみ使用し、 そこから他人への譲渡を行わないと
い う義務を負う こ とが前提条件と な り ます。 この権利は、 PDFlib Personalization Server に関し てラ
イセンス譲渡が生じ た際に、 ラ イセンス譲受人に受け継がれます。


3 制限


3.1 知的財産権


当該プログラム及び当該文書は、 著作権で保護された PDFlib GmbH の知的財産です。


ラ イセンス取得者には、 当該プログラムを使用し て既存の PDF 文書を加工する際に、 特定の操作
（印刷、 テキス ト のコ ピー等） のロ ッ ク を無効にする限り において、 著作権法の規定 （と りわけ ド
イ ツ著作権法第 95a 条以下、 またはその他の技術的手段の保護に適用可能な著作権規定） を遵守
する義務があ り ます。 と りわけラ イセンス取得者は、 著作権法によ り保護されている作品である
PDF 文書の加工に当該プログラムを使用する限り において、 具体的な加工を行う ために有効な技
術的手段を回避する必要がある場合、 これに対し て著作権者の同意を受けている こ と を確認し な
ければな り ません。


3.2 リバースエンジニア リ ング及び機密保持


ラ イセンス取得者は、 ド イ ツ著作権法第 69e 条またはその他の逆コ ンパイルに適用可能な著作権
規定で許可されていない限り において、 当該プログラムに関する翻訳、 逆アセンブ ラ、 リバース
エンジニア リ ングを行わない義務を負います。


ラ イセンス取得者には、 2.2 項で定義された契約譲渡およびラ イセンス譲渡は例外と し て、
PDFlib GmbH から割り当てられたラ イセンスキーを譲渡し ない、 または一般の人々からアクセス
できるよ う にし ないよ う する義務を負います。


3.3 更新プログラムバージ ョ ン （ア ッ プデー ト ） 及びラ イセンス拡張 （ア ッ プグレー ド）


ラ イセンス取得者が、 新メ イ ンバージ ョ ン と し て、 または現行の修正バージ ョ ンやア ッ プグレー
ド に対し てア ッ プデー ト を受け取る と、 旧ラ イセンス と引き換えに以下の規定を条件と し て新し
いラ イセンスが付与されます。 新しいバージ ョ ンが出荷された日から 60 日間は、 旧バージ ョ ンの
ラ イセンス と新バージ ョ ンのラ イセンスの両方が並行し て存在し、 それを過ぎる と旧バージ ョ ン
のラ イセンスが終了し ます。


4 納品
当該プログラム及び当該文書は、 デジ タルフ ォーマ ッ ト でのみ納品されます。 当該プログラム、
当該文書、 および関連するすべての修正バージ ョ ンは、 PDFlib GmbH のウ ェ ブサイ ト からダウン
ロー ド可能です。 ラ イセンス取得者には、 PDFlib GmbH からデジ タル保存メ デ ィ アも印刷し た文書
も供給されません。


5 保証


5.1 ド イ ツ連邦共和国に本拠を置 く ラ イセンス取得者への保証


ラ イセンス取得者がその本拠を ド イ ツ連邦共和国に置いている場合は、 以下の規則が適用されま
す ：


8 項を留保し て、 瑕疵保証の法的規定は瑕疵担保期間 （ド イ ツ民法典第 438 条 1 項、 瑕疵請求権の
時効） を 1 年とする条件付きで適用されます。 しかし ながら これは、 (a) PDFlib GmbH が責任を負
うべき瑕疵による人体被害または健康被害の賠償に向けられた、 あるいは PDFlib GmbH またはそ
の法定代理人またはその履行補助者による重大な過失に依拠する瑕疵関連の損害賠償請求、 なら
びに (b) PDFlib GmbH の重大な過失による義務違反、 または PDFlib GmbH の法定代理人または履行
補助者による故意、 または重大な過失による義務違反に基づ く その他の損害には適用されません。
このよ う な場合には法的規則が有効と な り ます。 同様に、 建物ならびに建物のための通常の使用
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方法に従って使用され、 その瑕疵の原因と なった物品における瑕疵請求に対し ても、 法定の時効
規定が有効と な り ます。


5.2 ド イ ツ連邦共和国以外に本拠を置 く ラ イセンス取得者への保証


ラ イセンス取得者がその本拠を ド イ ツ連邦共和国に置いていない場合は、 以下の規則が適用され
ます ：


ラ イセンス取得者によ り変更されていない当該プログラムが、 ラ イセンス契約の締結後 30 日以内
に義務付けられた特性を満た さ ない場合、PDFlib GmbH は直ちに自社負担および自社独自の判断で 
(a) 修正または回避策を、 ラ イセンス取得者によ って報告された再現可能なエラーに対し て実施
し、 当該プログラムの更新バージ ョ ンを提供するか、 または (b) その契約に準拠し て支払われたラ
イセンス料金を払い戻し ます。 後者の場合、 ラ イセンス取得者は当該プログラムの使用と販売を
即座に停止し、 PDFlib GmbH によ って配布されたラ イセンスキーを廃棄し なければな り ません。
PDFlib GmbH は、 それ以上の法的責任は明確に負いかねます。


6 サポー ト 契約／サポー ト サービス
ラ イセンス取得者はラ イセンス購入の他に、 年間報酬を払う こ と で PDFlib GmbH のサポー ト サー
ビスを利用する こ とができます （サポー ト 契約）。 この契約は、 ラ イセンス取得者がサポー ト サー
ビスを購入し たラ イセンスに追加し て選択を し、 これが PDFlib GmbH によ り受け入れられる こ と
で成立し ます。 提供されるべきサポー ト サービスは常に、 ラ イセンス取得者によ り ラ イセンス供
与された メ イ ンバージ ョ ンのそれぞれ最新の修正バージ ョ ンにのみ適用され、 その他にも ラ イセ
ンス取得者にラ イセンス供与された メ イ ンバージ ョ ンのラ イ フサイ クルに制限されています。 ラ
イ フサイ クル終了後、 サポー ト 契約の範囲には、 最新メ イ ンバージ ョ ンおよびこのバージ ョ ンの
サポー ト サービスの （サポー ト 料金で償われた） 譲渡に対する ラ イセンス取得者の請求権のみが
存在し ます。


ラ イセンス取得者がサポー ト 契約の期間に関し て契約自動延長のオプシ ョ ンを選択し た場合、 ラ
イセンス取得者が契約期間終了 1ヶ月前までに書面によ って解約を通告し ない限り、 サポー ト 契約
は 1 年の期間満了後に同期間延長されます。


いかなる場合でも、 重大な理由による例外的な解約通告の可能性はあ り ます。


サポー ト 契約の範囲で、 PDFlib GmbH は添付資料 1 の表にある欄 「積極的なサポー ト の場合 （有
償）」 に記載されているサービスを提供し ます。


サポー ト 契約に合意された年間料金は、 それぞれ事前に支払われる ものと し ます。


7 報酬の支払い
PDFlib GmbH の請求書は受領後 30 日以内に支払われる ものと し ます。 PDFlib GmbH に支払われる
報酬 （ラ イセンス料、 サポー ト 料） は、 付加価値税が適用される場合その分だけ高 く な り ます。


8 法的責任


8.1 ド イ ツ連邦共和国に本拠を置 く ラ イセンス取得者への責任規定


ラ イセンス取得者がその本拠を ド イ ツ連邦共和国に置いている場合は、 以下の規則が適用されま
す ：


単に過失によ って契約の基本的な義務 （つま り、 一般にその義務の履行によ って契約の適切な遂
行が初めて可能にな り、 また、 その義務が順守されている こ と を契約パー ト ナーが常に信じ てよ
いよ う な義務） を履行し なかったこ とに対する PDFlib GmbH の法的責任は、 契約締結時に予想可
能な典型的損害に限定されます。 単に過失によ って契約の基本的でない義務を履行し なかった場
合は、 PDFlib GmbH は法的責任を負いかねます。


8.2 ド イ ツ連邦共和国以外に本拠を置 く ラ イセンス取得者への責任規定


ラ イセンス取得者がその本拠を ド イ ツ連邦共和国に置いていない場合は、 以下の規則が適用され
ます ：


使用によ って場合によ り生じ る損失、 営業停止、 又は間接的な特殊な副次的損失又は同等の種類
の二次損失 （失った利益も含む） は、 対策の種類に無関係に当事者のどち ら も責任を負う こ とは
な く 、 契約の種類によ り、 許可されていない行為 （過失も含む）、 厳密な製造物責任又はその他の
方法によ って制限されます。 PDFlib GmbH の法的責任は、 いかなる法的根拠においても、 （a） ラ イ
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センス契約に関し てはラ イセンス料の 5 倍、 及び （b） サポー ト 契約に関し てはサポー ト の年間料
金に制限されます。


さ らに PDFlib GmbH は、 プログラム所有者がこ こに説明されている ラ イセンスを ラ イセンス取得
者に与える権利を有し、 また当該プログラムが PDFlib GmbH の知り得る限り、 第三者のいかなる
権利も侵害し ないこ と を実証し ます。 上記の実証が誤っている場合、 ラ イセンス取得者に第三者
の相反する権利から プログラムの使用が禁止される と、 PDFlib GmbH は独自の選択で (a) ラ イセン
ス取得者にプログラムを引き続き使用する権利を与えるか、 または (b) 第三者の権利を侵害し ない
よ う、 大幅な利用制限な しにプログラムを変更または交換し ます。 PDFlib GmbH に対する さ らなる
要求は除外されます。


9 データ保護
PDFlib GmbH は個人データ を、 これがラ イセンス取得者との契約関係を遂行し履行する目的に必要
と なる限り において、 収集、 加工、 使用、 伝達し ます。


10 適用法
本契約にはラ イセンス取得者が本拠を置いている国の法律が適用されますが、 ウ ィ ーン売買条約
および国際私法の抵触法は除外されます。


11 裁判管轄地
購入契約、 ラ イセンス契約、 および / またはサポー ト 契約に関連する、 すべての紛争の専属的裁
判管轄は、 ラ イセンス取得者の権利に対し ては PDFlib GmbH の本拠地と な り、 PDFlib GmbH の権
利に対し てはその選択によ り ラ イセンス取得者の本拠地または PDFlib GmbH の本拠地と な り ます。
しかし ながら場合によ っては、 他方の当事者が最初の訴えがあった場所で反訴の申し立てをする
べきだ とする法的規則がある可能性があ り ます。
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添付資料 1 ： サポー ト サービス


サービスの特徴 例
保証
（無償）


積極的なサポー ト の場
合
（有償）


サポー ト の場合の対応時間 （実際の
ト ラ ブルシューテ ィ ングはも っ と長
く かかる場合がある）


定義されていない 2 営業日


製品のサポー ト 期間 ド イ ツ ： 1 年
その他 ： 30 日


製品のラ イ フサイ クル
（それぞれの現行バー
ジ ョ ンのみ）


エ ラーが発生し た場合の修正1 又は
回避方法


1. ラ イセンス供与されたすべてのプ ラ ッ ト フ ォーム及びそれぞれ使用される対応言語のための修正バージ ョ
ンによ っ て実施。


法律で義務付けられて
いる限り において含ま
れる


含まれる


旧バージ ョ ン と完全には互換性のな
い、 オペレーシ ョ ンシステムプ ラ ッ
ト フ ォームの新バージ ョ ンのための
適合 1。


Windows 8 では、
Windows 7 で動作し て
いたプログラムの適合
が必要と な り ます。


含まれない 含まれる


旧バージ ョ ン と完全には互換性のな
い、 対応言語の新メ イ ンバージ ョ ン
のための適合 1。


PHP 7 は、 PHP 5 用
PDFlib 対応言語の適合
を必要とする。


含まれない 含まれる


最新ではないがこれまでサポー ト さ
れ、 言語の修正バージ ョ ンが旧バー
ジ ョ ン と完全には互換性のない、 対
応言語の修正バージ ョ ンのための適
合 1。


すでに PHP 5.5 がサ
ポー ト されています
が、 PHP 5.4.1 では
PHP 5.4.0 用の PDFlib
対応言語の適合が必要
と な り ます。


含まれない 含まれる


ラ イセンス供与された製品の最新の
修正バージ ョ ンへのア ッ プデー ト


PDFlib 9.0.1 から
PDFlib 9.0.2 への変更


修正バージ ョ ンのア ッ
プデー ト の表価格


無償


ラ イセンス供与された製品の最新の
メ イ ンバージ ョ ンへのア ッ プデー ト


PDFlib 8 から PDFlib 9
への変更


メ イ ンバージ ョ ンの
ア ッ プデー ト の表価格


無償


新しい メ イ ンバージ ョ ン又は修正
バージ ョ ンの公開情報


– E メ ールで


ア ッ プデー ト 表価格での、 同じ メ イ
ンバージ ョ ンのよ りハイグレー ド な
製品の最新の修正バージ ョ ンへの
ア ッ プグレー ド


PDFlib 9 から
PDFlib+PDI 9 への変更


次のメ イ ンバージ ョ ン
のリ リース後、 1 年間
可能


製品のラ イ フサイ クル
を通し て可能


ラ イセンス供与された製品の、 表価
格での追加ラ イセンス購入


ラ イセンス取得者が
PDFlib 8 を使用し てお
り、 このバージ ョ ンの
他のラ イセンスが、 す
でに PDFlib 9 が利用可
能であるにも関わらず
必要と なる。


次のメ イ ンバージ ョ ン
のリ リース後、 1 年間
可能


製品のラ イ フサイ クル
を通し て可能
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一般性许可条款和支持条款
PDFlib 有限责任公司，Franziska-Bilek-Weg 9，D-80339 慕尼黑 , Germany


电话：+49·89·452 33 84-0 传真：+49·89·452 33 84-99
sales@pdflib.com， support@pdflib.com， www.pdflib.com


1 通则
1.1 适用范围


本许可条款和支持条款适用于所有 PDFlib 有限责任公司的产品。PDFlib 有限责任公司仅向企业供
应产品和服务，并不面向消费者。


下述条款 2 至 5 仅涉及由被许可人购买获得的或者可能供其免费使用的、与程序相关的许可，条款 
6 涉及可能有的、附加的、与程序相关的支持关系 / 支持服务 （软件维护），条款 7 至 11 涉及双
方责任与义务。


1.2 许可产品


PDFlib 有限责任公司以此一般性许可条款和支持条款为基础签订的许可合同，如未作其他明确约
定，仅包括可执行的目标代码，不涉及有关产品源代码的权利。在本合同中，被许可人从 PDFlib 
有限责任公司获得许可的具体产品被统称为 “ 程序 ”。随程序附赠一本电 ‐ 子 ‐ 手 ‐ 册 （“ 文
件 ”），其中介绍了程序属性和程序应用。


1.3 系统前提条件


被许可人在购置程序之前应根据 （在购置前可免费获得的）文件内容确定，其为应用程序而计划使
用的平台 （较之条款 1.4）是否符合文件中特定的系统前提条件。仅当程序在文件规定的特定平台
上使用时，程序才满足文件中说明的属性，才具备修正、应急变通方案、调整等支持性能。


1.4 定义


在本条款范围内适用下述定义：


平台是操作系统与一个或者多个硬件结构的结合体。将与操作系统和 / 或硬件完全兼容的版本视为
一个平台，但在 Windows 操作系统下，服务器版本和桌面版本构成了不同的平台。


举例：Windows XP/Vista/7/8/10 （Windows Server 除外）x86/x64 是一个平台。Solaris x86/
x64/sparc 是一个平台。


产品是指 PDFlib 有限责任公司为特定平台提供的软件。


举例：用于 Windows Server x86/x64 的 PDFlib 9 ；用于 Linux x86 的 PDFlib+PDI 9。


主版本 (major release) 是一款产品带有显著扩展功能的新版本。


举例：PDFlib 9 ； TET 5


修订版（minor release 或 maintenance release）是一款产品中去除缺陷的新版本，产品与一个
操作系统或者一种语言绑定的新版本相适应。修订版不含有显著的扩展功能， 应明确标注。


举例：PLOP 5.1 即为 PLOP 5 的修订版。


更新至新的主版本 (major update) 是将一个现有的产品许可转换成用于同种平台的相同产品新主
版本的许可。


举例：将用于 Windows XP/Vista/7/8/10 的 PDFlib 8 转换为用于 Windows XP/Vista/7/8/10 的 
PDFlib 9。


更新至当前的修订版 (minor update) 是将一个用于旧修订版的许可转换为一个用于同一平台的当
前修订版的许可。在修订版中原有许可的密钥将被更新。


举例：将适用于 Linux 的 PDFlib 9.0.1 转换为适用于 Linux 的 PDFlib 9.0.5。


更新是将用于一种产品的现有的许可转换为用于一种在功能上扩展了第一种产品的更高级产品的同
一主版本的许可。


举例：将 PDFlib+PDI 更新为 PDFlib 9 或者将 PDFlib+PDI 9 更新为 PPS 9。
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缺陷 (Bug) 是指作为与文件编写不符的各种情况、Adobe Acrobat 无法正确显示的 PDF 版本，或指
在使用了合适的输入数据并注意了各种文件编写的边界条件的前提下，仍出现软件崩溃。


举例：按照文件要求应该可以正确进行转换，但是 PDFlib 并未将 JPEG 图片正确转换成 PDF 文
件。


语言绑定版本是用于一种产品的可执行版本，在带一种程序语言或者程序环境的特定平台版本中使
用。


举例：PHP 7.0 用于 Linux ； Java 1.7 用于 Windows ； NET 4.0 用于 Windows。


使用寿命确定该产品能够接受多长时间的支持服务 （对于有效的支持协议而言）。一款产品的各个
主版本的使用寿命须明确定义，并公布于 www.pdflib.com。


举例：PDFlib 9 的使用寿命至 2018 年 3 月终止。


运行环境指被许可人对许可产品进行各类应用，非运行环境的应用除外。


举例：使用产品制作发给被许可人客户的 PDF 账单。


非运行环境指对许可产品的下述使用方式：


(a) 被许可人在研发和测试环境中使用产品，以准备部署于运行环境。仅处理被许可人产品的研发
人员或者测试人员可能通过网络接触到研发环境或者测试环境，产品的许可副本已内置或者将要内
置入研发环境或测试环境中，且必须在与获得许可所使用平台相同的平台下运行研发环境或者测试
环境；


(b) 使用产品是为了向被许可人的客户或者用户确保性能质量；


(c) 免费演示使用 （产品展示）；


(d) 作为备份副本和在存档系统中保存产品；以及


(e) 在同一平台的备份 （备用）系统中使用产品。如果主系统故障导致主系统和备份系统无法同时
成为运行环境的组成部分，则备份系统将成为运行环境的组成部分。


举例：在设置被许可人产品的编程岗位上使用该产品。


云计算平台是计算机的联合体，借助该联合体被许可人既可以在一体化的虚拟平台环境下仅使用一
台物理计算机较小的容量空间，也可同时使用多台物理计算机的容量空间。此外还可以不断变更在
虚拟平台环境下运行的物理计算机及数量。


举例：Amazon EC2，Windows Azure


虚拟机指一个或者多个虚拟化且彼此独立的平台环境 （具有相同或者不同的平台类型），其通过虚
拟化，并不直接作用于专用物理主机的硬件，而是通过进行资源管理的中间层 （管理程序）作用于
一台物理计算机。


举例：VMware


2 许可范围
2.1 有偿许可


通过有偿获取 PDFlib 有限责任公司许可的方式给予被许可人以非独占的方式，在运行环境下与被
许可人约定数量的、在特定平台上运行的使用主机上永久使用程序的权利 （许可）；无偿许可参见
条款 2.4 和 2.5。


使用主机指：


(a) 如果在特定平台的物理主机上使用，即指该计算机，即使计算机上同时运行多台与特定平台类
型相同的虚拟机；


(b) 如果在云计算平台下使用，指由被许可人使用的虚拟化平台环境 （对于典型的商业化云端供
应，则指其中的 “ 主机 ”）。


2.2 协议及许可转让


只要被许可人与第三方按照规定填写 PDFlib 有限责任公司的许可转让表格，并将表格寄至 PDFlib 
有限责任公司，则有偿许可协议，包括可能存在的相关支持协议 （条款 6）可以整体转让给第三方
（合同转让）。
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如果被许可人 （或者其前权利人）将目标代码内置入己有产品，只要这一行为在使用目的和功能方
面实质上超出了 PDFlib 有限责任公司的内置程序，且未显示出与签订合同时 PDFlib 有限责任公司
销售的其他产品相同的功能，则被许可人不受上述条款约束，有权将授予其在一台或者多台使用主
机上运行的每个 （部分）许可分开转让给第三方 （接受许可方）（许可转让）。只要拆分许可时并
未在整体上比原有许可转让 （或者保留）了更多的使用主机，则用于一个或者多个使用主机上的每
个 （部分）许可均可转让给不同的接受许可方。


2.3 用于非运行环境的许可


条款 2.3 适用于各类平台上 PDFlib 有限责任公司软件产品的可执行目标代码， IBM zSeries 平台
及其兼容的系统除外。


被许可人除了在其运行环境中按照条款 2.2 所示的范围使用各种依法获得有偿许可的程序样本之
外，还可在其企业的非运行环境中的任意范围内使用。按照条款 2.1 进行合同转让时，这一权利也
随之转让给第三方。


2.4 免费产品


针对 PDFlib FontReporter Plugin，PDFlib TET Plugin 和 PDFlib TET PDF IFilter（仅涉及桌面
版本和仅在非运行环境下使用的产品），授予被许可人非独占的、无偿的、不可转让的、永久地在被
许可人任意多台计算机上使用程序的许可。条款 5 （担保）和条款 8 （责任）不适用于此类许可，
但关于赠与的法律规范则适用。


2.5 对程序评估版本的无偿使用


PDFlib 有限责任公司以条款 2.5 的许可条款为基础，在其网页上为部分产品提供可免费下载、无
需购买许可密钥也可运行的版本 （评估版本）。相对于同一种产品的有偿许可版本 （参见条款 
2.1）评估版本在使用方面受限 （功能限制），这一点从各自的相关产品文件中即可体现。评估版本
授予了被许可人在其任意多台计算机上用于评估程序而长期使用的、非独占的、无偿的、不可转让
的许可。基于此，评估即指被许可人考察是否需要购买，并在其运行环境中使用该程序，同时也指
被许可人对内置 （日后购买的）有偿许可程序副本或是内置评估版本的产品所做的研发，其使用目
的实质上超出了 PDFlib 有限责任公司的内置程序。如果被许可人将评估版本内置入上述已有产品，
那么其在转交其产品时有权向第三方转让内置的评估版本许可。


2.6 PDFlib Block Plugin


PDFlib Block Plugin 是 PDFlib 个性化服务器的组成部分，其除了授予 PDFlib 个性化服务器的被
许可人条款 2.1 授予的许可之外，还授予其向任意数量的第三方转让产品并授予第三方出于自身目
的而使用 PDFlib Block Plugin 的权利，但前提条件是第三方在接受被许可人转让后有义务仅按上
述方式使用 PDFlib Block Plugin，且不得再转让他人。在 PDFlib 个性化服务器的许可被转让的情
况下，权利也相应转移给许可接受方。


3 限制
3.1 知识产权


程序和文件属于 PDFlib 有限责任公司受著作权法保护的知识产权。


只要被许可人在处理已有 PDF 文件的过程中借助程序使得一定操作的加密设置 （例如打印、文本复
制）失效，那么其将有义务遵守著作权法的规定，尤其是德国著作权法第 95a 条及其后续条款的规
定或者旨在保护技术措施的可适用的其他著作权法律规范的规定。只要被许可人使用了处理此类 
PDF 文件的、作为受著作权法保护的作品的程序，且只要规避有效的技术措施对于具体文件处理来
说必不可少，那么被许可人应确保权利持有人向其表示对规避的同意。


3.2 反向工程和保密


只要按照德国著作权法第 69e 条或者其他反编译的、可适用的著作权法规定不允许进行翻译、拆
分、反向工程，那么被许可人有义务保证不对程序进行翻译、拆分和反向工程。


被许可人有义务不得将 PDFlib 有限责任公司按照条款 2.2 授予的许可密钥转送给他人或者使大众
可以获取该许可密钥，但协议转让和许可转让除外。


3.3 更新的程序版本 （更新）和许可扩展 （升级）


如果被许可人获得了新的主版本或者当前的修订版本或者升级版本的更新，根据下述规定将获得取
代旧许可的新许可。在提供新版本后的六十个日历日内，在旧版本的许可和新版本的许可同时并存
的时期内，旧版本的许可将终止。
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4 供货
仅以数码格式提供程序和文件。可从 PDFlib 有限责任公司的网页上下载程序、文件和各种相关的
修订版。PDFlib 有限责任公司不提供数码存贮器及相关打印版文件。


5 担保
5.1 对于住所在德意志共和国的被许可人的担保


如果被许可人在德意志共和国境内有住所，那么适用下述规定：


条款 8 适用下述尺度的法定瑕疵担保规定，物的瑕疵担保期限为一年 （瑕疵担保请求权的时效参见
德国民法典第 438 条第 1 段）。但此规定不适用于瑕疵导致的下述损害赔偿请求权：(a) 由于可归
责于 PDFlib 有限责任公司的瑕疵或者由于 PDFlib 有限责任公司或其法定代表人或履行辅助人的重
大过错，提出人身损害或者健康损害的赔偿请求权，且不适用于 (b) 由于 PDFlib 有限责任公司重
大过失而违反义务或者由于 PDFlib 有限责任公司法定代表人或者履行辅助人故意或重大过失而违
反义务导致的其他损害；在上述情况下仍适用相关法律规定。同样对于建筑物和按照通常的使用方
式可以当作建筑物使用的物，因其瑕疵形成的瑕疵担保请求权均适用法定的时效规定。


5.2 对于住所不在德意志共和国的被许可人的担保


如果被许可人在德意志共和国境内没有住所，那么适用下述规定：


如果被许可人在德意志共和国境内没有住所，那么适用下述规定：如果非由被许可人修改的程序在
许可合同签订后的三十天内未满足其应具备的属性，那么 PDFlib 有限责任公司应毫无迟延地承担
费用且自行判断决定 (a) 进行更正或者对于被许可人可能报告的、再次出现的错误采取应急变通方
案，并提供程序的更新版本，或者 (b) 退还按照本合同支付的许可费用。在后一种情况下被许可人
应立即停止使用和分发程序，并销毁 PDFlib 有限责任公司授予的密钥。明确排除 PDFlib 有限责任
公司需承担其他责任。


6 支持协议 / 支持服务
被许可人除了购买许可之外，还可以支付年费附加要求 PDFlib 有限责任公司提供支持服务 （支持
协议）。通过被许可人在与其相关的许可之外选择支持服务且 PDFlib 有限责任公司接受选择的服务
以达成约定。此类支持服务始终仅涉及被许可人获得许可的主版本的更新版本，且受被许可人获得
许可的主版本的使用寿命的限制。使用期限届满后在支持协议的范围内被许可人可要求转让 （支持
费用已经偿付的）当前主版本的请求权和与提供此版本相匹配的支持服务的请求权。


如果被许可人选择了在支持服务期限届满时自动延长合同期限，只要被许可人最迟未在期限结束前
的一个月以书面声明形式解除支持协议，那么在一年的期限结束后协议将延长相同期限。


出于重要理由非常规解约的可能性在这种情况下不受影响。


PDFlib 有限责任公司在支持协议的范围内提供附件 1 表格 “ 主动支持 （付费）” 一栏中引述的
服务。


应事先缴纳支持协议中约定的年费。


7 支付?酬
在收到 PDFlib 有限责任公司的账单后三十天内应进行支付。如适用，应向 PDFlib 有限责任公司支
付的报酬 （许可费、支持服务费）应加上法定的增值税。


8 责任
8.1 被许可人在德意志共和国境内有住所情况下的责任规定


如果被许可人在德意志共和国境内有住所，那么适用下述规定：


如果被许可人在德意志共和国境内有住所，那么适用下述规定：PDFlib 有限责任公司因一般过失而
违反主要合同义务的责任 （即义务的履行完全使合同当事人按规定执行合同，且通常情况下合同当
事人均会遵守合同义务），仅限于典型的损害和签订合同时可以预见的损害范围内。排除 PDFlib 有
限责任公司承担因一般过失承担违反非主要合同义务的责任。


8.2 被许可人在德意志共和国境内无住所情况下的责任规定


如果被许可人在德意志共和国境内没有住所，那么适用下述规定：
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任何一方当事人都不对因使用而可能带来的损失、经营中断或者间接的、特殊的、次要损失或者无
论哪种形式的间接损失 （包括错失的利润在内的损失）承担责任，且无论行为的类型是基于合同、
侵权 （包括出于过失的侵权）、严格的产品责任或者以其他方式导致损失。(a) 对于源于许可合同
并且与许可合同相关的情况，PDFlib 有限责任公司的责任限制在五倍许可费之内； (b) 对于源于支
持协议并且与支持协议相关的情况，PDFlib 有限责任公司的责任限制在支持服务年费的范围内。


另外，PDFlib 有限责任公司确认其为程序的所有人且有权向被许可人颁发本文所称的许可，并确认
在 PDFlib 有限责任公司穷尽其知晓信息的范围内程序并不侵犯第三方的权利。如果前述确认内容
虚假且在这种情况下由于第三方的冲突性权利使得被许可人被禁止使用 程序，那么 PDFlib 有限责
任公司自行选择 (a) 为被许可人创设权利使其继续使用程序，或者 (b) 在对使用不加显著限制的情
况下更改或者更换程序，以便不损害第三方的权利。排除对 PDFlib 有限责任公司主张其他请求权
的可能性。


9 数据保护
仅当为了处理和履行与被许可人之间的合同关系时，PDFlib 有限责任公司才要求提交、处理、使用
和传递与个人相关的数据信息。


10 适用的法律
本合同适用被许可人住所地国家的法律，但不适用联合国买卖法 /国际货物销售合同公约和国际私
法冲突规范。


11 管辖
源于本买卖合同、许可合同和 / 或支持协议且与之有关的所有争议，对于被许可人的请求权仅由 
PDFlib 有限责任公司住所地法院管辖，对于 PDFlib 有限责任公司的请求权其可选择由被许可人住
所地法院管辖或者由 PDFlib 有限责任公司住所地法院管辖。对于另一方当事人在原起诉地提出反诉
的可能有的法律规定并不因此受影响。
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附件 1：支持服务


服务特征 举例
担保服务
（免费）


主动支持
（付费）


支持服务的反应时间 （切实地消除缺
陷可能持续更长时间）


未定义 两个工作日


对一项产品的支持时间 德国：一年
其他国家 / 地区：三十
天


产品使用寿命 （仅涉
及各自的更新版本）


对一个瑕疵的更正1 或者采取的应急
方案


1. 1. 借助一个用于所有许可平台和各类应用的语言绑定版本的修订版实现。


法律如有规定则应包括
在内


包括在内


与一个同上文所述内容不完全兼容 1


的操作系统平台的新版本相适应。
Windows 8 要求与 
Windows 7 环境下提供
的程序相适应。


不包括在内 包括在内


与一个同上文所述内容不完全兼容 1


的语言绑定版本的新的主版本相适
应。


PHP 7 要求与用于 PHP 
5 的 PDFlib 语言绑定
版本相适应。


不包括在内 包括在内


与语言绑定版本的修订版相适应，非
当前版本，但迄今为止得到支持，此
种语言绑定版本的修订版与上文所述
版本不完全兼容 1。


PHP 5.4.1 要求与用
于 PHP 5.4.0 的 
PDFlib 语言绑定版本
相适应，虽然已支持 
PHP 5.5。


不包括在内 包括在内


更新至许可产品的当前修订版 由 PDFlib 9.0.1 更新
至 PDFlib 9.0.2


用于修订版更新的价格
清单


免费


更新至许可产品的当前主版本 由 PDFlib 8 更新至 
PDFlib 9


用于主版本更新的价格
清单


免费


用于公布新的主版本或者修订版的信
息


– 通过电子邮件


更新至同种 ‐ 主版本更高级产品的
当前修订版，更新按照价格清单


由 PDFlib 9 更新至 
PDFlib+PDI 9


可以在发布下一主版本
后的一年内


可以在产品的整个使用
寿命期间


按照价格清单补充购买许可 ‐ 产品
的其他许可


虽然 PDFlib 9 已可以
使用，但被许可人使用 
PDFlib 8 且需要这一
版本的其他许可。


可以在发布下一主版本
后的一年内


可以在产品的整个使用
寿命期间
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==========================
PDFlib binary distribution
==========================

This is a binary package containing PDFlib, PDFlib+PDI, and
PDFlib Personalization Server (PPS) in a single binary.
It requires a commercial license to use it. However, the
library is fully functional for evaluation purposes.

Unless a valid license key has been applied the generated PDF
output will have a www.pdflib.com demo stamp across all pages.
See the PDFlib tutorial (chapter 0) to learn how to apply the
license key.

Note: operating systems requirements for using PDFlib are detailed in
the document system-requirements.txt.


C and C++ language bindings
===========================

The PDFlib header file pdflib.h plus a PDFlib library is contained in the
distribution.  The bind/c and bind/cpp directories contain sample
applications which you can use to test your installation.


-------
Windows
-------
Windows editions are available in the following flavors:

- 32-bit Windows DLL for C/C++
  The DLL pdflib.dll is supplied along with the
  corresponding import library pdflib.lib. In order to build
  and run the supplied C/C++ samples copy these files to the
  bind/c or bind/cpp directories.

- 64-bit Windows DLL for C/C++

- A static library is available upon request.

The Windows binaries are not compatible with Borland C++ Builder.


----
Unix
----
On Unix systems a static library is supplied. The bind/c and bind/cpp
directories contain sample applications and Makefiles which you can use
to test your installation.


----------
OS X/macOS
----------
The package for C/C++ contains the following libraries:

- static library
- PDFlib_objc.framework (must be installed manually in /Library/Frameworks)


-------
IBM AIX
-------
PDFlib for AIX has been built with the IBM C compiler (IBM XLC). 

Using PDFlib with gcc/g++ on AIX:
If you want to use PDFlib with C or C++ applications
which are built with gcc/g++: the GNU compiler on AIX by default is not fully
binary compatible with IBM XLC. The binary incompatibility affects passing
conventions for floating point function parameters, and may result in
unexpected behavior like crashes or weird PDFlib exceptions. In order to
build C or C++ applications with GCC for linkage with PDFlib you must use
the following GCC compilation option when compiling your application:
-mxl-compat

This will produce code which is compatible with the object code created by
IBM XLC, and therefore enables your application to link against PDFlib.


Other language bindings
=======================

Additional files and sample code for various languages can be found in
the bind directory. Note that not all binary libraries for all language
bindings may be present; see our Web site for additional packages.


=================================
Notes for using PDFlib on zSeries
=================================

Tuning z/OS Language Environment for PDFlib applications 

Due to the heavy use of LE's memory allocation routines, some tuning of
the Language Environment storage keywords will provide better application
performance and reduced CPU usage.

Optimized storage and heap initial allocations for the invoice sample:

STORAGE(NONE,NONE,NONE,0K)
HEAP(2600K,4080,ANYWHERE,KEEP,0K,4080)
HEAPP(ON,8,1,32,3,128,5,256,5,1024,45,2048,26)
ANYHEAP(24K,4080,ANYWHERE,FREE)

As the heap, heappool and stack allocations can vary widely by application,
occasional use of the LE Storage Report will provide you with additional
recommendations.

RPTOPTS(ON),RPTSTG(ON)

These options can be specified in your C source file through the use of
#pragma runopts(..).

COBOL and CICS applications can use the CEEUOPT mechanism.

Refer to the "z/OS Language Enviroment Programming Guide"
(http://publibz.boulder.ibm.com/epubs/pdf/ceea2130.pdf)
for further details on the use of these keywords.
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What is PDFlib pCOS?
PDFlib pCOS provides a simple and elegant facility for retrieving 
any information from a PDF document which is not part of the 
page contents. For example, PDF metadata, interactive elements 
(links, form fields, etc.), or page dimensions can easily be queried 
with pCOS.


With pCOS you can extract a variety of interesting items and 
create output for different purposes. By processing multiple PDF 
documents with a single call you can easily create summaries of 
document info entries, page formats, fonts, or any other property. 
Combined with tabular output this provides a powerful PDF ad-
ministration tool.


There are many application scenarios for the PDF Information 
Retrieval Tool PDFlib pCOS within PDF workflows, but you can also 
use PDFlib pCOS as a tool for learning or debugging PDF. Here are 
some typical situations:


 > Check incoming documents for predefined criteria
 > Identify problem files in a large collection
 > Create metadata summaries for document management
 > quality assurance before publishing documents
 > document retrieval and repository workflows
 > summarize the bookmarks
 > extract components of PDF documents, e.g. ICC profiles
 > Check PDFs for security problems (JavaScript etc.)


The pCOS retrieval interface is included in other PDFlib GmbH 
products: if you use PDFlib+PDI, PDFlib Personalization Server, TET 
or PLOP you also have access to the pCOS interface. If you need 
access to text or images on the page use our product PDFlib TET for 
PDF content extraction.


pCOS Cookbook


The pCOS Cookbook is a collection of programming examples 
which demonstrate the use of pCOS for various PDF retrieval tasks. 
The Cookbook is available on the PDFlib Web site and includes 
sample code, input documents and sample output.


PDFlib pCOS Features
Supported Input


PDFlib pCOS supports all flavors of PDF input:
 > All PDF versions up to Acrobat XI, including ISO 32000
 > Encrypted documents (password may be required)
 > Damaged PDF input documents will be repaired if possible


Information Retrieval


PDFlib pCOS offers a simple query interface. With PDFlib pCOS you 
can extract a variety of interesting items, such as:


 > Document info entries and XMP metadata
 > General information: linearization and tagged PDF status, en-
cryption details and permission settings, number of pages and 
fonts
 > Fonts with name, embedding status, etc.
 > Image data, such as bit depth, color space, compression, XMP
 > Color space details
 > Target URLs and coordinates of Web links
 > Bookmarks and the corresponding page numbers, e.g. to create a 
table of contents
 > Form field data: full field names, contents, position, etc.
 > Page size, CropBox, page rotation
 > Status of ISO standards: PDF/A, PDF/E, PDF/UA, PDF/VT, and PDF/X
 > Geospatial reference information
 > List or extract file attachments
 > Layer names, page labels, article threads
 > Annotation details
 > List all comments along with the reviewer’s name
 > Digital signature details: name of signature field(s), signed/un-
signed, name of signer, date and reason of signature
 > Extract ICC output intent profiles from PDF/X or PDF/A docu-
ments
 > Block properties for PDFlib Personalization Server
 > JavaScript on document, page, annotation, or field level
 > Retrieve XML invoice data from ZUGFeRD documents
 > Properties of PDF Packages/Portfolios


PDFlib pCOS 4
PDF Information
Retrieval Tool
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About PDFlib GmbH


PDFlib GmbH is completely focused on PDF technology. Customers 
worldwide use PDFlib products since 1997. The company closely 
follows development and market trends, such as ISO standards for 
PDF. PDFlib GmbH products are distributed all over the world with 
major markets in North America, Europe, and Japan.


Contact


Fully functional evaluation versions including documentation and 
samples are available on our Web site. For more information please 
contact: 


 PDFlib GmbH 
 Franziska-Bilek-Weg 9, 80339 München, Germany 
 phone +49 • 89 • 452 33 84-0, fax +49 • 89 • 452 33 84-99 
 sales@pdflib.com  
 www.pdflib.com
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Output Formats


PDFlib pCOS can create output for different purposes:
 > Plain text output
 > Unicode text output in UTF-8 or UTF-16 formats
 > Tabular output for processing with a spreadsheet/database
 > Binary data, e.g. ICC profiles or file attachments
 > User-defined output formats for custom post-processing


pCOS Paths: Simple Syntax for PDF Objects


Instead of getting bogged down by complex tree structures, e.g. 
for bookmarks or form fields, you can easily access PDF objects by 
using the simple pCOS path syntax. It offers convenient shortcuts 
for accessing commonly used PDF objects, such as pages, fonts, 
bookmarks, form fields etc.


pCOS Library or Command-Line Tool?


pCOS is available as a programming library (component) for many 
development environments, and as a command-line tool for batch 
operations. Both offer similar features, but are suitable for different 
deployment tasks.


The pCOS programming library is used...


...for integration into desktop or server applications. Examples for 
using the library with all supported language bindings are included 
in the pCOS package.


The pCOS command-line tool is suited...


...for batch processing PDF documents. It doesn’t require any 
programming, but offers powerful command-line options which 
can be used to integrate it into complex workflows. The pCOS 
command-line tool extends the features of the library:


 > Simple retrieval of common PDF elements, such as bookmarks, 
annotations, metadata, form fields, etc.
 > Extended mode for querying more complex objects and custom-
izing the output format
 > Extract data items such as file attachments, ICC profiles, etc.
 > Emit information as comma-separated values or a user-defined 
format for import into a spreadsheet or database
 > Recursion feature for dumping composite PDF objects, such as 
dictionaries and arrays


Supported Development Environments


PDFlib pCOS is everywhere – it runs on practically all computing 
platforms. We offer 32-bit and 64-bit packages for all common 
flavors of Windows, OS X/macOS, Linux and Unix.


The pCOS core is written in highly optimized C and C++ code for 
maximum performance and small overhead. Via a simple API (Ap-
plication Programming Interface) the pCOS functionality is acces-
sible from a variety of development environments:


 > COM for use with VB, ASP, etc.
 > C and C++
 > Java, including servlets and JSP
 > .NET for use with C#, VB.NET, ASP.NET, etc.
 > Perl
 > PHP
 > Python


Benefits of using PDFlib Software
Rock-solid Products


Tens of thousands of programmers worldwide are working with 
our software. PDFlib meets all quality and performance require-
ments for server deployment. All PDFlib products are suitable for 
robust 24x7 server deployment and unattended batch processing.


Speed and Simplicity


PDFlib products are incredibly fast – up to thousands of pages per 
second. The programming interface is straightforward and easy to 
learn.


PDFlib all over the World


Our products support all international languages as well as Uni-
code. They are used by customers in all parts of the world.


Professional Support


If there’s a problem, we will try to help. We offer commercial sup-
port to meet the requirements of your business-critical applica-
tions. By adding support you will have access to the latest versions, 
and have guaranteed response times should any problems arise.


Licensing


We offer various licensing programs for server licenses, integration 
and site licenses, and source code licenses. Support contracts for 
extended technical support with short response times and free 
updates are also available.
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What is PDFlib?
PDFlib is the leading developer toolbox for generating and manipu-
lating files in the Portable Document Format (PDF). PDFlib’s main 
targets are dynamic PDF creation on a Web server or any other 
server system, and to implement »Save as PDF« in existing applica-
tions. You can use PDFlib to dynamically create PDF documents 
from database contents, similar to dynamic Web pages. PDFlib has 
proven itself in a wide range of other use cases as well. Application 
programmers need only decent graphics or print output experience 
to be able to use PDFlib quickly. Since PDFlib frees you from the 
technicalities of the PDF file format, you can focus on acquiring the 
data and arranging text, graphics, and images on the page.


The PDFlib product family is available in three different flavors: 
PDFlib, PDFlib+PDI (PDF Import), and the PDFlib Personalization 
Server (PPS) with the PDFlib Block Plugin for Adobe Acrobat.


PDFlib


PDFlib offers all functions required to generate PDF documents 
with text, graphics, images, and interactive elements such as an-
notations or bookmarks. Use PDFlib for the following and many 
other tasks:


 > add »Save as PDF« capability to your application
 > create PDF documents on a Web server in real time
 > create database reports in PDF
 > take advantage of advanced typography and full Unicode and 
encoding support for text output
 > advanced color management functionality
 > convert TIFF, JPEG, or other image formats as well as SVG graph-
ics to PDF
 > automatically format tables with all kinds of cell contents
 > create PDF/X-1/3/4/5 documents for commercial printing
 > create PDF/A-1/2/3 for archiving
 > Create PDF/VT for transactional printing
 > create Tagged PDF and PDF/UA for accessibility


PDFlib+PDI (PDF Import)


PDFlib+PDI includes all PDFlib functions, plus the PDF Import 
Library (PDI). With PDI you can open existing PDF documents and 
incorporate some pages into the PDFlib output. Use PDFlib+PDI for 
all PDFlib tasks plus the following:


 > impose multiple PDF pages on a single sheet for printing
 > add text, such as headers, footers, stamps, or page numbers to 
existing PDF pages
 > place images, e.g. company logo, on existing pages
 > add barcodes to existing PDF pages
 > assemble existing PDF pages
 > add content to PDF/A, PDF/X or PDF/UA documents


PDFlib Personalization Server (PPS) and PDFlib Block Plugin


The PDFlib Personalization Server (PPS) includes PDFlib+PDI plus 
additional functions for variable data processing using PDFlib 
Blocks. PPS makes applications independent from layout changes. 
The designer creates the page layout and converts it to PDF. She 
takes into account areas as placeholders for variable text and 
images. In Acrobat she drags a rectangular Block for each area 
using the PDFlib Block Plugin. Each Block contains a variety of Block 
properties, such as font size, color, image scaling. The PDFlib Block 
Plugin offers a Preview feature which shows the results of filling 
Blocks according to the specified properties.


The programmer writes code to fill PDFlib Blocks with text, images, 
vector graphics or PDF pages. He doesn’t need to know the format-
ting or position of a Block. Use PPS for all PDFlib+PDI tasks plus the 
following:


 > customize direct mailings with text and images
 > fill templates for transactional and statement processing
 > personalize promotional material with address data
 > generate individual parts catalogs from a database
 > produce customized documentation for multiple products


PDFlib, 
PDFlib+PDI,  
PDFlib  
Personalization 
Server (PPS) 9.1
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What’s new in PDFlib 9?


PDF/A-2 and PDF/A-3


PDFlib supports two additional parts of the PDF/A standard for 
archiving. PDF/A-2 is based on PDF 1.7 and supports transparency, 
JPEG 2000 compression, layers, and many other features. While 
PDF/A-2 allows embedding of PDF/A-1 and PDF/A-2 documents, 
PDF/A-3 allows embedding of arbitrary file types.


Tagged PDF and PDF/UA


Creating Tagged PDF is much easier through various convenience 
features, such as abbreviated tagging and automatic tagging of 
Artifacts. PDFlib’s table formatter automatically tags tables. Tagged 
PDF documents including structure elements can be imported with 
PDI.


Accessible documents can be created according to the PDF/UA 
standard (Universal Accessibility). PDF/UA is based on PDF 1.7 and 
improves Tagged PDF for accessibility similar to WCAG 2.0 (Web 
Content Accessibility Guidelines) in the Web world.


PDF/X


PDFlib 9 supports PDF/X-1a and PDF/X-3 as well as PDF/X-4/4p and 
PDF/X-5g/pg. PDFlib 9.1 adds support for PDF/X-5n for exchange of 
n-colorant production files, e.g. in the packaging industry.


PDF/VT


PDF/VT is a standard for optimized PDF for variable and transac-
tional printing. PDFlib can create output which conforms to PDF/
VT-1, PDF/VT-2 or PDF/VT-2s according to ISO 16612-2 for Variable 
Document Publishing (VDP). Document Part Metadata (DPM) can 
be attached according to the PDF/VT standard.


Scalable Vector Graphics (SVG)


PDFlib imports vector graphics in the SVG format. SVG is the 
standard format for vector graphics on the Web, and is supported 
by all mainstream browsers. PDFlib 9.1 introduces support for ICC 
profiles, CMYK and spot color in SVG.


Font handling and text output


PDFlib’s font engine and text processing have been enhanced in 
several ways:


 > ideographic variation sequences (IVS) for CJK variant glyphs;
 > WOFF fonts (Web Open Font Format), a new container format for 
TrueType and OpenType fonts specified by the W3C
 > SVG fonts, i.e. vector fonts specified in SVG format
 > CEF fonts (Compact Embedded Font), a variant of OpenType used 
for embedding fonts in SVG graphics
 > support for all Unicode normalization forms (NFC, NFKC etc.)
 > automatically create UPR font configuration files with all fonts 
found in an arbitrary number of directories


Import PDF documents with PDFlib+PDI


The following features are new in the PDF Import library PDI:
 > Tagged PDF documents including structure elements can be 
imported.
 > Layer definitions can be imported.


PDFlib Personalization Server (PPS) and Block Plugin


The following features are new in PPS:
 > The new Block type »Graphics« can be used to fill PDFlib Blocks 
with SVG graphics.
 > PDFlib Blocks can be imported with PPS in addition to the Block 
Plugin.


Create PDFlib Blocks programmatically


In addition to creating PDFlib Blocks interactively with the PDFlib 
Block Plugin, PDFlib Blocks can be created programmatically with 
PPS. Existing PDFlib Blocks in imported documents can be copied 
to the generated PDF output. These features enable advanced 
document composition workflows where templates for PPS can 
themselves be built programmatically.


PDF Object Creation API (POCA)


POCA provides a set of methods for creating low-level PDF objects 
which are included in the generated PDF output. POCA can be used 
for the following purposes:


 > create Document Part Metadata (DPM) for PDF/VT
 > programmatically create PDFlib Blocks for use with PPS


Multimedia contents


PDFlib can create rich media annotations with Sound, Movie or 3D 
content. The multimedia content can be controlled with JavaScript 
and PDF actions. The following new multimedia features are avail-
able:


 > rich media annotations
 > rich media execute actions


Enhanced encryption algorithm


PDFlib supports PDF encryption according to Acrobat X/XI/DC. This 
encryption scheme is based on AES-256 and is specified in PDF 1.7 
Adobe extension level 8 and PDF 2.0 according to ISO 32000-2.


What’s new in PDFlib 9.1?


PDFlib/PDFlib+PDI/PPS 9.1 introduces new features related to color 
handling:


 > Support for n-colorant color spaces (DeviceN and NChannel)
 > PDF/X-5n for exchange of n-colorant production files, e.g. in the 
packaging industry
 > SVG color extension for ICC profiles, spot and DeviceN color as 
well as Gray/RGB/CMYK device color
 > PANTONE Extended Gamut Coated (XGC) spot colors and 
PANTONE Plus 2016 update
 > Color gradients with an arbitrary number of stop colors for en-
hanced color blends
 > Color gradients between different spot colors, e.g. a blend of 
PANTONE colors
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Common Features in PDFlib, PDFlib+PDI, and the PDFlib Personalization Server


PDF flavors PDF 1.4 – PDF 1.7 extension level 8 and PDF 2.0 (Acrobat 5–DC)
Linearized (web-optimized) PDF for byteserving over the Web
High-volume output and arbitrary PDF file size (beyond 10 GB)


ISO standards for PDF ISO 32 000-1: standardized version of PDF 1.7
ISO 32 000-2 (draft): PDF 2.0
ISO 15 930: PDF/X-1/3/4/5 for the graphic arts industry
ISO 19 005-1/2/3: PDF/A-1/2/3 for archiving
ISO 16612-2: PDF/VT-1/2 for variable and transactional printing
ISO 14289-1: PDF/UA-1 for universal accessibility


Fonts TrueType (TTF and TTC) and PostScript Type 1 fonts
OpenType fonts with PostScript or TrueType outlines (TTF, OTF)
WOFF fonts (Web Open Font Format), a W3C-specified container format for fonts on the Web
CEF fonts (Compact Embedded Font), a variant of OpenType used for embedding fonts in SVG
SVG fonts, i.e. fonts which use the SVG format for describing glyph outlines
Support for dozens of OpenType layout features for Western and CJK text output, e.g. ligatures, small 
caps, old-style numerals, swash characters, simplified/traditional forms, vertical alternates
Directly use fonts which are installed on Windows or OS X/macOS (»host fonts«)
Font embedding for all font types; subsetting for TrueType, OpenType, and Type 3 fonts
User-defined (Type 3) fonts for bitmap fonts or custom logos
EUDC and SING fonts (glyphlets) for CJK Gaiji characters
Fallback fonts (pull missing glyphs from an auxiliary font)


Text output Text output in different fonts; underlined, overlined, and strikeout text
Glyphs in a font can be addressed by numerical value, Unicode value, or glyph name
Kerning for improved character spacing
Artificial bold, italic, and shadow text
Create text on a path
Configurable replacement of missing glyphs


Accessibility Create Tagged PDF for accessibility, page reflow, and improved content repurposing
Simplified tagging by directly supplying tagging information to all content placement functions
Automatic table and artifact tagging
PDF/UA for universal accessibility, WCAG 2.0 (Web Content Accessibility Guidelines)
Additional structure element types and attributes


Internationalization Unicode strings for page content, interactive elements, and file names; UTF-8, UTF-16, and UTF-32 
formats; support for all Unicode normalization forms
Support for a variety of 8-bit and legacy multi-byte CJK encodings (e.g. Shift-JIS; Big5)
CJK fonts and CMaps for Chinese, Japanese, and Korean text
Ideographic variation sequences (IVS) for CJK variant glyphs
Vertical writing mode for Chinese, Japanese, and Korean text
Character shaping for complex scripts, e.g. Arabic, Thai, Devanagari
Bidirectional text formatting for right-to-left scripts, e.g. Arabic and Hebrew


SVG vector graphics Import vector graphics in SVG format; ICC profiles, CMYK and spot colors in SVG*
Images Embed BMP, GIF, PNG, TIFF, JBIG2, JPEG, JPEG 2000, and CCITT raster images


Query image information (pixel size, resolution, ICC profile, clipping path, etc.)
Interpret clipping paths in TIFF and JPEG images
Interpret alpha channel (transparency) in TIFF and PNG images
Image masks (transparent images with a color applied), colorize images with a spot or DeviceN* color
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Color Grayscale, RGB (numerical, hexadecimal strings, HTML color names), CMYK, CIE L*a*b* color
Integrated support for PANTONE® (incl. PANTONE+) and HKS® colors
DeviceN (n-colorant) color space based on process or spot colors*
User-defined spot colors
Color gradients between an arbitrary number of process colors or spot colors*


Color management ICC-based color with ICC profiles; support for ICC 4 profiles
Rendering intent for text, graphics, and raster images
ICC profiles as output intent for PDF/A and PDF/X; multi-colorant (xCLR) profiles for PDF/X-5n*


Archiving PDF/A-1a/1b, PDF/A-2a/b/u and PDF/A-3a/b/u
XMP extension schemas for PDF/A


Graphic arts PDF/X-1a, PDF/X-3, PDF/X-4, PDF/X-4p, PDF/X-5p, PDF/X-5pg, PDF/X-5n*
Embedded or externally referenced output intent ICC profile
External graphical content (referenced pages) for PDF/X-5p and PDF/X-5pg
Settings for overprint, text knockout, etc.


Variable Document Printing 
(VDP)


PDF/VT-1, PDF/VT-2, and PDF/VT-2s for variable and transactional printing


Textflow Formatting Format text into one or more rectangular or arbitrarily shaped areas with hyphenation (user-supplied 
hyphenation points required), font and color changes, justification methods, tabs, leaders, control com-
mands
Advanced line-breaking with language-specific processing
Flexible image placement and formatting
Wrap text around images or image clipping paths


Table formatting Table formatter places rows and columns, and automatically calculates their sizes according to a vari-
ety of user preferences. Tables can be split across multiple pages.
Table cells can hold single- or multi-line text, images, vector graphics, PDF pages, path objects, annota-
tions, and form fields
Table cells can be formatted with ruling and shading options
Flexible stamping function
Matchbox concept for referencing the coordinates of placed images or other objects


Vector graphics Common vector graphics primitives: lines, curves, arcs, ellipses, rectangles, etc.
Smooth shadings (color blends), between multiple process or spot colors*, pattern fills and strokes
Transparency (opacity) and blend modes
External graphical content (Reference XObjects) for variable document printing
Reusable path objects and clipping paths imported from images


Layers Optional page content which can selectively be displayed
Annotations and form fields can be placed on layers


Security Encrypt PDF document or attachments with 128/256-bit AES or RC4 128-bit encryption 
Unicode passwords
Document permission settings (e.g. printing or copying not allowed)


Interactive elements Create form fields with all field options and JavaScript
Create barcode form fields
Create actions for bookmarks, annotations, page open/close and other events
Create bookmarks with a variety of options and controls
Page transition effects, such as shades and mosaic
Create all PDF annotation types, such as PDF links, launch links (other document types), Web links
Named destinations for links, bookmarks, and document open action
Create page labels (symbolic names for pages)


Multimedia Embed 3D animations in PDF
Embed Sound, Movie and 3D content in PDF and control it with JavaScript
Flash-based navigators for custom presentation of PDF portfolios
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PDF input (PDI) Import pages from existing PDF documents
Import all PDF versions up to PDF 1.7 extension level 8 (Acrobat X/XI/DC) and PDF 2.0
Import documents which are encrypted with any of PDF’s standard encryption algorithms
Query information about imported pages
Clone page geometry of imported pages (e.g. BleedBox, TrimBox, CropBox)
Delete redundant objects (e.g. identical fonts) across multiple imported PDF documents
Repair malformed input PDF documents
Copy PDF/A or PDF/X output intent from imported PDF documents
Import Tagged PDF documents including structure hierarchy
Import layer definitions (optional content)


pCOS interface pCOS interface for querying details about imported PDF documents


Variable Document Printing 
(VDP)


PDF personalization with PDFlib Blocks for text, image, PDF data, or SVG vector graphics


Create PDFlib Blocks programmatically with PPS
Copy PDFlib Blocks from imported documents1


PDFlib Block Plugin PDFlib Block plugin for creating PDFlib Blocks interactively in Acrobat on Windows and OS X/macOS
Preview PPS Block filling in Acrobat
Copy Blocks to Preview file
Snap-to-grid for interactively creating or editing Blocks in Acrobat
Clone PDF/X or PDF/A properties of the Block container
Convert PDF form fields to PDFlib Blocks for automated filling
Textflow Blocks can be linked so that one Block holds the overflow text of a previous Block
PANTONE® and HKS® spot color names integrated in the Block plugin
Support for Retina displays on OS X/macOS*


*New in Block Plugin 5.10


Georeferenced PDF Create PDF with geospatial reference information
Metadata Document information: common fields (Title, Subject, Author, Keywords) and user-defined fields


Create XMP metadata from document info fields or from client-supplied XMP streams
Process XMP image metadata in TIFF, JPEG, JPEG 2000 images and SVG graphics


Programming Language bindings for C, C++, Cobol, COM, Objective C, Java, .NET, Perl, PHP, Python, REALbasic/Xojo, 
RPG, Ruby
Virtual file system for supplying data in memory, e.g., images from a database
Generate PDF documents on disk file or directly in memory (for Web servers)


* New in PDFlib/PDFlib+PDI/PPS 9.1


Additional Features in PDFlib+PDI and the PDFlib Personalization Server


Additional Features in the PDFlib Personalization Server (PPS)
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PDFlib GmbH is completely focused on PDF technology. Customers 
worldwide use PDFlib products since 1997. The company closely 
follows development and market trends, such as ISO standards for 
PDF. PDFlib GmbH products are distributed all over the world with 
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Supported Development Environments


PDFlib is everywhere – it runs on practically all computing plat-
forms. We offer 32- and 64-bit variants for all common flavors of 
Windows, OS X/macOS, Linux and Unix, as well as for IBM iSeries/i5 
and zSeries mainframes.


The PDFlib core is written in highly optimized C code for maximum 
performance and small overhead. Via a simple API (Application 
Programming Interface) the PDFlib functionality is accessible from 
a variety of development environments:


 > COM for use with VB, ASP, etc.
 > C and C++
 > Cobol (IBM zSeries)
 > Java, including servlets and JSP
 > .NET for use with C#, VB.NET, ASP.NET, etc.
 > Objective-C (OS X/macOS, iOS)
 > Perl
 > PHP
 > Python
 > REALbasic/Xojo
 > RPG (IBM iSeries/i5)
 > Ruby, including Ruby on Rails


Benefits of using PDFlib Software
Rock-solid Products


Tens of thousands of programmers worldwide are working with 
our software. PDFlib products meet all quality and performance 
requirements for server deployment. All products are suitable for 
robust 24x7 server deployment and unattended batch processing.


Speed and Simplicity


PDFlib products are incredibly fast – up to thousands of pages per 
second. The programming interface is straightforward and easy to 
learn.


PDFlib Products all over the World


Our products support all international languages as well as Uni-
code. They are used by customers in all parts of the world.


Professional Support


If there’s a problem, we will try to help. We offer commercial sup-
port to meet the requirements of your business-critical applica-
tions. By adding support you will have access to the latest versions, 
and have guaranteed response times should any problems arise.


Licensing


We offer various licensing programs for server licenses, integration 
and site licenses, and source code licenses. Support contracts for 
extended technical support with short response times and free 
updates are also available.
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What is PDFlib?
PDFlib is the leading developer toolbox for generating and manipu-
lating files in the Portable Document Format (PDF).


PDFlib’s main targets are dynamic PDF creation on a Web server 
or any other server system, and to implement »Save as PDF« in 
existing applications. You can use PDFlib to dynamically create PDF 
documents from database contents, similar to dynamic Web pages.


PDFlib has proven itself in a wide range of other use cases as well.


Application programmers need only decent graphics or print out-
put experience to be able to use PDFlib quickly. Since PDFlib frees 
you from the technicalities of the PDF file format, you can focus on 
acquiring the data and arranging text, graphics, and images on the 
page.


The PDFlib Product Family
The PDFlib product family comprises the following products:


PDFlib offers all functions required to generate PDF documents 
with text, graphics, images, and interactive elements such as an-
notations or bookmarks.


PDFlib+PDI includes all PDFlib functions plus the PDF Import 
Library (PDI). With PDI you can open existing PDF documents and 
incorporate pages into the PDFlib output. It also includes the pCOS 
interface for querying PDF objects.


PDFlib Personalization Server (PPS) includes PDFlib+PDI plus ad-
ditional functions for variable data processing using PDFlib Blocks. 
PPS makes applications independent of any layout changes.


»Save as PDF« for Applications


I work with a software development company and want to imple-
ment a »Save as PDF« feature in our applications.


PDFlib easily integrates into all kinds of applications to enable 
reliable and high-quality PDF output. Many well-known develop-
ers of graphics programs, geographical information systems (GIS), 
prepress and DTP applications and from many other domains rely 
on PDFlib to add PDF generation features to their products.


Invoices for an Online Shop


How can I create PDF invoices dynamically in my online shop?


Dynamic invoice generation is one of the most popular PDFlib 
scenarios. The generated PDF invoices can be viewed in the Web 
browser, made available for separate download, or e-mailed to the 
user. 
Use PDFlib to place transaction data (customer details, item list, 
prices, etc.) on a PDF page. Add images, such as a company logo, in 
a variety of image formats. Use PDFlib+PDI to incorporate existing 
PDF material, for example company stationery as background.


Mail Merge


How can I merge personal data into an existing PDF document to 
create mass mailings?


PDFlib+PDI imports one or more pages of an existing PDF and 
adds individual text and images to create individual letters. The 
programmer adds code for retrieving text or graphics from a text 
file or database. A single large PDF containing all letters can be pro-
duced for printing, or many personalized small PDFs for e-mailing 
to the recipients. 
If you need more flexibility because slightly different mailings 
must be produced or changes in the page design occur frequently, 
you can use the PDFlib Personalization Server (PPS). It facilitates 
both the designer’s and the programmer’s job when it comes to 
variable data processing.


I want to create Tagged PDF or PDF/UA for accessibility


I am facing strict requirements regarding Tagged PDF for accessibility. 
How can I conform to WCAG or PDF/UA requirements?


PDFlib offers convenience features for creating Tagged PDF for im-
proved accessibility and repurposing of PDF documents. WCAG 2.0 
and the PDF/UA-1 standard (universal accessibility) are fully sup-
ported. All standard PDF tags as well as custom tags are supported. 
PDFlib+PDI and PPS can process existing Tagged PDF documents 
while maintaining the imported document structure (tag tree). 
This means you can assemble pages from existing Tagged PDF 
documents and enhance them with additional content.


PDFlib Products 
in the Real World







About PDFlib GmbH


PDFlib GmbH is completely focused on PDF technology. Customers 
worldwide use PDFlib products since 1997. The company closely 
follows development and market trends, such as ISO standards for 
PDF. PDFlib GmbH products are distributed all over the world with 
major markets in North America, Europe, and Japan.


Contact


Fully functional evaluation versions including documentation and 
samples are available on our Web site. For more information please 
contact: 


 PDFlib GmbH 
 Franziska-Bilek-Weg 9, 80339 München, Germany 
 phone +49 • 89 • 452 33 84-0, fax +49 • 89 • 452 33 84-99 
 sales@pdflib.com  
 www.pdflib.com
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Commercial Printing


Can I use PDFlib to prepare prepress data for commercial printing?


Customers use PDFlib to build systems for creating, assembling, 
or personalizing PDF documents for commercial printing. In many 
cases these production systems are accessible via a Web browser.
The PDFlib product family supports a variety of features for the 
graphic arts industry, including color management with ICC 
profiles, CMYK color, spot colors with built-in PANTONE® and HKS® 
tables. PDFlib supports the relevant standards PDF/X-3, PDF/X-4 
and PDF/X-5 as well as optimized PDF/VT.


Mass Generation of Phone Bills


I am responsible for creating the monthly phone bills at a major 
telecommunications provider. We plan to migrate from paper-based 
bills to online PDFs and distribute them via e-mail or Web.


PDFlib has a proven track record in mission-critical environments.
Even with several millions of bills in each run you won’t experience 
performance or reliability problems. PDFlib works on any kind of 
server, including midrange and mainframe systems.


Spice up existing PDFs


Can I add stamps and page numbers to existing PDF pages?


First, you import the pages from your PDF with PDFlib+PDI. Then 
you add a transparent stamp, running page numbers, barcodes, 
company logo, or any other content. You can even add interactive 
elements including links, form fields, bookmarks, etc. With these 
features you can approach PDF problems with a postprocessing 
solution.


Other PDFlib GmbH Products
PDFlib TET. Extract text, images and metadata from any PDF and 
normalize it to Unicode. TET includes patented content analysis 
algorithms for identifying word boundaries or dehyphenating text, 
and much more.


PDFlib TET PDF IFilter. Extracts the text and metadata of PDF 
documents and makes it available to search and retrieval software 
on Windows.


PDFlib PLOP. Linearize, optimize, and protect PDF documents, or 
add XMP metadata.


PDFlib PLOP DS.  Apply digital signatures to PDF documents.


PDFlib pCOS. Query any kind of information from PDF.


Supported Development Environments


PDFlib is everywhere – it runs on practically all computing plat-
forms. We offer 32- and 64-bit variants for all common flavors of 
Windows, OS X/macOS, Linux and Unix, as well as for IBM i5/iSeries 
and zSeries mainframes.


The PDFlib core is written in highly optimized C code for maximum 
performance and small overhead. Via a simple API (Application 
Programming Interface) the PDFlib functionality is accessible from 
a variety of development environments:


 > COM for use with VB, ASP, etc.
 > C and C++
 > Cobol (IBM zSeries)


 > Java, including servlets and Java Application Server
 > .NET for use with C#, VB.NET, ASP.NET, etc.
 > PHP
 > Perl
 > Python
 > REALbasic
 > RPG (IBM i5/iSeries)
 > Ruby


Benefits of using PDFlib Software
Rock-solid Products


Tens of thousands of programmers worldwide are working with 
our software. PDFlib meets all quality and performance require-
ments for server deployment. All PDFlib products are suitable for 
robust 24x7 server deployment and unattended batch processing.


Speed and Simplicity


PDFlib products are incredibly fast – up to thousands of pages per 
second. The programming interface is straightforward and easy to 
learn.


PDFlib Products all over the World


Our products support all international languages as well as Uni-
code. They are used by customers in all parts of the world.


Professional Support


If there’s a problem, we will try to help. We offer commercial sup-
port to meet the requirements of your business-critical applica-
tions. By adding support you will have access to the latest versions, 
and have guaranteed response times should any problems arise.


Licensing


We offer various licensing programs for server licenses, integration 
and site licenses, and source code licenses. Support contracts for 
extended technical support with short response times and free 
updates are also available.
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% This is a sample UPR file for use with PDFlib. The complete description
% of the UPR file format can be found in the PDFlib manual.
% All resources can also be set at runtime via PDF_set_parameter().
% Some resources will also be search in the Windows registry.


% %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
% List of all resource categories which are specified in the file

SearchPath
FontAFM
FontPFM
FontOutline
Encoding
ICCProfile
StandardOutputIntent
.

% %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
% The SearchPath section.
% PDFlib will search for any files (font, PDFs, ICC profiles, images)
% in all the directories listed here. Modify as appropriate.
% Do not mix SearchPath with the deprecated "prefix" feature.

SearchPath
% /var/fonts
% C:/psfonts
% d:/myimagefolder
.

% %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
% The AFM font metrics section, one line per font in the format
% <fontname>=<filename>
% Note that PostScript font names must not contain any blank character

FontAFM
.

% %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
% The PFM font metrics section, one line per font in the format
% <fontname>=<filename>
% Note that PostScript font names must not contain any blank character

FontPFM
%Poetica-ChanceryI=Poetica-ChanceryI.pfm
.

% %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
% The PostScript, TrueType, and OpenType font outline section, one line per
% font in the format
% <fontname>=<filename>
% Note that PostScript font names must not contain any blank character,
% but TrueType font names may contain blank characters (and often do).

FontOutline
.

% %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
% The Encoding section, one line per encoding in the format
% <encodingname>=<filename>
% This will only rarely be required since PDFlib contains a lot of built-in
% encodings.

Encoding
%cp0874=cp0874.cpg
.

% %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
% The ICCProfile section lists the names of known ICC color profiles in the
% format
% <encodingname>=<filename>

ICCProfile
%highspeedprinter=cmykhighspeed.icc
.

% %%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%%
% The StandardOutputIntent section lists the names of known standard output
% intents for PDF/X. This will only be used when standard intent names other
% than those known to PDFlib internally will be used.
% format
% <intentname>=<description>

StandardOutputIntent
.
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What is PDFlib PLOP?
PDFlib PLOP is a versatile tool for linearizing, optimizing, repairing, 
analyzing, encrypting and decrypting PDF documents. PLOP lineari-
zation and optimization features create efficient and small PDF 
documents for fast Web delivery. PLOP protection features encrypt 
or decrypt PDF documents and apply or remove permission set-
tings, such as »printing not allowed« or »content extraction not 
allowed«. PLOP’s repair mode automatically detects damaged PDF 
documents and fixes the problems if possible. PLOP analysis fea-
tures can be used to query arbitrary properties of a PDF document. 
Document info entries and XMP metadata can be retrieved and set 
in a PDF/A and PDF/X conforming manner.


PDFlib PLOP Features
Linearization


With PDFlib PLOP you can linearize a PDF document for fast deliv-
ery over the Web (byteserving). Byteserving increases the perceived 
download speed since the first page is already visible while the re-
mainder of the document is downloaded in the background.


Optimization


PLOP can significantly reduce the file size of a PDF document with-
out affecting quality. It achieves this by removing unnecessary or 
redundant identical objects, such as repeatedly embedded fonts, 
images, identical ICC color profiles, etc.


Password Security


PLOP can apply user and master passwords, and set permission 
restrictions to prevent the document from being printed with Acro-
bat, disallow text extraction or modification, etc.


PLOP supports strong AES-256 encryption and Unicode passwords. 
With PLOP you can:


 > encrypt a PDF document with user or master password, or both;
 > remove PDF encryption (if you know the master password);
 > add or remove permission restrictions, e.g. »text extraction not 
allowed« (if you know the master password).


Certificate Security


PLOP also supports certificate security which works similar to 
e-mail encryption. PDF documents can be encrypted for a number 
of recipients, where each recipient is identified with a certificate 
(public key). Only legitimate recipients can open the document 
with the corresponding digital ID (private key). Since certificate 
security is an integral part of the PDF format specification it works 
in Acrobat and Adobe Reader without the need for any plugin or 
other custom software.


Certificate security offers several advantages over password secu-
rity:


 > no passwords must be distributed to the document recipients;
 > individual permission restrictions can be specified for each re-
cipient or groups of recipients;
 > recipients cannot pass on document passwords to unauthorized 
third parties.


With PLOP you can encrypt PDF documents with certificates, apply 
permission restrictions, and decrypt documents which are protect-
ed with certificate security (provided you have a suitable digital ID).


The advantages of certificate security can be leveraged e.g. for se-
curely distributing transaction documents or commercial content.


Repair Mode


PLOP detects various structural PDF problems and automatically 
repairs the document. PLOP can also fix certain XMP problems and 
optionally remove damaged XMP metadata.


PDF Analysis


The PLOP library includes the pCOS interface for querying details 
about a PDF document, e.g.


 > extract document info entries and XMP metadata
 > list fonts and other resources
 > query page sizes
 > query security status, encryption scheme, permission settings
 > many more PDF properties (see separate pCOS datasheet).


PDFlib  
PLOP 5.2
PDF 
Linearization,  
Optimization,
Protection
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XMP Metadata


Metadata (»data about data«) is an important topic in many areas 
of application software. XMP (Extensible Metadata Platform) is an 
XML-based framework with many predefined metadata properties. 
XMP is integrated in Acrobat/PDF, and much more powerful than 
simple document info entries. XMP is required for PDF/A and other 
ISO standards. Many industry groups have published XMP-based 
recommendations for vertical applications.


With PLOP you can insert XMP metadata in PDF documents and 
extract XMP from PDF. Inserted XMP is validated to ensure correct 
and standard-conforming output. If the input document conforms 
to PDF/A or PDF/X, PLOP ensures the XMP rules set forth in the re-
spective standard.


XMP insertion with PLOP can be used in the following and other 
situations:


 > Add XMP metadata to PDF/A documents, including support for 
XMP extension schemas as defined in the PDF/A standard.
 > Add XMP metadata describing the scanning process for digitized 
legacy documents, also according to PDF/A.
 > Add XMP metadata according to the Ghent Workgroup (GWG) Ad 
Ticket scheme.
 > Add company-specific XMP metadata.


Document Info Entries


With PLOP you can add new document information entries or re-
place the values of existing info entries. Both predefined and cus-
tom entries can be set. If the input document contains XMP docu-
ment metadata, all predefined info entries are synchronized to the 
XMP metadata in order to keep the metadata consistent (this is a 
requirement of PDF/A).


PDF Versions and Standards


PLOP supports all relevant PDF versions and standards:


 > PLOP processes all PDF versions up to Acrobat DC, i.e PDF 1.7 (ISO 
32000-1) up to extension level 8. PLOP can also process docu-
ments according to PDF 2.0 (ISO 32000-2).
 > PLOP is aware of the PDF/A-1/2/3 (ISO 19005) archiving standards: 
if the input document conforms to PDF/A, the output document 
is guaranteed to conform as well. PLOP fully supports XMP exten-
sion schemas as required by PDF/A.
 > Similarly, PLOP is aware of the PDF/X-1a/3/4/5 (ISO 15930) print 
production standards, PDF/VT-1/2 (ISO 16612-2) for variable and 
transactional printing and PDF/UA-1 (ISO 14289) for accessible 
PDF.


PLOP Library or Command-Line Tool?


PLOP is available as a programming library (component) for various 
development environments, and as a command-line tool for batch 
operations. Library and command-line tool offer similar features, 
but are suitable for different deployment tasks.


The PLOP programming library is used...


...for integration into desktop or server applications. Examples for 
using the library with all supported language bindings are included 
in the PLOP package. Since the PLOP library accepts PDF input docu-
ments from a disk file or directly in memory, it can easily be com-
bined with other products.


The PLOP programming library also contains the pCOS interface for 
retrieving a variety of PDF document properties.


The PLOP command-line tool is suited...


...for batch processing PDF documents. It doesn’t require any pro-
gramming, but offers powerful command-line options which can 
be used to integrate it into complex workflows. The PLOP com-
mand-line tool can also be called from environments which do not 
support the use of the PLOP library.


Supported Development Environments


PDFlib PLOP is everywhere – it runs on practically all computing 
platforms. We offer 32-bit and 64-bit packages for all common fla-
vors of Windows, OS X/macOS, Linux and Unix, as well as for IBM 
zSeries mainframe systems. Versions for iOS and Android are also 
available.


The PLOP core is written in highly optimized C and C++ for maxi-
mum performance and small overhead. Via a simple API (Applica-
tion Programming Interface) the PLOP functionality is accessible 
from a variety of development environments:


 > COM for use with VB, ASP, etc.
 > C and C++
 > Java, including servlets and Java Application Server
 > .NET for use with C#, VB.NET, ASP.NET, etc.
 > Objective-C
 > Perl
 > PHP
 > Python
 > Ruby


PLOP DS for digitally signing PDF


The extended version PLOP DS supports all features of PLOP plus 
the ability to apply digital signatures to PDF documents. Please re-
fer to the separate PLOP DS datasheet for more information.
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Benefits of using PDFlib Software
Rock-solid Products


Tens of thousands of programmers worldwide successfully use 
our software. PDFlib products meet all quality and performance 
requirements for server deployment. All products are suitable for 
robust 24x7 server deployment and unattended batch processing.


Speed and Simplicity


PDFlib products are incredibly fast – up to thousands of pages per 
second. The programming interface is straightforward and easy to 
learn.


PDFlib Products all over the World


Our products support all international languages as well as Uni-
code. They are used by customers in all parts of the world.


Professional Support


If there’s a problem, we will try to help. We offer commercial sup-
port to meet the requirements of your business-critical applica-
tions. By adding support you will have access to the latest versions, 
and have guaranteed response times should any problems arise.


Licensing


We offer various licensing options for server licenses, integration 
and site licenses, and source code licenses. Support contracts for 
extended technical support with short response times and free up-
dates are also available.


About PDFlib GmbH


PDFlib GmbH is completely focused on PDF technology. Custom-
ers worldwide use PDFlib products since 1997. The company closely 
follows development and market trends, such as ISO standards for 
PDF. PDFlib GmbH products are distributed all over the world with 
major markets in North America, Europe, and Japan.


Contact


Fully functional evaluation versions including documentation and 
samples are available on our Web site. For more information please 
contact: 


 PDFlib GmbH 
 Franziska-Bilek-Weg 9, 80339 München, Germany 
 phone +49 • 89 • 452 33 84-0, fax +49 • 89 • 452 33 84-99 
 sales@pdflib.com  
 www.pdflib.com
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C List of all Options
This index contains an alphabetical list of all options and keywords along with the func-
tions in which they can be used. Click on the page number to jump to the description.


&
&name option list macro call in fit_textflow() 87


3D
3Dactivate in create_annotation() 189
3Ddata in create_annotation() 189
3Dinitialview in create_annotation() 189
3Dinteractive in create_annotation() 189
3Dshared in create_annotation() 189
3Dview in create_action() 182


A
acrobat suboption for fontname in info_font() 58
action


in begin/end_page_ext() 40
in create_annotation() 190
in create_bookmark() 202
in create_field() and create_fieldgroup() 198
in end_document() 32
in process_pdi() 171


actual suboption for encoding in info_font() 57
ActualText in begin_item() 219
addfitbox suboption for wrap in fit_textflow() 94
adjustmethod in add/create_textflow() 84
adjustpage


in fit_image/pdi_page() 156
in fit_pdi_page() 169


advancedlinebreak in add/create_textflow() 84
align in fit/info_textline() and draw_path() 107
alignchar in fit/info_textline() 107
alignment


in add/create_textflow() 82
in create_annotation() 190
suboption for leader in fit/info_textline() and 
add/create_textflow() 76


alphachannelname in load_image() 152
alphaisshape in create_gstate() 121
Alt in begin_item() 219
angle keyword in info_textline() 80
angularunit suboption for georeference 213
annotation suboption for targetpath in 


create_action() 185
annotationtype in add_table_cell() 98
annotcolor in create_annotation() 190
antialias


in shading() 147
suboption for shading option of several 
functions 117


api
suboption for encoding in info_font() 57
suboption for fontname in info_font() 58


area suboption for fill in fit_table() 101
areaunit suboption for georeference 213
artbox in begin/end_page_ext() 40
artifacttype in begin_item() 219
ascender


in info_font() 57
in load_font() 51
keyword in info_textline() 80


Attached in begin_item() 219
attachmentpassword in begin_document() 32
attachmentpoint in draw_path() 107
attachments in begin/end_document() 33
autocidfont in load_font() 51
autosubsetting in load_font() 51
autoxmp in begin/end_document() 33
avoidbreak in add/create_textflow() 84
avoidemptybegin in add/create_textflow() 83


B
background in create_3dview() 210
backgroundcolor in create_field() and 


create_fieldgroup() 198
basestate in set_layer_dependency() 46
BBox in begin_item() 219
begoptlistchar in create_textflow() 88
beziers suboption for wrap in fit_textflow() 94
bitreverse in load_image() 152
bleedbox in begin/end_page_ext() 40
blendmode in create_gstate() 121
blind


in fit_table() 101
in fit_textflow() 90


bordercolor in create_field() and 
create_fieldgroup() 198


borderstyle
in create_annotation() 190
in create_field() and create_fieldgroup() 198


borderwidth in several functions 115
bottom in add_nameddest() and suboption for 


destination in create_action(), 
create_annotation(), create_bookmark() and 
begin/end_document() 186
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boundingbox
in shading() 147
keyword in info_image() 157
keyword in info_path() 134
keyword in info_pdi_page() 170
keyword in info_table() 103
keyword in info_textflow() 95
suboption for viewports option in begin/
end_page_ext() 213


bounds suboption for georeference 213
boxes suboption for wrap in fit_textflow() 94
boxheight suboption for matchbox 111
boxlinecount keyword in info_textflow() 95
boxsize in various functions 107
boxwidth suboption for matchbox 111
bpc in load_image() 152
buttonlayout in create_field() and 


create_fieldgroup() 198
buttonstyle in create_field() and 


create_fieldgroup() 198


C
calcorder in create_field() and 


create_fieldgroup() 198
calloutline in create_annotation() 190
camera2world in create_3dview() 210
cameradistance in create_3dview() 210
canonicaldate in create_action() 182
capheight


in info_font() 57
in load_font() 51
keyword in info_textline() 80


caption in create_field() and create_fieldgroup() 
198


captiondown in create_field() and 
create_fieldgroup() 198


captionoffset in create_annotation() 190
captionposition in create_annotation() 190
captionrollover in create_field() and 


create_fieldgroup() 198
cascadedflate in load_image() 152
centerwindow suboption for viewerpreferences 


in begin/end_document() 37
charclass in add/create_textflow() 85
charmapping in add/create_textflow() 86
charref in many functions 73
charspacing


in create_field() and create_fieldgroup() 198
in many functions 73


checkwordsplitting in add_table_cell() 98
children in set_layer_dependency() 46
cid in info_font() 56, 57
cidfont in info_font() 57
circles suboption for wrap in fit_textflow() 94
circular keyword in add_path_point() 132
classes for logging parameter 30
clip in draw_path() 134
clipping suboption for matchbox 111


clippingarea in open_pdi_page() 168
clippingpath keyword in info_image() 157
clippingpathname in load_image() 152
cloneboxes


in fit_pdi_page() 169
in open_pdi_page() 168


close
in add_path_point() 133
in draw_path() 134
suboption for textpath in fit_textline() 79


cloudy in create_annotation() 190
code in info_font() 56, 57
codepage in info_font() 57
codepagelist in info_font() 57
colorize in load_image() 152
colorized in begin_font() 60
colscalegroup in add_table_cell() 98
colspan in add_table_cell() 98
ColSpan in begin_item() 219
colwidth in add_table_cell() 98, 99
comb in create_field() and create_fieldgroup() 


199
comment option list macro definition in 


fit_textflow() 85
commitonselect in create_field() and 


create_fieldgroup() 199
compatibility in begin_document() 33
components in load_image() 152
compress suboption for metadata 217
contents in create_annotation() 190
continuetextflow in add_table_cell() 98
control keyword in add_path_point() 132
convert in pcos_get_stream() 174
copy in create_pvf() 25
copyglobals in load_image() 152
coversheet suboption for portfolio in 


begin_document() 207
crease suboption for rendermode in 


create_3dview() 211
createdate in create_annotation() 190
createfittext in fit_textflow() 90
createlastindent in fit_textflow() 90
creatematchboxes suboption for wrap in 


fit_textflow() 94
createpvf in begin_document() 33
createrichtext in create_annotation() 191
createwrapbox suboption for matchbox 111
creatorinfo in define_layer() 44
cropbox in begin/end_page_ext() 40
currentvalue in create_field() and 


create_fieldgroup() 199
curve keyword in add_path_point() 132
custom in create_annotation() 191
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D
dasharray


in add_path_point() 132
in create_annotation() 191
in create_field() and create_fieldgroup() 199
in many functions 73
in setdashpattern 118
in several functions 115


dashphase
in add_path_point() 132
in setdashpattern 118
in several functions 115


debugshow in fit_table() 101
decorationabove


in fit/info_textline() and add/
create_textflow() 64
in many functions 73


defaultcmyk in begin/end_page_ext() 40
defaultdir in create_action() 182
defaultgray in begin/end_page_ext() 40
defaultrgb in begin/end_page_ext() 40
defaultstate in define_layer() 44
defaultvalue in create_field() and 


create_fieldgroup() 199
defaultvariant in set_layer_dependency() 46
defaultview in load_3d() 209
depend in set_layer_dependency() 46
descender


in info_font() 57
in load_font() 51
keyword in info_textline() 80


description
in add_portfolio_file() 206
in add_portfolio_folder() 204
in load_iccprofile() 141
suboption for attachments in begin/
end_document() 33


destination
in begin/end_document() 33
in create_action() 182
in create_annotation() 191
in create_bookmark() 202


destname
in create_action() 183
in create_annotation() 191
in create_bookmark() 202
in end_document() 33
suboption for targetpath in create_action() 
185


direction suboption for viewerpreferences in 
begin/end_document() 37


disable
for logging parameter 29
suboption for 3Dactivate in 
create_annotation() 195


disablestate suboption for 3Dactivate in 
create_annotation() 195


display
in create_annotation() 191
in create_field() and create_fieldgroup() 199


displaydoctitle suboption for viewerpreferences 
in begin/end_document() 37


displaysystem suboption for georeference 213
domain


in shading() 147
suboption for shading option of several 
functions 117


doubleadapt suboption for matchbox 111
doubleoffset suboption for matchbox 111
down


suboption for template in 
create_annotation() 194


dpi in many functions 107
drawbottom, drawleft, drawright, drawtop 


suboptions for matchbox 111
dropcorewidths in load_font() 51
duplex suboption for viewerpreferences in begin/


end_document() 37
duration


in begin/end_page_ext() 40
in create_action() 183


E
E in begin_item() 219
editable in create_field() and create_fieldgroup() 


199
embedding in load_font() 51
embedprofile in load_iccprofile() 141
enable


for logging parameter 29
suboption for 3Dactivate in 
create_annotation() 195


enablestate suboption for 3Dactivate in 
create_annotation() 195


encoding
in info_font() 57
in load_font() 52


end
suboption for matchbox 112
suboption for shading option of several 
functions 117


endcolor suboption for shading option of several 
functions 117


endingstyles in create_annotation() 191
endoptlistchar in create_textflow() 88
endx, endy keywords in info_textline() 80
entire suboption for background in 


create_3dview() 210
epsg suboption for the coords and displaycoords 


suboptions of georeference 214
errorpolicy parameter and option for various 


functions 27
escapesequence in many functions 73
exceedlimit suboption for matchbox 112
exchangefillcolors in fit_textflow() 90
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exchangestrokecolors in fit_textflow() 90
exclude in create_action() 183
exists keyword in info_matchbox() 113
exportable in create_field() and 


create_fieldgroup() 199
exportmethod in create_action() 183
extend0, extend1 in shading() 147


F
facecolor suboption for rendermode in 


create_3dview() 211
fakebold in many functions 74
faked


suboption for ascender in info_font() 57
suboption for fontstyle in info_font() 58


fallbackfont in info_font() 57
fallbackfonts in load_font() 52
familyname


in begin_font() 60
in info_font() 57


feature in info_font() 58
featurelist in info_font() 58
features in many functions 75
fieldlist


in add_portfolio_file() 206
in add_portfolio_folder() 204


fieldname in add_table_cell() 98
fieldtype


in add_table_cell() 98
in create_fieldgroup() 199


filemode in begin_document() 33
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datasheet  PDFlib


What is PDFlib TET?
PDFlib TET (Text and Image Extraction Toolkit) reliably extracts text, 
images and metadata from PDF documents. TET makes available 
the text contents of a PDF as Unicode strings, plus detailed color, 
glyph and font information as well as the position on the page. 
Raster images are extracted in common image formats. TET option-
ally converts PDF documents to an XML-based format called TETML 
which contains text and metadata as well as resource information.


TET contains advanced content analysis algorithms for determin-
ing word boundaries, grouping text into columns and removing 
redundant text. Using the integrated pCOS interface you can 
retrieve arbitrary objects from the PDF, such as metadata, interac-
tive elements, etc.


With PDFlib TET you can:
> Implement the PDF indexer for a search engine
> Repurpose text and images in PDFs
> Convert the contents of PDFs to other formats
> Process PDFs based on their contents, e.g. splitting based on 


headings (requires PDFlib+PDI in addition to TET)
> Check whether a particular location on the page is empty, e.g. for 


placing a barcode or stamp


PDFlib TET Features


Accepted PDF Input
TET supports all relevant flavors of PDF input:
> All PDF versions up to Acrobat DC, including ISO 32000-1 and -2
> Protected PDFs which do not require a password for opening the 


document
> Damaged PDF documents will be repaired 


All Writing Systems of the World
TET processes PDF documents in all writing systems of the world 
and implements special processing required for some scripts:
> Latin, Greek and Cyrillic scripts including dehyphenation
> Arabic and Hebrew including logical reordering of right-to-left 


and bidirectional text; normalization of Arabic presentation 
forms


> Simplified and Traditional Chinese, Japanese, and Korean regard-
less of encoding; horizontal and vertical text


> Indian scripts (without glyph reordering)
> All other languages and scripts supported in Unicode


Unicode
Since text in PDF is usually not encoded in Unicode, PDFlib TET 
normalizes the text in a PDF document to Unicode:
> TET converts all text contents to Unicode, regardless of the en-


coding method used in the PDF document.
> Ligatures and other multi-character glyphs are decomposed into 


a sequence of the corresponding Unicode characters.
> Glyphs without appropriate Unicode mapping are identified as 


such and are mapped to a configurable replacement character to 
avoid misinterpretation.


> TET implements various workarounds for problems with specific 
document creation packages, such as InDesign and TeX docu-
ments or PDFs generated on mainframe systems.


Content Analysis and Word Detection
TET includes several patented content analysis algorithms:
> Determine word boundaries which are required to retrieve 


proper words
> Recombine the parts of hyphenated words (dehyphenation)
> Remove duplicate instances of text, e.g. shadow and artificially 


bolded text
> Recombine paragraphs in reading order
> Correctly order text which is scattered over the page


Page Layout, Table and List Detection
The page content is analyzed to determine text columns. Tables 
are detected, including cells which span multiple columns. This 
improves the ordering of the extracted text. Table rows and the 
contents of each table cell can be identified. Bulleted and num-
bered lists are identified.
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Geometry
TET provides precise metrics for the text, such as the position on 
the page, glyph widths, and text direction. Specific areas on the 
page can be excluded or included in the text extraction, e.g. to 
ignore headers and footers or margins.


Text Color
TET analyzes color information in the PDF page description and 
returns precise color information for each glyph. This can be used, 
for example, to identify headings or other highlighted text.


Image Extraction


Images on PDF pages can be extracted as TIFF, JPEG, JBIG2 or JPEG 
2000 files. Precise geometric information (position, size, and 
angles) is reported for each image. Fragmented images are com-
bined to larger images to facilitate repurposing. Image fidelity is 
guaranteed since no downsampling or color conversion occurs. This 
ensures the highest possible image quality.


PDF Analysis
The TET library includes the pCOS interface for querying details 
about a PDF document, such as document info and XMP metadata, 
font lists, page size, and many more (see separate datasheet for the 
pCOS product).


Configuration Options for problematic PDF 
TET contains special handling and workarounds for various kinds 
of PDF where the text cannot be extracted correctly with other 
products. In addition, it includes various configuration features to 
improve processing of problem documents:
> Unicode mapping can be customized via user-supplied tables for 


mapping character codes or glyph names to Unicode.
> PDFlib FontReporter is an auxiliary tool for analyzing fonts, 


encodings, and glyphs in PDF. It works as a plugin for Adobe Acro-
bat. This plugin is freely available for OS X/macOS and Windows.


> Embedded fonts are analyzed to find additional hints for Unicode 
mapping. External font files or system fonts are used to improve 
text extraction results if a font is not embedded.


Unicode Postprocessing
TET supports various Unicode postprocessing steps which can be 
used to improve the extracted text:
> Foldings preserve, remove or replace characters, e.g. remove 


punctuation or characters from irrelevant scripts.
> Decompositions replace a character with an equivalent sequence 


of one or more other characters, e.g. replace narrow, wide or 
vertical Japanese characters or Latin superscript (e.g. a) variants 
with their respective standard counterparts.


> Text can be converted to all four Unicode normalization forms, 
e.g. emit NFC form to meet the requirements for Web text or a 
database.


Document Domains
PDF documents may contain text in other places than the page 
contents. While most applications will deal with the page contents 
only, in many situations other document domains may be relevant 
as well. TET extracts the text from all of the following document 
domains:
> page contents
> predefined and custom document info entries


> XMP metadata on document and image level
> bookmarks
> file attachments and PDF portfolios can be processed recursively
> form fields
> comments (annotations)
> general PDF properties can be queried, such as page count, con-


formance to standards like PDF/A or PDF/X, etc.


XMP Metadata
TET supports XMP metadata in several ways:
> Using the integrated pCOS interface, XMP metadata for the 


document, individual pages, images, or other parts of the docu-
ment can be extracted programmatically.


> TETML output contains XMP document and image metadata if 
present in the PDF.


> Images extracted in the TIFF or JPEG formats contain XMP image 
metadata if present in the PDF.


TETML represents PDF Contents as XML
TET optionally represents the PDF contents in an XML flavor called 
TETML. It contains a variety of PDF information in a form which can 
easily be processed with common XML tools. TETML contains the 
actual text plus optionally font and position information, resource 
details (fonts, images, colorspaces), and metadata.


TETML also includes interactive elements such as form fields, an-
notations, bookmarks etc. It can even be used to analyze JavaScript 
or color space details, ICC profiles or output intents.


TETML is governed by a corresponding XML schema to make sure 
that TET always creates consistent and reliable XML output. TETML 
can be processed with XSLT stylesheets, e.g. to apply certain filters 
or to convert TETML to other formats. Sample XSLT stylesheets for 
processing TETML are included in the TET distribution.


The following fragment shows TETML output with glyph details: 


<Word>
 <Text>PDFlib</Text>
 <Box llx="111.48" lly="636.33" urx="161.14" ury="654.33">
 <Glyph font="F1" size="18" x="111.48" y="636.33" width="9.65">P</Glyph>
 <Glyph font="F1" size="18" x="121.12" y="636.33" width="11.88">D</Glyph>
 <Glyph font="F1" size="18" x="133.00" y="636.33" width="8.33">F</Glyph>
 <Glyph font="F1" size="18" x="141.33" y="636.33" width="4.88">l</Glyph>
 <Glyph font="F1" size="18" x="146.21" y="636.33" width="4.88">i</Glyph>
 <Glyph font="F1" size="18" x="151.08" y="636.33" width="10.06">b</Glyph>
 </Box>
</Word>


TET Connectors
TET connectors provide the necessary glue code to interface TET 
with other software. The following TET connectors make PDF text 
extraction functionality available for various software environ-
ments:
> TET connector for the Lucene Search Engine
> TET connector for the Solr Search Server
> TET connector for the TIKA toolkit
> TET connector for Oracle Text
> TET connector for MediaWiki
> TET PDF IFilter for Microsoft products is available as a separate 


product. It extracts text and metadata from PDF documents and 
makes it available to search and retrieval software on Windows 
(see separate datasheet for details).
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Challenges with PDF Text Extraction


Dehyphenation
TET detects hyphenated words which span multiple lines, removes 
the hyphen, and combines the individual parts to form a complete 
word. This is important to make sure that searches for the full word 
will be successful although only hyphenated parts are present in 
the document. Dashes (different from hyphens) will be treated 
separately since they must not be removed.


Shadow and artifical bold Text Detection
Digital documents often contain shadowed text where the shadow 
effect is achieved by placing the text multiply on the page, using 
a small offset between the instances of text. Similarly, bold text is 
often simulated by overprinting the same text multiply. As a result, 
the document contains the characters in the shadowed or bold 
word more than once. TET’s patented shadow detection algorithm 
identifies and removes redundant instances of text to avoid excess 
text extraction. While other software extracts the shadowed or 
bold text multiply, TET correctly removes the redundant copies. 
While extra instances of a word will still result in a search engine 
hit, no more hits would be found if the text is duplicated character 
by character as in the example.


Accented Characters
In many languages accents and other diacritical marks are placed 
close to other characters to form combined characters. Some 
typesetting programs, most notably TeX, emit two characters (base 
character and accent) separately to create a combined character. 
For example, to create the character ä first the letter a is placed on 
the page, and then the dieresis character ¨ is placed on top of it. 
TET detects this situation and recombines both characters to form 
the appropriate combined character.


Ligatures
Ligatures combine two or more characters in a single glyph. The 
most common ligatures are in use for the combinations fi, fl, and 
ffi; less common ligatures are used for the combinations Th, sp, ct, 
st, and many others. When extracting text from digital documents, 
ligatures must be analyzed and separated to the constituent 
characters to allow proper text processing. TET detects ligatures 
and delivers two or more characters as appropriate.


Drop Caps
Drop caps are large initial characters at the beginning of a para-
graph where the top of the initial aligns with the top of the line, 
and the remainder of the character drops down several lines. Drop 
caps are used to emphasize the start of a paragraph. If they are 
not treated properly the initial word is extracted in two parts: the 
single initial character and the remainder of the word.


TET correctly removes the hyphen, but keeps the dash.


Other products extract »Inttrroduccttiion«. 
TET correctly extracts »Introduction«.


Other products extract »Midi-Pyr´en´ees«.  
TET correctly extracts »Midi-Pyrénées«.


Other products extract » e rst photographs«. 
TET correctly extracts »The first photographs«.


Other products extract two words: the drop cap »S« and »tellen«. 
TET correctly extracts the single word »Stellen«.
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Challenges with PDF Text Extraction


Unicode Mapping
Unicode mapping forms the foundation of PDF text extraction: 
every glyph on the page must be assigned the corresponding 
Unicode value. PDF complicates this tasks by supporting a variety 
of font and encoding variants which may or may not provide the 
information required to assign proper Unicode values. In the worst 
case the document does not provide enough information with the 
result that no usable text can be extracted from the document.


TET’s patented Unicode mapping algorithm implements a cascad-
ed algorithm which takes all available pieces of information in or-
der to determine Unicode values. For many problematic documents 
TET extracts proper Unicode text where other products deliver only 
unusable garbage.


Bidirectional Text with Arabic and Hebrew
PDF does not encode logical text, but is simply a container for 
glyphs on the page. Text in the Arabic and Hebrew script runs from 
right to left. Since it often contains left-to-right inserts such as 
numbers or names in Western languages, text must be interpreted 
in both directions – hence the term »bidirectional«. Arabic poses 
additional challenges since the characters can be used in up to four 
different contextual forms. These shaped forms of characters must 
be normalized to the corresponding standard (isolated) form.


Damaged PDF Documents
PDF documents may get damaged because of transmission errors 
or other problems. TET’s repair mode recovers many kinds of dam-
aged PDFs. Sometimes PDF documents are damaged so heavily 
that the pages cannot even be displayed in Acrobat. Even in such 
extreme cases TET often delivers the page contents of the docu-
ment.


Other products extract unusable garbage, while TET delivers text.


The page contents are not even displayed in Acrobat, but TET still cor-
rectly extracts the text.


TET reorders the visual mixture of right-to-left and left-to-right text 
to create proper logical text output.
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Challenges with PDF Image Extraction


Color Spaces and Compression
Raster image data in PDF may be encoded in a combination of 
eleven color spaces and nine compression filters, but common 
image file formats such as JPEG and TIFF support only a subset of 
these combinations. TET’s image engine balances the character-
istics of the PDF image with the capabilities of the image output 
formats. Regardless of the internal structure of the PDF image, the 
pixel image is extracted in one of the common image file formats.


Spot Colors
In addition to CMYK process colors images in PDF may use custom 
spot colors. Technically, these color spaces are known as Separation 
(single-channel) and DeviceN (multiple channels).


TET creates TIFF output with additional spot color channels. This 
is intended for applications which need superior color fidelity and 
cannot accept any color conversion. If an image with DeviceN color 
includes only a subset of the common CMYK process colors (e.g. 
only Cyan and Magenta) the missing process channels are added 
so that plain CMYK output can be created.


However, some applications may not be able to handle spot color 
channels, but are restricted to plain TIFF output. In this case TET 
can be instructed to emit a single spot color channel as grayscale 
TIFF to facilitate processing.


Merging of fragmented Images
The images in many PDF documents are broken into small frag-
ments by the software producing the PDF. What appears to be 
a single image on the page may actually consist of many small 
pieces. For example, Microsoft Office applications and TeX often 
produce heavily fragmented images which consist of hundreds or 
thousands of small fragments. Adobe InDesign often segments 
images into fragments of varying size. TET detects fragmented 
images and merges the pieces to form a usable larger image. 
Only with image merging fragmented images can reasonably be 
repurposed.


Although the image is segmented into smaller parts (top), TET ex-
tracts it as a single reusable image (bottom).


Photoshop displays spot color channels of extracted TIFF images in 
the channels window (left). Double-clicking one of the icons reveals 
the alternate color (bottom).


Device-dependent CIE-based Special


DeviceGray CalGray Indexed


DeviceRGB CalRGB Pattern


DeviceCMYK Lab Separation


ICCBased DeviceN


TET processes all color spaces which may be used in PDF.
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Many Ways to use TET
TET is available as a programming library for various development 
environments, and as a command-line tool for batch operations. 
Both offer similar features, but are suitable for different deploy-
ment scenarios. Both the TET library and the TET command-line 
tool can create TETML, TET’s XML-based output format.


TET offers the following deployment options:
> The TET programming library (component) is used for integration 


into desktop or server applications. Examples for using the library 
are included in the TET package.


> The TET command-line tool is suited for batch processing PDF 
documents. It doesn’t require any programming, but offers 
command-line options which can be used to integrate it into 
complex workflows.


> TETML output is suited for XML-based workflows and developers 
who are familiar with the wide range of XML processing tools 
and languages, e.g. XSLT.


> TET connectors are suited for integrating TET in various common 
software packages, e.g. databases and search engines.


TET Cookbook
The TET Cookbook is a collection of programming examples which 
demonstrate the use of TET for various text and image extraction 
tasks. Several Cookbook samples show how to combine the TET and 
PDFlib+PDI products in order to process and enhance PDF docu-
ments, e.g. add bookmarks or links based on the text on the page.


The TET Family of Products
The TET family comprises the following products:
> The TET core product as described in this datasheet.
> TET PDF IFilter is available as a separate product. It is suitable for 


use with Microsoft search products, e.g. Windows Search, Share-
Point and SQL Server (see separate datasheet for details).


> The TET Plugin for Adobe Acrobat is a free utility for extracting 
text and images from PDF. It can be used to evaluate TET interac-
tively.


Supported Development Environments
PDFlib TET is everywhere – it runs on practically all computing 
platforms. We offer 32-bit and 64-bit packages for all common 
flavors of Windows, OS X/macOS, Linux and Unix, as well as for IBM 
i5/iSeries and zSeries mainframes. TET is also available for mobile 
systems including iOS and Android.


The TET core is written in highly optimized C and C++ code for 
maximum performance and small overhead. Via a simple API 
(Application Programming Interface) the TET functionality is acces-
sible from a variety of development environments:
> COM for use with VB, ASP, etc.
> C and C++
> Java, including servlets and Java Application Server
> .NET for use with C#, VB.NET, ASP.NET, etc.
> Objective-C (OS X/macOS and iOS)
> Perl
> PHP
> Python
> REALbasic/Xojo
> RPG (IBM i5/iSeries)
> Ruby, including Ruby on Rails


Benefits of using PDFlib Software


Rock-solid Products
Tens of thousands of programmers worldwide are working with 
our software. PDFlib meets all quality and performance require-
ments for server deployment. All PDFlib products are suitable for 
robust 24x7 server deployment and unattended batch processing.


Speed and Simplicity
PDFlib products are incredibly fast – up to thousands of pages per 
second. The programming interface is straightforward and easy to 
learn.


PDFlib Products all over the World
Our products support all international languages as well as Uni-
code. They are used by customers in all parts of the world.


Professional Support
If there’s a problem, we will try to help. We offer commercial sup-
port to meet the requirements of your business-critical applica-
tions. By adding support you will have access to the latest versions, 
and have guaranteed response times should any problems arise.


Licensing
We offer various licensing programs for server licenses, integration 
and site licenses, and source code licenses. Support contracts for 
extended technical support with short response times and free 
updates are also available.


About PDFlib GmbH
PDFlib GmbH is completely focused on PDF technology. Customers 
worldwide use PDFlib products since 1997. The company closely 
follows development and market trends, such as ISO standards for 
PDF. PDFlib GmbH products are distributed all over the world with 
major markets in North America, Europe, and Japan.


Contact
Fully functional evaluation versions including documentation and 
samples are available on our Web site. For more information please 
contact: 


 PDFlib GmbH 
 Franziska-Bilek-Weg 9, 80339 München, Germany 
 phone +49 • 89 • 452 33 84-0, fax +49 • 89 • 452 33 84-99 
 sales@pdflib.com  
 www.pdflib.com
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Notes on the PDFlib REALbasic/Real Studio/Xojo binding
======================================================

REALbasic/Real Studio
---------------------

This plugin "PDFlib.rbx" requires REALbasic 2006r4 or newer.

The plugin works with the following REALbasic platforms:

- Windows
- Linux x86
- Mac Carbon Mach-O Universal (i386/ppc)

For installation please put the PDFlib.rbx into the Plugins directory of
REALbasic.


Xojo
----

Xojo needs plugins in a new format. Use the "PDFlib.xojo_plugin"
and install it to the Plugins directory of the Xojo installation.

Xojo 2013r1 and newer is supported.

 Xojo Plugin works with the following platforms:

- Windows
- Linux x86
- Mac Carbon Mach-O Universal (i386)
- Mac Cocoa (i386)


Examples
========

The examples are optimized for REAL Studio 2010r1 or later.
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